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1 Introduction

An important field within Artificial Intelligence research is Knowledge
Representation. Description Logics (DL) are a succesful family of for-
malisms for Knowledge Representation [BCM+03]. They have gained
recognition in various fields outside logics during the last decades. A
DL knowledge base is essentially a collection of axioms. Each axiom
can either describe knowledge about categories or classes of entities,
so-called terminological knowledge, or knowledge about concrete enti-
ties, so-called assertional knowledge. These axioms are expressed using
a formally defined syntax and semantics. For example, to express the
terminological knowledge that “A father is male and has a child.” one
could write in DL Syntax

Father v ∃Male u hasChild.>.

While the syntax and semantics of these axioms may be intuitive to
logicians, they can be daunting to experts from other fields. In order to
make DL accessible to experts from other fields it is necessary to develop
procedures that assist knowledge engineers during the design process.
We develop formalisms that automatically generate axioms. These

axioms are then presented to the knowledge engineer who can decide
whether they should be added to the knowledge base, the rationale be-
ing that it is easier to understand and accept a GCI than to generate
it by hand. Of course, these axioms should not be generated randomly.
First, they should not contradict existing knowledge (for example be-
cause a known individual serves as a counterexample). Second, they
should add as much information as possible, ideally culminating in a
complete knowledge base. In this thesis we provide answers to the fol-
lowing questions.

• When can a knowledge base be considered complete, and can com-
plete knowledge bases even exist?

1



1 Introduction

• How can a complete knowledge base be reached in interaction with
a (potentially human) expert?

Our formalisms to reach completeness follow the pattern of Attribute
Exploration, a technique from Formal Concept Analysis. Formal Con-
cept Analysis (FCA) is a field from discrete mathematics that is not
directly related to DL, although similarities exist. Before we can use it
for our purposes we need to answer the third question:

• What is a good framework to bridge the gap between Formal Con-
cept Analysis and Description Logics?

We discuss each of these problems in more detail after a brief introduc-
tion to DL and FCA.

1.1 Description Logics

Early knowledge representation formalisms such as semantic networks
[Sow91] and frames [Min81] were motivated from applications, mostly
within the field of linguistics. The roots of Description Logics lie within
these fields. Semantic Networks are a graphical representation of con-
ceptual knowledge. They represent knowledge in the form of a labelled,
directed graph, where nodes represent either individuals or classes of
individuals and edges represent relationships between nodes. There
are numerous classes of semantic networks, e. g. definitional networks
with an emphasis on is-a-relations that define a hierarchy over indi-
viduals or classes, or learning networks with a non-monotonic flavour
[Sow92]. Frames, on the other hand, ressemble the class structures
known from object oriented programming. Concepts are represented
as frames, which possess a set of super-concepts and a set of slots. Re-
lationships between concepts are realized using slots, which can link to
other frames. Both semantic networks and frames lack a formally de-
fined semantics. The meaning that is associated to a network or a frame
largely depends either on the intuition of its author or the specific imple-
mentation of the reasoning system. Knowledge representation systems
with a logical underpinning arose from the need for a more predictable
and realiable form of knowledge representation [BS85]. These systems
eventually evolved into Description Logics.

2



1.1 Description Logics

Even though the early Description Logics were relatively small frag-
ments of First Order Logics, first intractability results were obtained
already in the 1980s [BL84, Neb88]. From then on, most research was
devoted to the development and optimization of reasoning algorithms
that, despite the exponential (or worse) worst-time complexity, behave
well in practice [HST00, HS04]. Meanwhile, a range of new constructors
has been added to increase expressivity – eventually leading to the rec-
ommendation by the W3C of the Web Ontology Language OWL which
is based on the expressive DL language SHOIN [HPSvH03]. Efficient
algorithms were implemented in reasoning systems for expressive DLs
such as FaCT [Hor98, TH06] and RACER [HM01].
It was not until the early 2000s that light-weight DLs returned to the

focus of researchers. For the Description Logic EL which allows for con-
junction and existential restrictions it was shown that standard reason-
ing services are tractable for cyclic and acyclic TBoxes [Baa03b] as well
as for general TBoxes [Bra04]. Later, more expressive extensions of EL
have been designed, which maintain tractability [BBL05a, BBL08]. The
expressivity of EL or variants thereof is sufficient in many applications,
in particular in medicine or biology. Examples are the large biomedical
ontology SNOMED [SCC97], the Gene Ontology [ABB+00] and large
parts of the GALEN medical knowledge base [RH97]. An efficient rea-
soning system for the EL family of Description Logics is available under
the name CEL [BLS06, MS09].
New reasoning services that assist the design process of Description

Logic ontologies have been a second major research direction in the
2000s. We provide an overview of these in Section 1.1.2 and present
some of them in more detail in Section 2.3.

1.1.1 Describing Knowledge and Standard Reasoning

Classically, DL knowledge bases, also called ontologies, consist of two
components: the TBox containing terminological knowledge, and the
ABox containing assertional knowledge. The terminological knowledge
contained in the TBox is expressed by means of concept descriptions.
Each DL provides a number of concept constructors which, together
with concept names and role names, can be used to generate concept
descriptions. ∃hasChild.>, which has been used in the above example,
is a concept description that uses ∃ and > as concept constructors and
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1 Introduction

hasChild as a role name. It roughly translates to “Someone who has
a child” in natural language. New concept names can be assigned to
concept descriptions using concept definitions. One might state

Parent ≡ ∃hasChild.>

to express that a parent is someone who has a child. Depending on
the type of TBox it may also be possible to express that a concept
description is more specific than another using general concept inclusions
(GCIs):

Father v ∃hasChild.>.

Concept definitions and GCIs are stored in the TBox.
Knowledge bases typically contain knowledge about individuals in ad-

dition to terminological knowledge. DLs allow to express that an indi-
vidual belongs to a concept, or that it is linked to another individual
by a role name. For example, we can state that Homer is a Father, and
that Bart is Lisa’s brother using the following assertions:

Father(Homer)

hasBrother(Lisa,Bart).

Assertions about individuals are stored in the ABox.
In contrast to earlier KR-formalisms, DL systems have a formally

defined semantics. This semantics is based on the notion of models
and interpretations. An interpretation consists of a finite set, called
domain, and a mapping that associates individuals with elements of the
domain, concept names with subsets of the domain and role names with
binary relations over the domain. A model of a knowledge base is an
interpretation that does not violate the statements from the TBox or
the ABox.
DL knowledge bases use an open-world semantics, i. e. absence of in-

formation is interpreted as lack of knowledge, not as negation of in-
formation. Some of our results require closed-world knowledge about
individuals. In this case we use models as a closed-world representation
of individuals in a DL setting.
The formal model-theoretic semantics enables us to reason about

knowledge. Using reasoning services it is possible to obtain implicit
knowledge from explicit knowledge. The explicit knowledge that every
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1.1 Description Logics

Father has a child, and that Homer is a Father yields the implicit knowl-
edge that Homer has a child. The combination of a knowledge base and
a reasoning component is called a DL system. Most DL systems support
at least a number of standard reasoning services.

Among these is subsumption-reasoning, i. e. deciding whether one con-
cept is more specific than another. If the system computes all subsump-
tion relationships for concepts from the TBox then we also speak of
the classification of an ontology. Instance checking denotes the task of
verifying whether an individual belongs to a concept. The above infer-
ence that Homer belongs to the concept ∃hasChild.> is an example for
instance checking. Sometimes it may occur, that due to design errors
a knowledge base contains contradictory information. This can be de-
tected using consistency checking. A less severe consequence of design
errors occurs when a concept becomes unsatisfiable, i. e. no individuals
can belong to this concept. Satisfiability checking can be used to detect
such concepts.

1.1.2 Reasoning Services to Support Ontology Design
and Maintenance

Standard reasoning services have been designed to infer implicit knowl-
edge from knowledge that is explicitly present in an existing ontology.
Non-standard reasoning services, by contrast, have been designed with
the design and maintenance of ontologies in mind.

Axiom Pinpointing Since the design of knowledge bases is an error-
prone process, a common maintenance task is the removal of faulty in-
formation from a knowledge base. This is straightforward if the faulty
knowledge is explicit knowledge: one can simply remove or modify the
faulty axiom. If it is implicit knowledge it is less clear which axioms
need to be removed or modified. Whenever an unwanted consequence
is discovered axiom pinpointing can be used to identify the axioms that
are responsible for the error [BH95, SC03, PSK05, Peñ09].

Ontology Import Reusing knowledge from existing ontologies can tre-
mendously speed up the ontology engineering process. Typically, an
ontology engineer wants to be sure to import all axioms from the exist-
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1 Introduction

ing ontology that are relevant in the domain of the new ontology. On
the other hand, it is important to keep ontologies small, not least in
consideration of the complexity of reasoning. Module Extraction can
be used to identify a subset of the existing ontology that is small, yet
still captures the meaning of the imported concepts. A second problem
can occur when parts of an ontology are imported: The language of the
existing ontology is not necessarily the same as the language of the new
ontology. In this setting concept approximation can be used to deter-
mine for a concept description from the existing DL the closest concept
description in the new DL [BKT02].

Bottom-Up Construction Usually, ontologies are constructed in a top-
down fashion, where more general concepts are defined first, and then
gradually specified. The bottom-up approach for ontology design pro-
vides an alternative [BT01]. Instead of starting with concept descrip-
tions the modeler starts with the individuals. An engineer who wants
to describe a concept selects a set of individuals that belong to this
concept. The DL system then automatically generates a concept de-
scription which describes these individuals. This concept description is
then presented to the modeler who can use or modify it. Two reason-
ing services are used to obtain the suggested concept description: most
specific concepts and least common subsumers. For each of the selected
individuals the DL system computes the most specific concept of which
it is an instance. The obtained concept descriptions are then generalized
into one concept description by computing the least common subsumer.
The least common subsumer is the least general concept description that
generalizes the concepts it is applied to [BKM99, Baa03a, Tur07].

Knowledge Base Completion Knowledge Base Completion is a tool to
help knowledge engineers to ensure that their knowledge base contains
all the relevant information about the domain. Its objective is to assist
the engineer in adding information until

• all relationships between concepts that are relevant in the domain
are captured by the TBox, and

• all kinds of instances are represented by an individual in the ABox.

6



1.2 Formal Concept Analysis

In this thesis we present a knowledge base completion formalism. It can
be viewed as an enhancement of the interactive method for knowledge
base completion which has been proposed in [BGSS07, Ser07]. It follows
the pattern of Attribute Exploration from FCA. We go into more detail
on this approach after an introduction to FCA.

1.2 Formal Concept Analysis

Formal Concept Analysis (FCA) is a branch of mathematical order the-
ory, or more precisely a branch of lattice theory [Bir93] that has emerged
during the 1980s. It is considered to be an applied branch of lattice the-
ory, because of applications in data-mining, among others. It focusses on
a special type of lattices that are obtained from binary relations, called
formal contexts. It shares with DL the notions of concepts as describing
a collection of objects with common properties. However, the two fields
differ fundamentally in the way concepts are obtained. While the logic
based concept descriptions in DL are usually generated and edited man-
ually by a modeler, concepts in FCA are generated automatically from
the formal context using derivation operators. FCA also possesses a tool
to semi-automatically analyze dependencies between concepts called At-
tribute Exploration.

1.2.1 Foundations

Data in Formal Concept Analysis is represented as a formal context
which consists of a set of objects, a set of attributes and a binary rela-
tion, the incidence relation that determines whether an object has an
attribute. They are usually visualized as cross-tables like in Table 1.1.
For example, the cross in the first row and second column of Table 1.1
implies that the object Homer has the attribute Male. The absence of a
cross in the next column implies that Homer does not have the attribute
Mother. In classical formal contexts it is not possible to express that it
is unknown whether Homer is a Parent. From a DL viewpoint formal
contexts have a closed-world semantics.
Derivation Operators map sets of attributes to sets of objects and vice

versa. The derivation of a set of attributes A is defined as the set B of
all objects that have all attributes from A. For example, in Table 1.1

7
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Table 1.1: A Formal Context KS about Two Families

Female Male Mother Father Parent

Homer × × ×
Marge × × ×
Bart ×
Lisa ×
Kirk × × ×
Luann × × ×
Milhouse ×

the derivation of the set {Male,Father} is {Homer,Kirk}. Conversely,
the derivation of a set of objects B is defined as the set A of all at-
tributes that are shared by all objects from B. Derivation operators
give rise to formal concepts: pairs consisting of a set of objects and a
set of attributes, where the former is the derivation of the latter and
vice versa. An example for a formal concept in Table 1.1 is the pair
({Marge, Luann}, {Female,Mother,Parent}). The first part of a formal
concept is called the extent, and the second is called the intent of the
concept. This notion of a concept appears to be fundamentally different
from the notion of concepts from DL, but similarities exist nevertheless.
In both cases, there is a description that describes, based on certain
properties, which objects or individuals belong to the concept. In the
case of FCA this is the concept intent {Female,Mother,Parent}. In DL
it could be a concept description such as FemaleuMotheruParent. The
formal concepts of a formal context can be ordered, where set inclusion
of the concept extends is used as the order relation. The resulting struc-
ture is a lattice like the one shown in Figure 1.1. Concept lattices are
an important tool for visualizing the contents of a formal context.

1.2.2 Implications and Attribute Exploration

The concept lattice is one way to analyze a formal context, implications
are another. In Table 1.1 all objects that have the attributes Female and

8



1.2 Formal Concept Analysis

({Homer,Marge,Bart, Lisa,
Kirk, Luann,Milhouse}, ∅)

({Homer,Marge,
Kirk, Luann},
{Parent})

({Homer,Bart,
Kirk,Milhouse},
{Male})

({Marge, Lisa,
Luann},
{Female})

({Homer,Kirk},
{Male,Father,Parent})

({Marge, Luann},
{Female,Mother,Parent})

(∅, {Female,Male,
Mother,Father,Parent})

Figure 1.1: The Concept Lattice for Table 1.1
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1 Introduction

Parent also have the attribute Mother. A shorter way to write this is

{Female,Parent} → {Mother}.

This kind of dependency is called an implication. We have already men-
tioned parallels between sets of attributes in FCA and concept descrip-
tions in DL. From this perspective an implication can be viewed as a
dependency between concept descriptions, quite similar to a GCI in De-
scription Logics. Unlike GCIs in DL, which need to be created manually,
FCA provides several approaches to obtain sets of implications from a
formal context. The most well-known is the Duquenne-Guigues Base. It
is a minimal set of implications that hold in a given context, and from
which all implications that hold in the context follow semantically. The
Duquenne-Guigues Base can be computed if the context is fully known.
For the case where not all the objects from the context are known FCA

provides the tool Attribute Exploration. In many applications the con-
text is not explicitly given, but is known to a domain expert. Attribute
Exploration is an efficient method to retrieve the expert’s knowledge. It
starts with an empty set of implications L = ∅ and successively gener-
ates questions of the form “Do all objects with attributes m1, . . . , mk

also have the attributes m′1, . . . , m′`?”. Upon seeing the question the
expert has two choices. She can either answer “Yes”, in which case the
implication {m1, . . . ,mk} → {m′1, . . . ,m′`} is added to the set L. If
the expert answers “No”, then she is asked to provide a counterexam-
ple, i. e. an object that does not satisfy the implication. This object
is then added to the context which gradually becomes more similar to
the full context. The questions are chosen in a smart way that guar-
antees that upon termination the set L is the Duquenne-Guigues-Base
of the initially unknown full context. This ensures that the number of
accepted implications is minimal, keeping the number of costly expert
interactions low.

1.3 Existing Exploration Formalisms

We briefly introduce the two existing approaches that apply Attribute
Exploration in a DL setting. A more detailed comparison between these
approaches and the work from this thesis requires a deeper insight into

10



1.3 Existing Exploration Formalisms

the technical parts. Therefore it will be provided in Chapter 8 about
related work.

Completion Using OntoComp In [BGSS07] a first ontology comple-
tion formalism based on Attribute Exploration has been introduced. In
aims at a well-defined, yet relatively weak notion of completeness. It
starts with an existing ontology. As a first step the ontology engineer is
asked to select a set M of interesting concepts that occur in the TBox.
The algorithm then considers only GCIs of the type

l
U v

l
V,

where U, V ⊆M are subsets ofM . It is assumed that the ontology engi-
neer has complete knowledge about the domain of interest, and that this
knowledge can be represented as a model of the ontology. An ontology
is called complete if

• all GCIs of the above type that hold in the domain follow from
the ontology, and

• for every GCI of the above type that does not hold in the domain
there is a counterexample in the ontology.

The method used to achieve this is a version Attribute Exploration that
is tailored to a DL setting. It follows the typical pattern, where hypothe-
ses are successively presented to the expert, who may either accept them
or refute them. If the hypothesis is accepted, then it is added to the
TBox of the ontology. If the hypothesis is refuted, the expert is re-
quired to provide a counterexample, which is added to the ABox. The
main contribution of [BGSS07] is a framework for dealing with the ontol-
ogy’s open-world knowledge in an Attribute Exploration setting. This
is achieved by adapting the notion of a context to partial contexts. In
contrast to older results about FCA with incomplete knowledge such as
[Bur91, BH00] it is assumed that the expert has complete knowledge
about the domain. This system has been improved further with respect
to certain usability issues [Ser08, BS09]. An implementation is available
as a plugin for the ontology editor Protégé under the name OntoComp
[Ser09a].

11
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Relational Exploration Relational Exploration [Rud06]. is perhaps the
closest existing formalism to the formalisms presented in this thesis. Un-
like the approach used for OntoComp, it uses a stronger notion of com-
pleteness where no restrictions on the types of GCIs are made. However,
this notion of completeness is not entirely compatible with the usual
semantics of DL (cf. 8.2.2 for more details). The DL that is used is
called FLE . Relational Exploration starts, not with an ontology, but
with a closed-world representation of parts of the domain called binary
power context family. Rudolph considers an infinite family of formal
contexts where the attributes are DL concept descriptions of increasing
role depth. The objects of these contexts and the incidence relation are
obtained from the binary power context family. Subsequently, classical
Attribute Exploration is performed on the resulting contexts, until a
certain termination condition is reached. Rudolph shows that, for a fi-
nite binary power context family, this termination condition will always
be satisfied eventually, and that the implication bases of the contexts
considered up to that step contain enough information to decide, for any
GCI between FLE-concepts, whether this GCI holds in the domain.
In summary, we can say that there is an existing formalism that allows

for open-world knowledge but can only deal with a weak notion of com-
pleteness, and there is an existing formalism that can deal with a strong
notion of completeness but requires closed-world knowledge. One goal
of this thesis is to obtain a formalism that combines the best of both
worlds: open-world knowledge and a stronger notion of completeness.
We do not use Rudolph’s algorithms directly for our approach, since
– apart from lacking the capacity to deal with open-world semantics –
there are other issues such as the great increase in the number of at-
tributes as role depth increases. We discuss these issues in Section 8.2.2.

1.4 Contributions
The main contributions of this thesis are

• an approach to bridge the gap between FCA and DL, called model-
based most specific concepts,

• the proof that it is always possible to find a finite set of GCIs that
is complete for a given EL⊥-model,
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• Model Exploration, a formalism inspired by Attribute Exploration,
where counterexamples are stored in a model, and

• ABox Exploration, an exploration formalism where counterexam-
ples are stored in an ABox.

Throughout this work we use the lightweight DL EL⊥ and its extension
EL⊥gfp. Both logics have the advantage that efficient reasoning is pos-
sible. They are subsets of EL++, a widely recognized extension of EL
[BBL05a].

Model-Based Most Specific Concepts In order to apply techniques
from FCA to DL knowledge bases we first need a framework that bridges
the gap between the two fields. We have already pointed out the similar-
ities between concept descriptions in DL and sets of attributes in FCA:
Both can describe sets of individuals or objects by specifying their prop-
erties. A similar connection can be made between DL models, ABoxes,
and formal contexts. Each of them contains the information which indi-
viduals or objects have which properties. In this first part, we consider
a strictly closed-world setting and therefore use only models and not
ABoxes.
The connections between concept descriptions and sets of attributes

on the one hand and formal contexts and models on the other have been
exploited already in the first works on FCA and DL. Most authors have
used an approach where models are transformed into contexts whose
attributes are concept descriptions. In this work, we call such contexts
induced contexts. Induced contexts are relatively easy to obtain, how-
ever, it is not immediately clear how one should choose the concept
descriptions that will serve as attributes.
We pursue a different idea where we try to transport techniques from

FCA to DL and not the other way around. Perhaps, the most basic
operations in FCA are the derivation operators. One of them maps sets
of attributes to sets of objects and the other maps sets of objects to sets
of attributes. In DL, a suitable operation that maps concept descrip-
tions to sets of individuals is quickly identified: the usual interpretation
function of the model. Finding an operator that goes in the other di-
rection is not as obvious. We show that the model-based most specific
concept can be used for this purpose. For a given set of individuals A

13



1 Introduction

the model-based most specific concept is defined to be the most spe-
cific concept description that has all elements of A in its interpretation.
We show that in EL⊥ sets of individuals need not have a most specific
concept. However, if we extend EL⊥ to EL⊥gfp by allowing for cyclic
concept descriptions interpreted with greatest-fixpoint semantics, then
model-based most specific concepts always exist in the resulting logic.

Finding a Finite Base The ontology completion algorithms by Baader
et al. use a relatively weak notion of completeness. They consider
completeness with respect to a special type of GCIs C v D where both
C and D are conjunctions over previously selected concepts. We adopt
a stronger notion of completeness, where we say that a set of GCIs B is
complete for the GCIs holding in a model i if all GCIs C v D that hold
in i follow from B. We make no restriction on C and D other than that
they be EL⊥gfp-concept descriptions. If the GCIs from B also hold in the
domain then we call B a base for the GCIs holding in i. In general, for
each model there are infinitely many GCIs that hold in it. Therefore, it
is not obvious whether a base can be finite.
We show that one can always find a finite base B and we present

a construction for it. Model-based most specific concepts are used to
compute the right-hand sides of the GCIs in this base. This parallels
the Duquenne-Guigues Base in FCA, where the right-hand sides of the
implications are obtained by applying the derivation operators to the
left-hand sides. Moreover, the left-hand sides occuring in the finite base
B are of a special form: Each of them is a conjunction over a subset of
Mi, where Mi is a finite set of concept descriptions that depends on the
model i. The fact that B is finite and complete answers the question
for existence of a finite base. Because of the subset construction from
which B is obtained it can, however, be large. To mend this we create
the induced context whose attribute set is Mi, and reduce the size of
B by computing the Duquenne-Guigues Base in this induced context.
We show that the resulting base is still complete, and even has minimal
cardinality among all bases for the GCIs holding in the domain. It
is therefore comparable to the Duquenne-Guigues Base. FCA is used
twice for this result: The first time it is used indirectly in the form of
the model-based most specific concept which is an emulation of the FCA
derivation operator in a DL world. The second time it is used directly,
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when we reduce the size of the base. In a last step, we show that cyclic
descriptions can be removed from B by unravelling and pruning cyclic
descriptions. This yields a finite base for the logic EL⊥ which does not
allow for cyclic concept descriptions.

Model Exploration We present Model Exploration which is an explo-
ration formalism where counterexamples are stored in a model. The
finite base B can only be computed if the model i is known entirely. It
would be overly optimistic to assume that a model which represents the
entire domain of the knowledge base is always available. In practice, it
is more likely that only fragments of such a model can be obtained. If
these fragments are too restricted the GCIs that are computed can only
serve as a starting point. The knowledge engineer might have to weaken
or even remove some of them. As an example, assume that the domain
consists of two families: Kirk, his wife Luann, and their son Milhouse, as
well as Jackie, her husband Clancy, and their daughter Selma. The GCI

Father v Male u ∃hasChild.>,

which says that every father is male and has a child, holds in the domain.
If we had used a model consisting only of the first family then the GCI

Father v Male u ∃hasChild.Male

stating that every father is male and has a male child would also hold.
Of course, the second GCI is too specific and the expert will need to
modify it. Using Model Exploration she can do this in a fashion that is
known from Attribute Exploration: The algorithm successively selects
GCIs for which none of the known individuals serve as counterexamples.
These axioms are presented to the expert, who can either accept them
or refute them by providing a counterexample. In our example, the
expert would choose to provide Clancy as the counterexample. As in
classical Attribute Exploration, the expert is assumed to have complete
knowledge about the domain.
On the technical side, we need to deal with the fact that the GCIs in
B depend on the set Mi which in turn depends on the model i. Since
initially only a fragment of i is known the set Mi cannot be computed
in advance. Instead, more of its elements become known gradually as
the exploration progresses. Therefore, on the FCA level, an algorithm is
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needed that allows attributes to be added to a context during runtime.
We present such an algorithm and use it as the foundation of Model
Exploration.

ABox Exploration When one thinks of an ontology completion formal-
ism, one typically thinks of a formalism that starts with an ontology, and
adds axioms until a certain type of completeness is reached. Unfortu-
nately, Model Exploration uses a model, not an ontology as the starting
point. A second issue with Model Exploration arises when counterex-
amples are provided by the expert. Assume that in the above model of
two families the expert wants to add Clancy as a counterexample to a
GCI that does not hold in the domain, e. g.

Father v Female.

If she adds only Clancy, but not Selma, then she achieves that while
Clancy is a counterexample to the GCI Father v Female he also becomes
a counterexample to the GCI

Father v ∃hasChild.>.

The problem is that the latter GCI does hold in the domain and one
would not want to have a counterexample. Hence, if the expert wants
to add Clancy then she also has to add all of Clancy’s role successors,
which can be a large number. This problem is caused by the closed-
world semantics of the model and can be resolved by allowing open-world
descriptions of counterexamples. We develop an exploration formalism
called ABox Exploration where counterexamples are stored in ABoxes,
because ABoxes are already part of existing ontologies, and their open-
world semantics facilitate the addition of counterexamples. The ontology
that serves as a starting point for the exploration should be written
in EL⊥. We show that the expressivity of EL⊥ suffices to describe
counterexamples.
Since no models are used in ABox Exploration model-based most spe-

cific concepts cannot be used to compute the right-hand sides of GCIs,
as was the case in Model Exploration. Hence, we need to find a re-
placement. We show that a suitable replacement are minimal possible
consequences. For a given concept description C a minimal possible con-
sequence D is a most specific concept description such that adding the

16



1.4 Contributions

GCI C v D does not make the ontology inconsistent. Using minimal
possible consequences we develop a first version of ABox Exploration.

Unfortunately, unlike model-based most specific concepts, minimal
possible consequences are not unique, and they are difficult to compute.
To mend this we propose an alternative variant of ABox Exploration
that uses an approximation of minimal possible consequences. This
approximation has better computational properties, but may result in
slightly increased expert interaction.
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This chapter introduces fundamental notions from Description Logics
[BCM+03]. We explain how knowledge is represented in a Description
Logic knowledge base. The main focus lies on the lightweight logic EL
and some of its extensions.
In Section 2.1 we introduce the basic syntax and semantics of con-

cept descriptions in the language EL. We also give a short outlook on
some of the constructors that are used by more expressive languages.
Concept descriptions that are written in a DL language are the build-
ing blocks for ontological axioms. An ontology contains axioms which
can be grouped into statements about concepts and statements about
individuals. According to this distinction ontologies are divided into a
terminological part called TBox and an assertional part called ABox.
These are introduced in Section 2.2. Classical reasoning services mainly
serve to extract implicit knowledge from an ontology (standard reason-
ing), while newer reasoning services have been designed specifically to
assist in the process of ontology engineering (non-standard reasoning).
The inference problems that give rise to the most common standard rea-
soning services are defined in Section 2.3. In addition we present two
non-standard reasoning problems that are closely related to this work,
namely the most specific concept and the least common subsumer.
In some of the later parts of this thesis the expressivity of EL will

be insufficient. Therefore we introduce extensions of this language in
Section 2.4. Among these are EL⊥ and the language EL⊥gfp which allows
for cyclic concept descriptions.

2.1 Concept Descriptions in EL
As mentioned previously, Description Logics are a family of numer-
ous formal languages for knowledge representation. A prototypical DL
knowledge base is a set of axioms that are expressed in a formally defined
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DL language. These axioms represent the knowledge that has been spec-
ified explicitly by a knowledge engineer. All DL languages use a formal
syntax and semantics. Three disjoint, finite sets, namely the set of con-
cept names NC , the set of role names NR, and the set of individuals NI
are used as a starting point for defining DL syntax. Each DL language
provides a set of concept constructors that can be used to inductively
build concept descriptions from NC and NR.1 EL is among the simplest
Description Logics, as it provides only three constructors which are the
top concept (>), conjunction (u) and existential restrictions (∃).

Definition 2.1 (Syntax of EL concept descriptions). Let NC and NR
be disjoint sets. Then EL concept descriptions are defined inductively
as follows.

• All concept names A ∈ NC and the top concept > are EL concept
descriptions, and

• if C and D are EL concept descriptions then C u D is an EL
concept description, and

• if C is an EL concept description and r ∈ NR is a role name then
∃r.C is an EL concept description.

The pair (NC ,NR) is called the signature of the concept descriptions.
In the following we assume that NC and NR are always finite.

In general, we stick to the convention that the letters A and B denote
concept names, while the letters C, D, E and F denote complex con-
cept descriptions. Roles are always denoted by the lower case letters r,
s, and t, while individual names range over the letters a, b, c, etc. In
later chapters when we combine Formal Concept Analysis and Descrip-
tion Logics this may interfere with notational conventions from FCA, in
which case we may make some exceptions.
The role depth d(C) of an EL-concept description C is the maximal

number of nestings of existential quantifiers. More formally, it can be

1In some of the more expressive logics, individual names from NI are also used to
build concept descriptions. In the less expressive logics they only occur in ABoxes
(cf. Section 2.2).
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defined inductively as follows.

d(C) =

 0 if C = > or C ∈ NP ,
1 + d(D) if C = ∃r.D,
max{d(D), d(E)} if C = D u E.

Example 2.1. As an example let the signature be defined as (NC ,NR),
where NC = {Husband,Wife,Male,Female} and NR = {marriedTo}.
Then

Male u ∃marriedTo.> (2.1)

would be a syntactically correct EL-concept description. It has role
depth d(Male u ∃marriedTo.>) = 1 since there is only one existential
quantifier.

The semantics of DL languages is defined using interpretations.

Definition 2.2 (Interpretations in EL). Let (NC ,NR,NI) be a signa-
ture. Let i be a pair i = (∆i, ·i) where ∆i is a non-empty set and ·i is a
mapping that maps every concept name A ∈ NC to a subset Ai ⊆ ∆i,
every role name r to a binary relation ri ⊆ ∆i×∆i, and every individual
name a ∈ NI to an individual ai ∈ ∆i.
The interpretation function ·i of i can be extended inductively. We

denote the extended interpretation function by ·i as well. Let C be a
concept description. We define

• If C = > then Ci = ∆i, and

• if C = D u E for some EL-concept descriptions D and E then
Ci = Di ∩ Ei, and

• if C = ∃r.D for some EL-concept description D and some role
name r ∈ NR then Ci = {x ∈ ∆i | ∃y ∈ Di : xriy}.

The pair i = (∆i, ·i) is called an (EL-)interpretation over the signature
(NC ,NR,NI). The set ∆i is called the domain of i. We call the elements
of ∆i individuals.2 For a concept description C the set Ci is called the
extension of C.
2This differs slightly from the usual terminology, where the term individual is only
used for individuals in an ABox, and x ∈ ∆i is simply referred to as an element
of the domain of i.

21



2 Description Logics

Homer Marge

Female
Wife

Male
Husband

marriedTo

marriedTo

Figure 2.1: An Interpretation Describing a Married Couple

Example 2.2. Consider the pair iS = (∆iS , ·iS ) where

∆iS ={Homer,Marge},
MaleiS = HusbandiS ={Homer},
FemaleiS = WifeiS ={Marge},

marriedToiS ={(Homer,Marge), (Marge,Homer)},
HomeriS =Homer,

MargeiS =Marge.

Then iS is an interpretation over the signature (NC ,NR,NI) where NC
and NR are as in Example 2.1 and NI = {Homer,Marge}. It is de-
picted in Figure 2.1. The interpretation function ·iS maps the concept
description (2.1) to

(Male u ∃marriedTo.>)iS = MaleiS ∩ (∃marriedTo.>)iS =

= {Homer} ∩ {Homer,Wife} = {Homer}. (2.2)

Other languages provide more than the three constructors from EL. A
logic of particular relevance is the Description Logic ALC which provides
for >, ⊥, conjunction, disjunction, existential restrictions, value restric-
tions and negation. Table 2.1 lists the constructors from ALC along with
their syntax and semantics. ALC is the smallest Boolean closed DL. It is
important from a theoretical point of view as it has helped to establish
the connection between DL and modal logics [BdRV01]. In [Sch91] it is
shown that ALC can be viewed as a notational variant of the multimodal
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Table 2.1: Syntax and Semantics of Various Concept Constructors

Name Syntax Semantics
top concept > ∆i

bottom concept ⊥ ∅
conjunction C uD Ci ∩Di

disjunction C tD Ci ∪Di

negation ¬C ∆i \ Ci

existential restrictions ∃r.C {x ∈ ∆i | ∃y ∈ Ci : (x, y) ∈ ri}
value restrictions ∀r.C {x ∈ ∆i | ∀y ∈ ∆i : (x, y) ∈ ri ⇒

y ∈ Ci}
nominals {a} {ai}

logic K(m). When we speak of lightweight Description Logics we usually
mean Description Logics that do not provide all the constructors from
ALC. Conversely, we say expressive Description Logics when we talk
about logics that provide more constructors than ALC.

2.2 Ontologies
In the previous section we have shown how concept descriptions are
generated. In this section we show how concept descriptions can be
used to express facts about the domain of interest. For example in an
ontology about human genealogy we might want to express that the
concept description from (2.1) describes the concept Husband. In DL
syntax this can be formulated as

Husband ≡ Male u ∃marriedTo.>. (2.3)

This expression states something about the terminology of the domain,
it explains the concept Husband using other concept names and a role
name. In a typical DL ontology this kind of statement is stored in a
TBox, which is short for terminological box. We distinguish three types
of TBoxes: acyclic TBoxes, cyclic TBoxes and general TBoxes.
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Definition 2.3 (Acyclic TBox). Let A be a concept name and C a
concept description. Then A ≡ C is called a concept definition. A finite
set T of concept definitions is called an acyclic TBox if

• for every concept name A ∈ NC there is at most one concept
description C such that A ≡ C ∈ T , and

• there is no sequence of concept descriptions A1 ≡ C1, . . . , An ≡ Cn
in T where Ai occurs in Ci−1 for all i ∈ {2, . . . , n} and A1 occurs
in Cn.

In other words in an acyclic TBox every concept name A ∈ NC can be
defined at most once, and its definition is not allowed to use the name
A explicitly or implicitly. Another name for acyclic TBox is unfoldable
TBox.

Definition 2.4 (Cyclic TBox). A cyclic TBox is a finite set of concept
definitions T where for every concept name A ∈ NC there is at most
one concept description C such that A ≡ C ∈ T .

Definition 2.5 (General TBox). Let C and D be concept descriptions.
The statement C v D is called a general concept inclusion (GCI). A
general TBox is a finite set of GCIs.

Using TBoxes we can express knowledge about concepts, such as the
definition of the concept Husband (2.3). DL knowledge bases usually
also contain knowledge about individuals which is stored in an ABox.
Using ABoxes, one can express that an individual belongs to a concept:

Husband(Homer)

expresses that the individual Homer belongs to the concept Husband.
One can also express that two individuals are in a relation:

marriedTo(Homer,Marge)

expresses that Homer is in relation marriedTo with Marge.

Definition 2.6 (ABox). Let A ∈ NC be a concept name, r ∈ NR a
role name and a, b ∈ NI individual names. A concept assertion is a
statement of the form A(a). Statements of the form r(a, b) are called
role assertions. A set A of concept assertions and role assertions is called
an ABox.
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Table 2.2: Semantics of Ontological Statements

Name Syntax Semantics
concept definition A ≡ C Ai = Ci

GCI C v D Ci ⊆ Di

role assertion r(a, b) (ai, bi) ∈ ri

concept assertion A(a) ai ∈ Ai

role inclusion r1 ◦ · · · ◦ rk v r ri1 ◦ · · · ◦ rik ⊆ ri

DL knowledge bases typically comprise an ABox and a TBox of one
of the above types. We call a pair O = (T ,A) of a TBox T and an
ABox A an ontology. Some DLs allow for more advanced statements,
such as restrictions on roles, in addition to concept definitions, concept
assertions and role assertions. Prominent examples of DLs with role
restrictions are EL++ and expressive DLs like SHIQ [BBL05a, HST99].
In the following we present the semantics for the basic types of ABoxes
and TBoxes as presented above. A summary of these and a selection of
some of the more advanced ontology statements can be seen in Table 2.2.

Definition 2.7 (Semantics of TBoxes). Let A ≡ C be a concept de-
scription and i = (∆i, ·i) an interpretation. We say that A ≡ C holds in
i if i satisfies Ai = Ci. Likewise, if C v D is a GCI, we say that C v D
holds in i if i satisfies Ci ⊆ Di.
Let T1 be an acyclic or cyclic TBox, and let i = (∆i, ·i) be an inter-

pretation. We call i a model of T1 if every concept definition A ≡ C ∈ T1

holds in i. Let T2 be a general TBox. We call i a model of T2 if every
GCI C v D ∈ T holds in i.

While there is only one widely accepted semantics for acyclic and gen-
eral TBoxes there are several possibilities for cyclic TBoxes. In [Neb91]
Nebel describes three possible types of semantics for cyclic TBoxes:
descriptive semantics, greatest-fixpoint semantics and least-fixpoint se-
mantics. The semantics presented in Definition 2.7 are called descriptive
semantics. In the Section 2.4.1 we introduce greatest-fixpoint semantics.
The third type of semantics, least-fixpoint semantics, is not relevant for
this work and therefore omitted.
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Let i = (∆i, ·i) be an interpretation. To define the semantics of
ABoxes we extend ·i to map every individual name a ∈ NI to an el-
ement ai ∈ ∆i.

Definition 2.8 (Semantics of ABoxes). Let (NC ,NR) be a signature,
A an ABox and i be an interpretation. We call i a model of A if

• for every concept assertion A(a) ∈ A it holds that ai ∈ Ai, and

• for every role assertion r(a, b) ∈ A it holds that (ai, bi) ∈ ri.

The models of an ontology O = (T ,A) are those interpretations that
are models of both T and A.

Example 2.3. Let OF = (TF ,AF ) be an ontology that consists of the
TBox

TF = {Husband ≡ Male u ∃marriedTo.>,
Wife ≡ Female u ∃marriedTo.>}

and the ABox AF = {Husband(Homer)}. Then the interpretation iS
from Figure 2.1 is a model for OF because both concept definitions
from TF as well as the concept assertion from AF hold in iS .
Notice that iS would still be a model if we removed the concept as-

sertion from AF . If A does not contain the statement Husband(a) then
it is not automatically assumed that the contrary holds. Due to this
behaviour the semantics of DL ontologies are often called open-world
semantics.

2.3 Reasoning in DL
The strength of logic based formalisms for knowledge representation
such as DL is the possibility to make implicit knowledge explicit through
reasoning services. Implicit knowledge is knowledge that is not present
in the form of an axiom (a TBox or ABox statement in our setting),
but can be inferred logically from the axioms in the knowledge base.
Originally, DL research focussed on a class of reasoning services that are
now called standard reasoning services. The most important standard
reasoning services are
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• concept subsumption,

• instance checking,

• concept satisfiability, and

• consistency checking.

In this section we give formal definitions of these reasoning services for
a generic DL.

Definition 2.9 (Subsumption). Let C and D be concept descriptions.
We say that D subsumes C and write C v D if for all interpretations i
the GCI C v D holds in i, i. e. if all interpretations i satisfy Ci ⊆ Di.
Let O be an ontology, consisting of an ABox A or a TBox T or both.

We say that D subsumes C with respect to O and write C vO D if
C v D holds in all models i of O. If D subsumes C with respect to O
then we also say that C v D follows from O.

The identification of all subsumptions between the concept names that
occur in an ontology O is called the classification of O. The relation v
forms a preorder on the set of all concept descriptions. We say that two
concept descriptions C and D are equivalent if both C v D and D v C
hold. Equivalence of C and D is denoted by C ≡ D.

Definition 2.10 (Instance Checking). Let O = (T ,A) be an ontology,
let C be a concept description and a ∈ NI an individual. Then a is an
instance of C if ai ∈ Ci holds for all models i of O. This is denoted by
O |= C(a).

Definition 2.11 (Concept Satisfiability). Let O be an ontology and C
a concept description. C is satisfiable if there is a model i of O such
that Ci is not empty. Otherwise C is unsatisfiable.

Definition 2.12 (Consistency Checking). Let O be an ontology. O is
consistent if O has a model.

Consistency Checking and Satisfiability Checking can be used to de-
tect the most serious errors in the knowledge base, namely those errors
that render a concept description or a whole ontology unusable. These
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errors are only the tip of the iceberg, since it is still possible for a sat-
isfiable concept description to misrepresent the knowledge engineer’s
intention.
The two reasoning services consistency checking and concept satis-

fiability are not applicable to a Description Logic without a form of
negation, i. e. in particular to EL. For example in EL all ontologies have
a model i = (∆i, ·i) with ∆i = NI , ai = a for all a ∈ NI , Ai = ∆i for
all A ∈ NC and ri = ∆i ×∆i for all r ∈ NR. The same model satisfies
all EL-concept descriptions over the given signature.
The typical usage scenario for standard reasoning services is when a

user wants to derive implicit knowledge from an already existing on-
tology. There are other reasoning services, the non-standard reasoning
services that have been designed with the intention to assist in the pro-
cess of ontology design and maintenance. This distinction is not strict,
since certain standard reasoning services can be used to detect errors in
an existing ontology and thereby assist in the maintenance process.
We present two non-standard reasoning services that are relevant to

this work. These are

• least common subsumers, and

• most specific concepts.

Other non-standard reasoning services include matching, pinpointing or
modularization [BK06, SC03, Peñ09, GHKS07].
The idea behind the most specific concept is to capture the complete

knowledge about an individual in an ontology in a single concept de-
scription. Least common subsumers are used to extract commonalities
from two concept descriptions.

Definition 2.13 (Most Specific Concept). Let O be an ontology and
a ∈ NI an individual name. Let E be a concept description satisfying
O |= E(a) such that for all concept descriptions F it holds that O |=
F (a) implies E v F . Then E is called the most specific concept of a
with respect to O.

Definition 2.14 (Least Common Subsumer). Let {C1, C2, . . . , Cn} be
a finite set of concept descriptions. Let E be a concept description such
that
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• Ck v E holds for all k ∈ {1, . . . , n}, and

• for all concept descriptions F it holds that Ck v F for all k ∈
{1, . . . , n} implies E v F .

Then E is called the least common subsumer of {C1, C2, . . . , Cn}.

Least common subsumers and most specific concepts need not exist
for all logics. If they exist both are unique up to equivalence. A typical
scenario for the application of most specific concepts and least common
subsumers is the bottom-up approach to knowledge engineering [BT01].
Imagine that an ontology engineer is working on an incomplete ontol-
ogy. She is trying to come up with a description for a difficult concept.
From the ABox she can select an existing individual, that belongs to
the concept that she wants to describe, and compute its most specific
concept. Most likely this description is more specific than what she had
in mind. She can then choose another individual, compute its most spe-
cific concept and extract the commonalities from the two most specific
concepts using least common subsumers.

2.4 EL and its Offspring

We concentrate on the Description Logic EL and some of its extensions.
The most important one among the reasons for this choice is that the
standard reasoning problems are tractable. This is not the case for ex-
pressive Description Logics and even some lightweight Description Log-
ics. A first algorithm for the classification of EL-ontologies with general
TBoxes and role inclusion axioms has been proposed in [Bra04]. This al-
gorithm has been extended to the more powerful DL EL++ in [BBL05a],
and it has been generalized even further in [BBL08]. A refined version
of it was the subject of [Sun09]. EL++ allows for the bottom concept,
nominals, concrete domains3 and role inclusions in addition to the con-
cept constructors from EL. Because EL++ is tractable every fragment
of EL++ is also tractable. In particular, if we extend EL by adding the
bottom concept ⊥ we obtain the simple tractable DL EL⊥.

3Concrete Domains are not formally introduced because they are not relevant for
this work. We refer the interested reader to [Lut03] for more information.
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Definition 2.15 (EL⊥). EL⊥-concept description are all concept de-
scriptions that can be generated inductively using the constructors >,
⊥, existential restrictions, and conjunction, where syntax and semantics
are as described in Table 2.1.

A disadvantage of EL⊥ is that it cannot express cyclic dependencies.
Some of the methods that we present later are therefore not applicable
to EL⊥ directly. Instead we need to use the more expressive logic EL⊥gfp.

2.4.1 Extending EL by Terminological Cycles
In Section 2.2 we have introduced the usual semantics of DL knowledge
bases, that is also called descriptive semantics. As mentioned previously,
there are other ways to define the semantics of cyclic TBoxes, the so-
called greatest-fixpoint semantics. To define fixpoint semantics we need
to distinguish between the defined and the primitive concept names of
a TBox.

Definition 2.16 (Primitive Concept Names and Primitive Interpreta-
tions). Let T be a cyclic EL TBox and (NC ,NR) its signature. A
concept name A ∈ NC is called a primitive concept name if there is
no concept definition A ≡ C in T for any concept description C. A is
called a defined concept name otherwise. We denote the set of all prim-
itive concept names of T by NP (T ) and the set of all defined concept
names of T by ND(T ).
A primitive interpretation of T is a pair i = (∆i, ·i) consisting of

a non-empty set ∆i and and interpretation function ·i. The function
·i maps every primitive concept name A ∈ NP (T ) to a set Ai ⊆ ∆i,
and every role name r ∈ NR to a binary relation r ⊆ ∆i × ∆i (and
every individual name a ∈ NI to an individual ai ∈ ∆i if individual
names are present). The only difference between an interpretation and
a primitive interpretation is that the latter does not interpret the defined
concepts. We say that an interpretation j = (∆j , ·j) extends a primitive
interpretation i = (∆i, ·i) if ∆i = ∆j and Ai = Aj for all primitive
concept names A ∈ NP (T ) and ri = rj for all role names r ∈ NR (and
ai = aj for all a ∈ NI if individual names are present).

Example 2.4. Let us assume that the knowledge engineer who is work-
ing on the TBox TF from Example 2.3 has decided that she wants to
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Homer Marge

FemaleMale

marriedTo

marriedTo

Figure 2.2: A Primitive Interpretation for T ′F from Example 2.4

ensure that a husband is always married to a wife and a wife is always
married to a husband. She might change the TBox to read

T ′F = {Husband ≡ Male u ∃marriedTo.Wife,

Wife ≡ Female u ∃marriedTo.Husband}.

These changes cause the TBox to become cyclic. In this TBox T ′F
Husband and Wife are defined concept names, while Male and Female
are primitive concept names. Therefore i = ({Homer,Marge}, ·i) with

Malei = {Homer}
Femalei = {Marge}

marriedToi = {(Homer,Marge), (Marge,Homer)}

is a primitive interpretation of T . A graphical representation of i is
shown in Figure 2.2. Using the descriptive semantics from Definition 2.7
we can find two models j1 and j2 of TF that are both extensions of
i. These two models are defined by Husbandj1 = ∅, Wifej1 = ∅, and
Husbandj2 = {Homer}, Wifej2 = {Marge}. Most likely only j2, which
is identical to iS from Figure 2.1 captures the knowledge engineer’s
intuition.

For a given primitive interpretation greatest fixpoint semantics allow
only models that map each defined concept name to the largest possible
set. To define this formally and to prove existence of these so-called
greatest-fixpoint models (gfp-models) one uses Tarski’s theorem [DP02,
Bir93].
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Definition 2.17 (Complete Lattices and Order Preserving Mappings).
A ordered set (L,≤) is called a complete lattice if every set S ⊆ L has
a least upper bound and a greatest lower bound. A mapping f : L→ L
is called order-preserving if x ≤ y implies f(x) ≤ f(y).

Theorem 2.1 (Tarski). Let L be a complete lattice and f : L → L an
order-preserving mapping. Then f has a least fixpoint and a greatest
fixpoint.

Let T be a cyclic TBox and i a primitive interpretation. By Exti we
denote the set of all interpretations of T that extend i. T gives rise
to a function Ti : Exti → Exti that is defined as follows. Let j ∈ Exti
be an interpretation. Then we define Ti(j) to be the interpretation
Ti(j) = (∆i, ·Ti(j)) where

ATi(j) = Cj for all defined concept names A ∈ ND(T ), (2.4)
where A ≡ C ∈ T

ATi(j) = Ai for all primitive concept names A ∈ NP (T ) (2.5)

rTi(j) = ri for all role names r ∈ NR. (2.6)

Notice that j ∈ Exti is a model of T in the sense of Definition 2.7 if and
only if Aj ≡ Cj holds for all defined concept names A ∈ ND(T ). Using
(2.4) we can rewrite this to read Aj ≡ ATi(j) for all defined concept
names. It follows that j is a model of T in the sense of Definition 2.7 if
and only if j = Ti(j) holds, i. e. the models of T are the fixpoints of Ti.
In order to be able to speak of a greatest fixpoint we define an order on

Exti. Let j1 and j2 be two interpretations from Exti. We write j1 ≤ j2
if all concept names A ∈ ND(T ) satisfy Aj1 ⊆ Aj2 . It can be shown
that Ti is order-preserving with respect to ≤. Hence, Tarki’s Theorem
shows that Ti has a greatest fixpoint for every primitive interpretation i.
We call the greatest fixpoint of Ti a greatest fixpoint model (gfp-model)
of T .
In Example 2.4 the TBox T ′F has exactly two fixpoints, namely the

models j1 and j2. The second interpretation j2 that interprets Husband
as {Homer} and and Wife as {Marge} is a gfp-model.
We now have the necessary tools to define the syntax and semantics

of ELgfp.

32



2.4 EL and its Offspring

Definition 2.18 (Syntax of ELgfp). We say that a cyclic EL-TBox T
is normalized if every concept definition in T is of the form

B ≡ P1 u · · · u Pk u ∃r1.B1 u · · · u ∃rl.Bl,

where B, B1, . . . , Bl are defined concept names, r1, . . . , rl are role
names and P1, . . . , Pk are primitive concept names.
An ELgfp-concept description is a pair C = (AC , TC) where TC is a

normalized EL-TBox and AC is a defined concept name from TC . AC is
called the root concept of C. The signature of C is the pair (NP ,NR),
where NP is the set of primitive concept names that are used in TC and
NR is the set of role names.

Notice that we do not include the defined concept names in the signa-
ture of an ELgfp-concept description. This is because we will view the
pair (AC , TC) as a black box, where we are not interested in the inter-
pretation of each defined concept, but only of the concept description
as a whole.

Definition 2.19 (Semantics of ELgfp). Let i = (∆i, ·i) be a primitive
interpretation for a set of primitive concept names NP and a set of role
names NR. We extend i to interpret every ELgfp-concept description
C = (AC , TC) over the signature (NP ,NR) as

Ci = AjC ,

where j is the gfp-model of TC that extends i.

Since the TBoxes within a pair C = (A, T ) can be cyclic we can
use ELgfp-concept descriptions to express cyclic dependencies. Unfortu-
nately, the price that we pay is that concept descriptions may become
hard to read. In a strict sense even the symbol > and concept names are
not ELgfp-concept descriptions. For matters of convenience we will ab-
breviate by > the ELgfp-concept description (A>, {A> ≡ >}). Similarly,
if B ∈ NC is a concept name we denote by B the concept description
(AB , {AB ≡ B}). When C = (AC , TC) and D = (AD, TD) are ELgfp-
concept descriptions it will sometimes be convenient to refer to the con-
cepts ∃r.C or CuD. This is a slight abuse of notation, since C and D are
not EL-concept descriptions, but pairs of an ABox and a TBox. How-
ever, we can introduce this notation by defining ∃r.C = (A∃r.C , T∃r.C),
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where A∃r.C is a new defined concept name and

T∃r.C = TC ∪ {A∃r.C ≡ ∃r.AC}.

Similarly we define C uD to be the pair C uD = (ACuD, TCuD), where
ACuD is a new defined concept name and

TCuD = TC ∪ TD ∪ {ACuD ≡ E u F},

where AC ≡ E and AD ≡ F are the concept definitions of AC and AD
in TC and TD, respectively, and where we assume ND(TC) and ND(TD)
to be disjoint. The above allows us to inductively translate every EL-
concept description into an ELgfp-concept description. This translation
preserves the semantics. Therefore EL can be viewed as a fragment of
ELgfp.
A simple extension of ELgfp is EL⊥gfp, where we allow for the bottom

concept ⊥ in addition to ELgfp-concept descriptions.

Definition 2.20 (Syntax and Semantics of EL⊥gfp). We call C an EL⊥gfp-
concept description if either

• C = ⊥, or

• C is an ELgfp-concept description.

Let i = (∆i, ·i) be an interpretation. The semantics are defined in the
natural way: If C = ⊥ then Ci = ∅. Otherwise C is interpreted like a
normal ELgfp-concept description according to Definition 2.19.

2.4.2 Reasoning in ELgfp

Tarski’s Theorem does not provide a practical way to reason in logics
that use greatest fixpoint semantics. There is an alternative character-
ization of ELgfp semantics developed by Baader [Baa03b]. It is based
on simulations between directed graphs with labelled vertices and edges.
Baader calls these graphs EL-description graphs.

Definition 2.21 (EL-description graph). An EL-description graph is a
triple (V,E,L), where

• V is set of vertices, and
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• E ⊆ V ×NR × V is a set of edges labelled with role names, and

• L : V → 2NC is a function that labels every vertex with a set of
concept names.

We have already seen a representation of an EL-interpretation as an
EL-description graph, namely the graph from Figure 2.1 that represents
the interpretation iS from Example 2.3. In fact, every EL-interpretation
has a corresponding EL-description graph.

Definition 2.22 (EL-Description Graph of an EL-Interpretation). Let
i = (∆i, ·i) be an interpretation for the signature (NC ,NR). Let x ∈ ∆i

be an individual. By namesi(x) we denote the set

namesi(x) = {A ∈ NC | x ∈ Ai},

the set of all concept names that have x in their extension. Let r ∈ NR
be a role name. By succri (x) denote the set

succri (x) = {y ∈ ∆i | (x, y) ∈ ri}.

The EL-description graph of i is the graph Gi = (∆i, Ei, namesi),
where Ei is defined as

Ei = {(x, r, y) | r ∈ NR, y ∈ succri (x)}

Conversely, every EL-description graph G = (V,E, L) gives rise to an
interpretation iG = (V, ·iG), where AiG = {x ∈ V | A ∈ L(x)} and
riG = {(x, y) ∈ V × V | (x, r, y) ∈ E}.

Cyclic EL-TBoxes also have a structure that can be transformed into
an EL-description graph.

Definition 2.23 (EL-Description Graph of a TBox). Let T be a cyclic
TBox that uses the set of role names NR, the set of primitive concept
names NP (T ) and the set of defined concept names ND(T ). By defini-
tion for every defined concept name B ∈ ND(T ) the TBox T contains
a concept definition

B ≡ P1 u · · · u Pk u ∃r1.B1 u · · · u ∃rl.Bl,
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where B, B1, . . . , Bl are defined concept names, r1, . . . , rl are role
names and P1, . . . , Pk are primitive concept names. By namesT (B)
we denote the set namesT (B) = {P1, . . . , Pk} of all primitive concept
names that occur in the definition of B. By succrT (B) we denote the set

succrT (B) = {A ∈ ND(T ) | ∃m ∈ {1, . . . , l} : rm = r and Bm = A}.

We call the graph GT = (ND(T ), ET , namesT ) where ET is defined as

ET = {(A, r,B) | r ∈ NR, B ∈ succrT (A)}

the EL-description graph of T . Conversely, every finite EL-description
graph G = (V,E, L) gives rise to a TBox TG, whose defined concept
names are ND(TG) = V . For every A ∈ V the TBox TG contains the
concept definition A ≡

d
L(A) u

d
{∃r.B | (A, r,B) ∈ E}, where we

define
d
U to be the conjunction over all elements of U for a set U of

EL-concept descriptions, and where we define the empty conjunction to
be >.

We have mentioned that EL corresponds to a fragment of ELgfp. This
fragment contains exactly those ELgfp-concept descriptions whose EL-
description graph is a tree. We call those ELgfp-concept description
whose EL-description graph is a tree acyclic ELgfp-concept descriptions.
Likewise, we say that an EL⊥gfp-concept description C is acyclic if either
C = ⊥ or C is an acyclic ELgfp-concept description.
Baader characterizes instance relations in ELgfp using simulations be-

tween the description graphs of TBoxes and interpretations.

Definition 2.24 (Simulation). Let G = (V,E, L) and H = (W,F,M)
be two EL-description graphs over the same signature (NC ,NR). A
binary relation Z ⊆ V ×W is called a simulation from G to H if

(S1) every pair (v, w) ∈ Z satisfies L(v) ⊆M(w), and

(S2) if (v, w) ∈ Z and (v, r, v′) ∈ E then there exists some w′ ∈W such
that (v′, w′) ∈ Z and (w, r, w′) ∈ F .

Lemma 2.2 (Characterizing Instance in ELgfp and EL⊥gfp). Let C =

(A, T ) be an ELgfp-concept description, let i = (∆i, ·i) be an interpreta-
tion and x ∈ ∆i an individual. Then the following two statements are
equivalent
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Figure 2.3: An Illustration of Property (S2)

• x ∈ Ci

• there is a simulation Z from the description graph of T to the
description graph of i such that (A, x) ∈ Z.

Obviously, the same holds if C is an EL⊥gfp-concept description with
C 6= ⊥. If C = ⊥ then x ∈ Ci never holds.

For any two EL-description graphs G and H there is a maximal simu-
lation Zmax from G to H. By maximal we mean that if Z is a simulation
from G to H then Z ⊆ Zmax. It can be shown that this simulation can
be computed in time polynomial in the size of the two graphs G and H
[HHK95]. In particular, this means that using Lemma 2.2 we can verify
in polynomial time whether x ∈ Ci holds. A similar characterization
can be found for subsumption reasoning.

Lemma 2.3 (Characterizing subsumption in ELgfp and EL⊥gfp). Let
C = (AC , TC) and D = (AD, TD) be ELgfp-concept descriptions over the
same signature. Then the following two statements are equivalent

• C v D

• there is a simulation Z from the description graph of TD to the
description graph of TC such that (AD, AC) ∈ Z.

Obviously, the same holds if both C and D are EL⊥gfp-concept descrip-
tions with C 6= ⊥ and D 6= ⊥. If C = ⊥ or D = ⊥ then deciding
subsumption is trivial.
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For matters of convenience we will often say that Z is a simulation
from the description C = (AC , TC) to the individual x in an interpreta-
tion i meaning that Z is a simulation from the description graph of TC
to the description graph of i that contains (AC , x). In other words Z is
a simulation from C to x in i if

(S1′) namesTC (B) ⊆ namesi(y) for all pairs (B, y) ∈ Z, and

(S2′) if (B, y) ∈ Z and B′ ∈ succrTC (B) then there is some y′ ∈ succri (y)
such that (B′, y′) ∈ Z, and

(S3′) (AC , x) ∈ Z.

Analogously, we say that Z is a simulation from C = (AC , TC) to D =
(AD, TD) if

(S1′′) namesTC (B) ⊆ namesTD (y) for all pairs (B, y) ∈ Z, and

(S2′′) if (X,Y ) ∈ Z and X ′ ∈ succrTC (X) then there is some Y ′ ∈
succrTD (Y ) such that (X ′, Y ′) ∈ Z, and

(S3′′) (AC , AD) ∈ Z.

In [Baa03a] Baader shows that the least common subsumers of ELgfp-
concept descriptions always exist and provides a construction for them.
The least common subsumer of a finite number of ELgfp-concept descrip-
tions is obtained as their product. To formally define the product of
ELgfp-concept descriptions we first define the product of EL-description
graphs.

Definition 2.25 (Product of EL-description graphs).
Let G1 = (V1, E1, L1), . . . , Gn = (Vn, En, Ln) be n EL-description
graphs. The product G1 ⊗ · · · ⊗ Gn is the description graph H =
(W,F,M), where

• W = V1 × · · · × V2,

• F = {((v1, . . . , vn), r, (w1, . . . , wn)) | r ∈ NR, and for all 1 ≤ k ≤
n : (vk, r, wk) ∈ Ek}, and

• M((v1, . . . , vn)) =
⋂

1≤k≤n Lk(vk).
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The product of a finite set of ELgfp-concept descriptions is the concept
description corresponding to the product of their EL-description graphs.

Definition 2.26. Let C1 = (A1, T1), . . . , Cn = (An, Tn) be ELgfp-
concept descriptions over the same signature. Let G1, . . . , Gn be the
description graphs of T1, . . . , Tn be the description graphs of T1, . . . ,
Tn, respectively. The product C1 ⊗ · · · ⊗ Cn is defined as the concept
description D = (AD, TD) where

• TD is the TBox that is obtained from the EL-description graph
G1 ⊗ · · · ⊗Gn using Definition 2.23, and

• AD = (A1, . . . , An).

Lemma 2.4. Let {C1, C2, . . . , Cn} be a finite set of ELgfp-concept de-
scriptions. Then C1 ⊗ C2 ⊗ · · · ⊗ Cn is the least common subsumer of
{C1, C2, . . . , Cn}.

This result enables us to compute least common subsumers for two
EL⊥gfp-concept descriptions: Let C and D be two EL⊥gfp-concept descrip-
tions. Clearly, if C = ⊥ then lcs{C,D} = D and vice versa. The
remaining case is that both C and D are ELgfp-concept descriptions.
No ELgfp-concept description is subsumed by ⊥ and therefore the least
common subsumer of C and D in EL⊥gfp must be an ELgfp-concept de-
scription. Lemma 2.4 implies that the least ELgfp-concept description
(with respect to v) that subsumes both C and D is C ⊗ D. Thus
lcs{C,D} = C ⊗D.

Lemma 2.5. Let C and D be EL⊥gfp-concept descriptions. Then the least
common subsumer of C and D exists and can be computed effectively.
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Formal Concept Analysis [Wil82, GW97] is a field of discrete mathemat-
ics whose aim is to organize, analyze and process data and to discover
structures within data. In this chapter we introduce the central notions
of FCA such as formal contexts and formal concepts. Formal contexts
are the underlying data structure of FCA. They can either be repre-
sented in the form of a cross table or in the form of a concept lattice.
Concept lattices, which consist of formal concepts, present the informa-
tion from the context in a structured way. We list existing algorithms
for computing all formal concepts of a formal context. Among these
algorithms the Next-Closure algorithm will be of particular interest in
later chapters [Gan84]. We therefore explain it in detail in this section.

Implications between attributes are another way for structuring data
in FCA. We introduce them in Section 3.3. The Duquenne-Guigues Base
is a minimal set of implications from which all implications of a given
formal context follow [GD86]. We show how it can be computed using
Next-Closure. Implications also play an important role in the interac-
tive (expert-assisted) knowledge acquisition formalism of FCA which is
called Attribute Exploration. Attribute Exploration is the foundation
of the knowledge base completion formalisms in Chapters 6 and 7. It is
introduced in Section 3.4.

3.1 Formal Contexts and Formal Concepts

In Formal Concept Analysis data is usually represented in the form of a
formal context. A formal concept contains information about so-called
objects and their attributes. It specifies which attributes are associated
to an object.

Definition 3.1 (Formal Context). A formal context is a triple K =
(G,M, I) where G and M are sets and I ⊆ G×M is a binary relation.
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The elements of G are called objects, while the elements of M are called
attributes. We say that an object g has attribute m if g and m are in
relation I (denoted by gIm).

In the present work we assume that G and M are finite unless explic-
itly stated otherwise. Formal Contexts can be visualized in the form of
cross tables like the one in Table 1.1. The columns of a cross table usu-
ally represent the attributes while the rows represent the objects. The
relation I is represented using crosses, where a cross is placed in the row
representing an object g and the column representing an attribute m iff
the object g has the attribute m.

FCA provides two derivation operators in order to structure data in
formal contexts. They can be used to derive the set of attributes that
are common to a given set of objects, or, respectively, the set of objects
that is common to a set of attributes.

Definition 3.2 (Derivation Operators). Let K = (G,M, I) be a formal
context and A ⊆ G be a set of objects. We define

A′ = {m ∈M | ∀g ∈ A : gIm},

i. e. A′ is the set of all attributes that all objects in G share. Analogously,
let B ⊆M be a set of attributes. We define

B′ = {g ∈ G | ∀m ∈ B : gIm},

i. e. B′ is the set of those objects that have all attributes from B.

The following properties of the derivation operators are quickly ob-
tained from the definitions.

Lemma 3.1 (Properties of Derivation Operators). Let K = (G,M, I) be
a formal context. Let A1, A2 ⊆ G be sets of objects and let B1, B2 ⊆M
be sets of attributes. Then the following statements hold.

• A1 ⊆ A2 implies A′2 ⊆ A′1

• B1 ⊆ B2 implies B′2 ⊆ B′1

• A1 ⊆ A′′1

• B1 ⊆ B′′1
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• A′1 = A′′′1

• B′1 = B′′′1

• A1 ⊆ B′1 if and only if B1 ⊆ A′1
Definition 3.3 (Formal Concept). Let K = (G,M, I) be a formal con-
text. A formal concept is a pair (A,B) where A ⊆ G is a set of objects,
B ⊆M is a set of attributes and it holds that A = B′ and B = A′.
A is called the concept extent and B is called the concept intent of

(A,B). B is called an object intent if B = {a}′ for some object a ∈M .

We often say context, extent or intent instead of formal context, con-
cept extent and concept intent. We will not abbreviate the expression
“formal concept” since this might cause confusion with Description Logic
concepts.
It is possible to define a partial order≤ on the set of all formal concepts

of a given context K by defining

(A1, B1) ≤ (A2, B2) iff A1 ⊆ A2.

It can be shown that the set of all formal concepts of K ordered by
≤ forms a complete lattice. This lattice is called the concept lattice of
K. FCA uses concept lattices as a tool for analyzing and visualizing a
context.
An important application of formal concepts comes from data mining,

or more precisely the computation of association rules. Efficient algo-
rithms for mining association rules have been developed which make
use of frequent closed itemsets, which are essentially intents of formal
concepts with large extents [Stu02].
Both the visualization using concept lattices and the computation

of closed itemsets require the enumeration of the formal concepts of a
given context. It has therefore been a central topic in FCA research
to find efficient enumeration algorithms. It has been shown in [Kuz04]
that the number of formal concepts of a context can be exponential
in the size of the context (i. e. |G| · |M |). Therefore it is not possible
to enumerate all formal concepts in polynomial time in the size of the
context. The research has gone in the direction of finding algorithms
whose runtime is bounded by a polynomial in the size of the input
(the context) and output (the set of all formal concepts). Nowadays,
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the most well-known algorithm for enumerating all intents is Ganter’s
Next-Closure [Gan84], which is presented in the following section. It is
not only output-polynomial but even has polynomial delay, i. e. the time
between the output of one formal concept and the next one is polynomial
in the size of the context. Other polynomial delay algorithms can be
found in [Kuz93, GMA95, NR99, STB+00]. For a detailed analysis of
these algorithms we refer to [KO02].

3.2 Closure Operators and the Next-Closure
Algorithm

Closure systems and closure operators are two closely related notions
from order theory. The following definitions and results are common
knowledge in order theory, cf. [DP02] for more details.

Definition 3.4 (Closure System). Let X be a finite set, and H ⊆ 2X .
H is called a closure system on X if

• X ∈ H, and

• U, V ∈ H implies U ∩ V ∈ H.

The elements of a closure system are called closed sets.

Definition 3.5 (Closure Operator). Let X be a finite set and cl : 2X →
2X a function mapping subsets of X to subsets of X. The function cl is
called a closure operator on X if

• cl is idempotent, i. e. cl(U) = cl(cl(U)) for all U ⊆ X, and

• cl is extensive, i. e. U ⊆ cl(U) for all U ⊆ X, and

• cl is order-preserving, i. e. U ⊆ V implies cl(U) ⊆ cl(V ) for all
U, V ⊆ X.

Every closure system gives rise to a closure operator and vice versa.
Let X be a set and H a closure system on X. Then H gives rise to a
closure operator

clH : U 7→
⋂
{Y ∈ H | U ⊆ Y }.
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Since the intersection of closed sets is also closed, clH maps a set U to
the smallest closed set with respect to set inclusion that contains U .
Conversely, a closure operator cl gives rise to a closure system. Let cl
be a closure operator on a set X. Then

Hcl = {cl(U) | U ⊆ X}

is a closure system on X.
Given cl and X, Hcl can be computed by enumerating all subsets of X

and applying cl. Obviously, this is not efficient as there are 2|X| subsets
of X, but the number of closed sets can be less than exponential in
the size of X. Therefore the naive approach would have a worst-case
runtime that is exponential not only in the size of the input |X| but also
in the size of the output |Hcl|. Next-Closure in its general form is an
algorithm for enumerating all closed sets for a given closure operator cl
with polynomial delay. It makes use of a total order on the subsets of
X called the lectic order. Let < be a total order on the elements of X.
Then we say that A ⊆ X is lectically smaller than B ⊆ X if the smallest
element with respect to < that distinguishes A and B is contained in B.
Formally, we write

A < B :⇔ ∃x ∈ B \A : ∀y < x : (y ∈ A⇔ y ∈ B).

Notice that the lectic order extends the subset order, i. e. A ( B implies
A < B. The relation < is the union of the relations <x for all x ∈ X
where

A <x B :⇔ x ∈ B \A ∧ ∀y < x : (y ∈ A⇔ y ∈ B).

Lemma 3.2 (Next-Closure). Let X be a finite set. Let cl be a closure
operator on X and A ⊆ X a set. If it exists the lectically smallest closed
set that is lectically greater than A is

cl({x} ∪ {y ∈ A | y < x})

where x is the greatest element of X for which A <x cl({x} ∪ {y ∈ A |
y < x}) holds. We call cl({x} ∪ {y ∈ A | y < x}) the next closure of A
(with respect to cl).

Assuming that the closure operator cl can be computed in polynomial
time in the size ofX and A Lemma 3.2 allows us to compute the lectically

45



3 Formal Concept Analysis

next closed set in polynomial time (in the worst case we have to compute
cl({x} ∪ {y ∈ A | y < x}) for all |X| possible values of x). Next-Closure
starts by computing the closure of the empty set ∅ and then successively
computes the lectically next closed set. It terminates when it reaches
the full set X (cf. Algorithm 1).

Algorithm 1 Next-Closure in its General Form
1: X, cl {Input: set X and closure operator cl}
2: A0 := cl(∅) {lectically smallest closed set}
3: H0 := {A0} {initializing the set of closed sets}
4: i := 0
5: while Ai 6= X do
6: xmax := max{x ∈ X | Ai <x cl({x} ∪ {y ∈ Ai | y < x})}
7: Ai+1 := cl({xmax} ∪ {y ∈ Ai | y < xmax})
8: Hi+1 := Hi ∪ {Ai+1}
9: i := i+ 1

10: end while
11: return Hi

Next-Closure can compute all formal concepts of a context. It is an
easy consequence of Lemma 3.1 that we obtain a closure operator by
consecutively applying the two derivation operators from FCA. Another
consequence of Lemma 3.1 is the following result. It shows that the
concept intents of a context K are exactly the sets of the form B′′,
where B ⊆M , i. e. the concept intents are the closed sets of the closure
operator ·′′. Therefore, they can be enumerated using Next-Closure.

Lemma 3.3. Let K = (G,M, I) be a context. Then every formal concept
C of K is of the form

C = (B′, B′′)

for some B ⊆M .

The dual of this lemma is also true, i. e. every formal concept is of the
form (A′′, A′) for some A ⊆ G. Algorithm 2 shows how Next-Closure
can be used to find all formal concepts of a formal context. In Line 6
the lectically next closed set Ai+1 is computed using Lemma 3.2, i. e. we
first compute

xmax := max{x ∈M | Ai <x ({x} ∪ {y ∈ Ai | y < x})′′}
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and obtain

Ai+1 := ({xmax} ∪ {y ∈ Ai | y < xmax})′′.

Algorithm 2 Next-Closure for Enumerating all Formal Concepts
1: K := (G,M, I) {Input: formal context K}
2: A0 := ∅′′ {lectically smallest concept intent}
3: C0 := {(A′0, A0)} {initializing the set of formal concepts}
4: i := 0
5: while Ai 6= M do
6: Ai+1 := lectically smallest subset of M that is

– lectically greater than Ai, and
– closed with respect to ·′′

7: Ci+1 := Ci ∪ {(A′i+1, Ai+1)}
8: i := i+ 1
9: end while

10: return Ci

3.3 Implications and the Duquenne-Guigues
Base

Concept lattices are a method to structure the information of a context.
Another way to analyze contexts are implications. Implications between
attributes are statements of the form “All objects that have all attributes
from the set A also have all attributes from the set B”.

Definition 3.6 (Implications between Sets of Attributes). Let K =
(G,M, I) be a formal context. An implication is a pair (A,B) where
A,B ⊆M . Usually, we denote the implication by A→ B.

We say that an implication A→ B holds in the context K if all objects
that have all attributes from A also have all attributes from B, i. e. if
A′ ⊆ B′.

As an example, let us have a look at the context KS from Table 1.1.
There are two objects that have the attribute Father, namely Homer

47



3 Formal Concept Analysis

and Kirk, and both of them also have the attribute Parent. Therefore
{Father} → {Parent} is an implication that holds in KS .
Implications are an intuitive way to reveal dependencies that exist

within the data. However, computing all implications that hold in a
given context K is not practical. Instead we are interested in a small set
of implications from which all other implications of the context follow.

Definition 3.7 (Implicational Base). Let M be a set of attributes and
let A,B ⊆ M be two subsets. A set C ⊆ M is said to respect the
implication A→ B if A ⊆ C implies B ⊆ C.

An implication A → B follows from a set of implications L if every
subset C ⊆M that respects all implications from L also respects A→ B.
Let K = (G,M, I) be a context. We say that the set of implications
L is a (implicational) base of K if

• L is sound for K, i. e. every implication from L holds in K, and

• L is complete for K, i. e. every implication that holds in K follows
from L. 1

It is a well-known fact from Formal Concept Analysis that A → B
follows from a set of implications L iff it is derivable from L via the
Armstrong rules [Arm74]. In general there exists more than one base
for a given context K. The simplest implicational base of a context is the
set of all implications that hold in the context, which is usually too large
to be practical. Usually we are interested in small bases or, if possible,
bases with minimal cardinality.

Lemma 3.4. Let K = (G,M, I) be a formal context and A → B an
implication that holds in K. Then A → B follows from {A → A′′}. In
particular this shows that the set {A→ A′′ | A ⊆M} is an implicational
base of K.

Lemma 3.4 shows that to compute a base of minimal cardinality it
suffices to use implications whose right-hand side is a concept intent. It
is the reason why the following section focusses only on finding “good”
left-hand sides.
1Most authors additionally require that the base be irredundant. Thus Defini-
tion 3.7 is more general than the usual definition of an implicational base in
FCA.
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Pseudo-Intents and the Duquenne-Guigues Base
In [GD86] Duquenne and Guigues present a construction for a natural
base for every context. This base is not only irredundant, but also has
minimal cardinality among all bases of this context. It is called the
Duquenne-Guigues Base or the stem base of this context. It is based on
the notion of pseudo-intents which is defined inductively.

Definition 3.8 (Pseudo-Intent). Let K = (G,M, I) be a context. A set
P ⊆M is called a pseudo-intent of K if

• P is not an intent, and

• for all pseudo-intents Q ( P it holds that Q′′ ⊆ P .

There exists an equivalent non-recursive definition for pseudo-intents
that can be found in [Kuz06] amongst others.

Theorem 3.5 (Duquenne-Guigues Base). Let K = (G,M, I) be a con-
text. The set of implications

DGK = {P → P ′′ | P is a pseudo-intent of K}

is a base of minimal cardinality for K. L is called the Duquenne-Guigues
Base of K.

Example 3.1. In the context KS from Table 1.1 the pseudo-intents
are the sets {Father}, {Mother}, {Female,Parent}, {Male,Parent}, and
{Female,Male}. This yields the following Duquenne-Guigues Base

{Father} → {Male,Father,Parent}
{Mother} → {Female,Mother,Parent}

{Male,Parent} → {Male,Father,Parent}
{Female,Parent} → {Female,Mother,Parent}
{Female,Male} → {Female,Male,Mother,Father,Parent}.

Using an FCA implication it is not possible to express that an object that
has both attributes Female and Male does not exist. The last implication
which states that such an object has all possible attributes is the closest
approximation to such a statement.
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An algorithm for computing the Duquenne-Guigues Base (or the set
of all pseudo-intents) of a context is based on the following observation.

Lemma 3.6 (Closure System of Intents and Pseudo-Intents). Let K =
(G,M, I) be a context. The set of all intents and pseudo-intents of K is
a closure system on M .

Because the set of all intents and pseudo-intents forms a closure sys-
tem it can be computed using Next-Closure. To this purpose we need
to identify the corresponding closure operator and an effective way to
compute it. In order to identify the closure operator we define the im-
plicational closure of a set of attributes.

Definition 3.9 (Implicational Closure). Let A ⊆ M be a set of at-
tributes and L a set of implications. Then the implicational closure of
A with respect to L is the smallest set B, A ⊆ B ⊆ M , that respects
all implications from L. We denote the implicational closure of A with
respect to L by L(A).

One can show that the implicational closure L(·) is a closure operator.
The closed sets with respect to L(·) are exactly those sets that respect
all implications from L. L(A) can computed in linear time in the size
of A and L. This can be proven in different ways, for example by
interpreting FCA implications as propositional Horn clauses and using
results for deciding satisfiability of propositional Horn clauses [DG84].

Definition 3.10 (Pseudo-Closure). Let K = (G,M, I) be a context.
Let A ⊆ M be a set of attributes. The pseudo-closure of A is the
smallest set B, A ⊆ B ⊆M , such that

L ( B implies R ⊆ B

for all implications L→ R from DGK. We denote the pseudo-closure by
DG∗K(A).

It can be shown that DG∗K is the closure operator that generates the
closure system of all intents and pseudo-intents. Notice that if P =
DG∗K(A) for some A ⊆ M then P = L(A) where L = {L → R ∈ DGK |
L ( P} is the set of all implications from DGK whose left-hand side
is strictly contained in P . Therefore, when we want to compute the
lectically next intent or pseudo-intent for a given set A it is sufficient
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to know those implications from DGK whose left-hand side is strictly
contained in A. Remember that the lectic order extends the subset
order. Since Next-Closure computes the intents and the pseudo-intents
in the lectic order these implications are within the already computed
part of the Duquenne-Guigues Base, which gives us an effective way
to compute the pseudo-closure of a set of attributes. The resulting
algorithm is presented in Algorithm 3. It computes not only the intents
and pseudo-intents but also the Duquenne-Guigues Base.
Kuznetsov has shown that the total number of pseudo-intents of a

context K = (G,M, I) can be exponential in |G| · |M |. Of course, this
means that the size of the Duquenne-Guigues base can also become
exponentially large in |G| · |M |. In Line 7 computing the pseudo-closure
by computing the implicational closure with respect to the previously
found implications is not necessarily polynomial in the size of the input
(|G| · |M |) but polynomial in the size of the input and the previously
computed output (|G| · |M | and |Li+1|). Hence Algorithm 3 computes
the set of all intents and pseudo-intents with incremental polynomial
delay, and thus in output polynomial time.

Algorithm 3 Computing the Duquenne-Guigues-Base of a Context
1: K {Input: formal context K}
2: P0 := ∅ {∅ is always the lectically smallest intent or pseudo-intent}
3: L0 := ∅ {initializing the set of implications}
4: i := 0
5: while Pi 6= M do
6: if Pi 6= P ′′i then
7: Li+1 := Li ∪ {Pi → P ′′i } {Pi is a pseudo-intent}
8: end if
9: Pi+1 := lectically smallest subset of M that is

– lectically greater than Pi, and
– respects all implications from Li+1

10: i := i+ 1
11: end while
12: return Li

Later we shall discuss applications of FCA in DL. These do not make
use of concept intents but only of pseudo-intents. For computing only
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pseudo-intents Next-Closure is not efficient, since it will also compute
the intents. The number of intents may be exponential in the number
of pseudo-intents. To this day, it is an open problem whether the set
of pseudo-intents can be enumerated in output polynomial time. In
[Ser09b] a connection between this enumeration problem and a problem
from hypergraph theory, namely the transversal hypergraph problem, is
shown. The author of this thesis has proven that pseudo-intents cannot
be enumerated in the lectic order with polynomial delay unless P = NP
[Dis10b, DS11]. A closely related complexity problem is the problem
of verifying whether a given set of attributes is a pseudo-intent. This
problem has been known to be in coNP [Kuz04, KO08] and has recently
been shown to be coNP-complete in [BK10].

3.4 Attribute Exploration

In practice it often happens that a context is only partially available.
Computing the Duquenne-Guigues Base of such a partially available
context is problematic. An implication that is valid in a smaller subcon-
text is not necessarily valid in the full context, because that full context
may contain a counterexample that is not present in the subcontext. As
an example consider the context KS from Table 1.1 as the full context
and the context Kp from Table 3.1 as the subcontext. The implication
{Female} → {Mother} holds in Kp but not in KS because the counterex-
ample Lisa is missing in Kp.
Attribute Exploration is an interactive procedure for completing for-

mal contexts while at the same time computing the Duquenne-Guigues
Base for the complete context [Gan84]. It takes as input an incomplete
formal context and obtains more information by querying a human ex-
pert. The expert is assumed to have knowledge about the complete
context. The Attribute Exploration algorithm consecutively computes
implications and presents them to the expert. For each implication the
expert has the choice to either accept or to reject it. If she accepts
it, it will be added to the implication base that is being computed. If
she rejects it she is asked to provide a counterexample in the form of
an object and its object intent. The complete algorithm is described
in Algorithm 4. It is a modification of Next-Closure for computing
the Duquenne-Guigues Base. Remarkably, Lemma 3.7 shows that the
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previously computed implications remain valid and remain part of the
Duquenne-Guigues Base even when the expert adds a counterexample.

Algorithm 4 Attribute Exploration
1: K0 := (G,M0, I0) {Input: initial formal context K0}
2: P0 := ∅ {∅ is always the lectically smallest intent or pseudo-intent}
3: L0 := ∅ {initializing the set of implications}
4: i := 0; j := 0
5: while Pi 6= M do
6: while Pi 6= P ′′i and the expert rejects Pi → P ′′i do
7: Ask expert for a new object g and its object intent g′
8: Mj+1 := Mj ∪ {g}
9: Ij+1 := Ij ∪ {(g,m) | m ∈ g′}

10: Kj+1 := (G,Mi+1, Ii+1)
11: j := j + 1
12: end while
13: if Pi 6= P ′′i then
14: Li+1 := Li ∪ {Pi → P ′′i }
15: end if
16: Pi+1 := lectically smallest subset of M that is

– lectically greater than Pi, and
– respects all implications from Li+1

17: i := i+ 1
18: end while
19: return Li

Lemma 3.7. Let K = (G,M, I) and K′ = (G′,M, I ′) be formal contexts.
We say that K′ extends K if G ⊆ G′ and I ′ \ I ⊆ (G′ \G)×M , i. e. for
all objects from G the object intents remain unchanged.
Let K be a context and let P1, P2, . . . , Pk be its k lectically first

pseudo-intents. Let K′ be a context that extends K and where all impli-
cations P` → P ′′` , ` ∈ {1, . . . , k} hold in K′. Then P1, P2, . . . , Pk are
the lectically first k pseudo-intents of K′.

Example 3.2. Assume that instead of the complete context KS from
Table 1.1 only an incomplete version available (Table 3.1). The task
is to find all the relevant implications, i. e. the implications from the
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Table 3.1: A Formal Context Kp

Female Male Mother Father Parent

Kirk × × ×
Luann × × ×
Milhouse ×

Duquenne-Guigues Base of the complete context KS , by interacting with
a human expert.
The first implication that Algorithm 4 finds is

{Father} → {Male,Father,Parent}.

Since this is true in the full context KS , the expert accepts this impli-
cation. Likewise, the implications

{Mother} → {Female,Mother,Parent}, and
{Male,Parent} → {Male,Father,Parent}

are accepted and added to the implication base. The fourth implication
is

{Female} → {Female,Mother,Parent}.

This does not hold in KS since Lisa is Female, but she is not a Parent.
Hence, the expert rejects the implication and provides the counterexam-
ple Lisa. The last two implication are accepted and no counterexample
is provided. After these last questions the Attribute Exploration termi-
nates:

{Female,Parent} → {Female,Mother,Parent}
{Female,Male} → {Female,Male,Mother,Father,Parent}.

Background Knowledge
In the following chapters we sometimes deal with a situation where cer-
tain dependencies between attributes are known in advance, e. g. be-
cause the attributes are DL concept descriptions and some dependencies
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are obtained using DL reasoning. This setting has first been examined
in [Stu96a] and [Gan99]. We follow the notation from [Stu96a]. We
assume that we are given a formal context K = (G,M, I) and a set of
previously known implications S. The goal is to find a minimal set of
implications L such that

• all implications from L hold in K, and

• all implications that hold in K follow from L ∪ S.

We call such a set an S-base of K. An S-base with minimal cardinality
can be constructed in analogy to the Duquenne-Guigues Base.

Definition 3.11 (S-Pseudo-Intent). Let K = (G,M, I) be a context
and S be a set of implications holding in K. A set P ⊆ M is called an
S-pseudo-intent of K if

• P is not an intent, and

• P respects all implications from S, and

• for all S-pseudo-intents Q ( P it holds that Q′′ ⊆ P .

We call

DGSK = {P → P ′′ | P is an S pseudo-intent of K}.

the S-Duquenne-Guigues Base of K

Theorem 3.8. Let K be a context and S a set of implications that hold
in K. Then the S-Duquenne-Guigues Base DGSK is an S-base of K. It
has minimal cardinality among all S-bases of K.

Proof. The first statement that DGSK is S-base of K is proved in [Stu96a].
However, in [Stu96a] Stumme does not prove minimal cardinality, but
only the weaker result that DGSK is irredundant. We therefore provide
the proof for minimal cardinality here.
Let L be an S-base for K. Lemma 3.4 allows us to transform L into

an S-base L′ of the same size or smaller size by defining

L′ = {U → U ′′ | U occurs as a left-hand side in L}.
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Let P and Q be two S-pseudo-intents. It holds that P 6= P ′′ and
Q 6= Q′′. P and Q respect all implications from S and L′∪S is complete
for K. Therefore there must be implications UP → U ′′P and UQ → U ′′Q
in L′ such that UP ⊆ P , UQ ⊆ Q and U ′′P 6⊆ P and U ′′Q 6⊆ Q. We show
that UP = UQ implies P = Q.
Assume that UP = UQ = U . Then U satisfies U ⊆ P ∩ Q. From

Lemma 3.1 it follows that U ′′ ⊆ (P ∩ Q)′′. U ′′P = U ′′ 6⊆ P and U ′′ ⊆
(P ∩Q)′′ implies

(P ∩Q)′′ 6⊆ P (3.1)

and analogously (P ∩Q)′′ 6⊆ Q. Therefore in particular (P ∩Q)′′ 6⊆ P ∩Q
and hence

P ∩Q 6= (P ∩Q)′′ (3.2)

holds. Since P and Q respect all implications from S the set P ∩ Q
must also respect all implications from S. Because of (3.2) and because
DGSK ∪ S is complete for K there must be some S-pseudo-intent R such
that R ⊆ P ∩ Q and R′′ 6⊆ P ∩ Q. Thus either R′′ 6⊆ P or R′′ 6⊆ Q.
Without loss of generality let R′′ 6⊆ Q. Since both Q and R are S-
pseudo-intents we obtain that R = Q and thus Q ⊆ P ∩Q. This implies
Q = P ∩ Q and therefore Q ⊆ P . From (3.1) we obtain that Q′′ 6⊆ P .
Since both P and Q are S-pseudo-intents it follows that P = Q.
We have seen that for every S-pseudo-intent P there is at least one

implication UP → U ′′P in L′ such that UP ⊆ P and U ′′P 6⊆ P . Further-
more, we have seen that if P and Q are distinct S-pseudo-intents then
UP 6= UQ holds. This shows that L′ and therefore also L contains at
least as many implications as there are S-pseudo-intents in K.

We call DGSK the S-Duquenne-Guigues Base of K. In order to com-
pute DGSK we use the same ideas as for computing the Duquenne-Guigues
Base for a context without background knowledge. It can be shown that
the set of all S-pseudo-intents and all intents of K forms a closure sys-
tem. Therefore Next-Closure can be used to compute them. In analogy
to Algorithm 3 the corresponding closure operator can be computed as
the implicational closure with respect to S and the already obtained
implications from DGSK. Algorithm 5 shows a modified version of Al-
gorithm 3 that computes all intents and S-pseudo-intents for a given
context. Using similar modifications Algorithm 4 can be modified to
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Algorithm 5 Computing all Intents and S-Pseudo-Intents of a Formal
Context
1: K, S {Input: formal context K and background implications S}
2: P0 := S(∅) {lectically smallest intent or S-pseudo-intent}
3: H0 := {P0} {initializing the set of intents and S-pseudo-intents}
4: L0 := ∅ {initializing the set of implications}
5: i := 0
6: while Pi 6= M do
7: if Pi 6= P ′′i then
8: Li+1 := Li ∪ {Pi → P ′′i } {Pi is an S-pseudo-intent}
9: end if

10: Pi+1 := lectically smallest subset of M that is
– lectically greater than Pi, and
– respects all implications from Li+1 ∪ Si+1

11: Hi+1 := Hi ∪ {Pi+1}
12: i := i+ 1
13: end while
14: return Li

obtain an Attribute Exploration algorithm that can handle background
knowledge.
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Combining FCA and DL

When we compare FCA and DL we realize that both theories have cer-
tain shortcomings with respect to the other one. The two most obvious
shortcomings of FCA compared to DL are the lack of roles and the
fact that it is impossible to construct new attributes from existing ones.
FCA’s advantage over DL is that it provides methods to extract de-
pendencies between attributes in the form of implications. This section
focusses on general approaches for combining FCA and DL. The idea is
that by combining FCA and DL one can overcome each theory’s short-
comings and obtain the best of both worlds.

In the past there have been several approaches to combine FCA and
DL. A simple way of transporting DLs expressivity to a formal context
is to use contexts whose attributes are DL concept descriptions. In this
work we call a context that is obtained in this way an induced context. It
has been used under different names and in slightly different versions in
almost all previous works that combine FCA and DL [BGSS07, Rud04,
Rud06, Pre00, FR04]. Apart from this there are many approaches to
deal with roles (or relations) in FCA, most of which are not tailored
towards DL. One way to allow relations in FCA are so-called power
context families where objects are n-tuples over a basic set G0 and n-
ary relations correspond to attribute extents [PW99, Rud06]. Other
approaches include Relational Concept Analysis by Priss [Pri98] and
transition contexts by Wollbold et al. [WGG08]. All of these approaches
use FCA as the starting point and add a DL flavor to it. In the first
part of this chapter we use the opposite approach where we start with
normal DL and introduce a new non-standard reasoning service that
has similar properties as an FCA derivation operator. We call this new
non-standard reasoning service the model-based most specific concept.

This section is divided into two parts: the first is devoted to model-
based most specific concepts while the second is devoted to induced
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contexts. In the first part we formally introduce model-based most spe-
cific concepts and show that they have several properties that make
them similar to an FCA derivation operator. Unfortunately, model-
based most specific concepts do not exist in all Description Logics. We
prove that they always exist in the logics ELgfp and EL⊥gfp. In the sec-
ond part induced contexts are introduced formally, and some technical
results are shown.

4.1 Model-Based Most Specific Concepts

When we compare the data structures of a formal context K = (G,M, I)
and a DL-interpretation i = (∆i, ·i) we can notice several parallels. An
obvious parallel exists between the set of objects G of a context and the
set individuals ∆i of an interpretation. In both structures we can gen-
erate descriptions for subsets of G or ∆i and both structures provide a
mapping that returns the set of objects or individuals that satisfy a de-
scription. In the formal context such a description is a set of attributes
A ⊆ M and the mapping that interprets a description is the deriva-
tion operator ·′. In the DL world we have complex, inductively defined
concept descriptions and the interpretation provides the mapping ·i to
interpret them. Last but not least, there are parallels between impli-
cations in formal contexts, i. e. ordered pairs of sets of attributes, and
GCIs in Description Logics, i. e. ordered pairs of concept descriptions.
These parallels between FCA implications on the one hand and GCIs

on the other hand suggest that it might be possible to transfer the ideas
that are used in the construction of the Duquenne-Guigues Base to the
world of description logics. One quickly realizes that while there is an
equivalent to the derivation operator ·′ : 2M → 2G, namely the inter-
pretation function ·i, there is no such equivalent for the dual operator
·′ : 2G → 2M . Our search for a reasoning service with similar properties
as the second derivation operator leads us to model-based most specific
concepts.

4.1.1 General Definition

We introduce model-based most specific concepts for a generic DL and
show that they have similar properties as the derivation operator ·′ :
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2G → 2M . In particular, Lemma 3.1 and Lemma 3.4 have equivalents
in the DL setting (Lemma 4.1 and Lemma 4.3).

Definition 4.1 (Model-Based Most Specific Concept). Let L be the
set of all possible concept descriptions from some DL language over a
fixed signature. Let i = (∆i, ·i) be an interpretation and X ⊆ ∆i. Then
C ∈ L is the model-based most specific concept (mmsc) of X if

(M1) X ⊆ Ci, and

(M2) every other concept description D ∈ L satisfying X ⊆ Di also
satisfies C v D.

(M2) implies in particular that model-based most specific concepts
are unique up to equivalence. This justifies calling a concept description
C the model-based most specific concept. We denote the model-based
most specific concept of X by Xi. Model-based most specific concepts
should not be confused with most specific concepts for ABox-individuals
(cf. Definition 2.13). While the idea behind the two notions is similar the
first refers to individuals from an interpretation, which have closed world
semantics, while the latter refers to ABox-individuals, which have an
open-world semantics. In the following section we shall see that model-
based most specific concepts need not exist for all DL languages. For
the rest of this section, we assume that we are dealing with a language
where model-based most specific concepts always exist. We show that
they have properties that ressemble those of the derivation operator from
FCA.

Lemma 4.1. Let i = (∆i, ·i) be an interpretation, X,Y ⊆ ∆i sets of in-
dividuals, and C,D concept descriptions. Then the following statements
hold.

1. X ⊆ Y implies Xi v Y i

2. C v D implies Ci ⊆ Di

3. X ⊆ (Xi)i

4. (Ci)i v C

5. Xi ≡ ((Xi)i)i
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6. Ci = ((Ci)i)i

7. X ⊆ Ci ⇔ Xi v C

In particular this shows that the interpretation function and the model-
based most specific concept form a monotone Galois-connection.

Proof. (1) Assume that X ⊆ Y holds. (M1) states in particular that
Y ⊆ (Y i)i and thereforeX ⊆ (Y i)i. By definitionXi is the least concept
description with X ⊆ (Xi)i. (M2) and X ⊆ (Y i)i imply that Xi v Y i

holds. (2) If C v D then Definition 2.9 says that Cj ⊆ Dj holds for all
interpretations j and thus in particular i satisfies Ci ⊆ Di.
(3) The claim follows trivially from (M1). (4) Define Y = Ci. Then

in particular Y ⊆ Ci holds. By Definition 4.1 Y i is the least concept
description whose extension contains Y and therefore (M2) and Y ⊆ Ci
imply that Y i v C holds. Because Y = Ci it follows that (Ci)i v C.
Together, (1), (2), (3), and (4) show that the interpretation func-

tion and the model-based most specific concept form a monoton Galois-
connection (e. g. [EKMS93]). (5) and (6) hold for every Galois-connec-
tion and (7) is simply the definition of a monotone Galois-connection.

Notice that Lemma 4.1 corresponds almost exactly to Lemma 3.1.
The main difference is that in Lemma 4.1 the direction of the order
relation v is reversed compared to the subset order on sets of attributes
n Lemma 3.1.
In the following we abbreviate the term (Ci)i, where C is a concept

description, by Cii. Lemma 4.1 (6) proves a kind of idempotency for
the combined operator ·ii. According to the following result, this kind
of idempotency holds, even when the operator ·ii occurs behind a quan-
tifier.

Lemma 4.2. Let L be a Description Logic that allows for conjunction
and existential restrictions. Let C and D be concept descriptions from L
and let i = (∆i, ·i) be an interpretation. Then the following statements
hold.

1. (Cii uD)i = (C uD)i

2. (∃r.Cii)i = (∃r.C)i
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Proof. (1) From Lemma 4.1 (6) and the definition of conjunction in DL
we obtain

(Cii uD)i = (Cii)i ∩Di = Ci ∩Di = (C uD)i.

(2) Let x ∈ ∆i be an individual. The following equivalences follow from
the definition of existential restrictions and from Lemma 4.1 (6).

x ∈ (∃r.Cii)i

⇔∃y ∈ (Cii)i : (x, y) ∈ ri

⇔∃y ∈ Ci : (x, y) ∈ ri

⇔x ∈ (∃r.C)i.

Hence, (∃r.Cii)i = (∃r.C)i holds.

We have already mentioned the similarities between Lemma 4.1 and
Lemma 3.1. A similar correspondence can be obtained for Lemma 3.4.

Lemma 4.3. Let i = (∆i, ·i) be an interpretation and let C v D be a
GCI that holds in i. Then C v Cii holds in i and C v D follows from
{C v Cii}.

Proof. By Lemma 4.1 (6) it holds that Ci = (Cii)i, i. e. C v Cii holds
in i. We have assumed that C v D holds in i and therefore Ci ⊆ Di

holds. Lemma 4.1 (7) implies (Ci)i v D. Let j = (∆j , ·j) be any
interpretation in which C v Cii holds, i. e. j satisfies Cj ⊆ (Cii)j . Using
Lemma 4.1 (7) we obtain (Cj)j v Cii. We have already shown Cii v D
and thus (Cj)j v D follows. Lemma 4.1 (7) yields Cj ⊆ Dj , and hence
C v D holds in j. Since j was an arbitrary interpretation in which
C v Cii holds, we have shown that C v D follows from {C v Cii}.

4.1.2 Existence in the EL-family
In the previous section we have shown that model-based most specific
concepts – provided that they exist – have several desirable properties
that ressemble the derivation operators from FCA. In this section we
show that unfortunately they need not exist in EL or EL⊥. The reason
for this is that EL and EL⊥ cannot describe cyclic dependencies – a
problem that can be overcome by using ELgfp and EL⊥gfp. In the later
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parts of this section we show that model-based most specific concepts
do exist in ELgfp and EL⊥gfp.

To see that in general model-based most specific concepts do not exist
in EL or EL⊥ let us look at the signature (NC ,NR) = ({Male,Female},
{marriedTo}) and the interpretation i = ({Homer,Marge}, ·i) with

Malei = {Homer}
Femalei = {Marge}

marriedToi = {(Homer,Marge), (Marge,Homer)}
(4.1)

from Figure 2.2 again. Define

Ck = ∃marriedTo . . . ∃marriedTo.︸ ︷︷ ︸
k times

>.

For all k ∈ N the concept Ck satisfies Cik = {Homer,Marge}. Suppose
that a model-based most specific concept D of {Homer,Marge} exists.
Then D must satisfy D v Ck for all k ∈ N. It is easy to see that
this can only be the case if the role depth of D is greater than the role
depth of Ck for all k ∈ N, or if D = ⊥. The latter can be ruled out
since {Homer,Marge} 6⊆ ⊥i = ∅ and therefore ⊥ cannot be a model-
based most specific concept for {Homer,Marge}. Since any EL and EL⊥
concept description has finite role depth it is also impossible that D has
a role depth that is greater than k for all k ∈ N. Therefore, such a
concept description D cannot exist and {Homer,Marge} has no model-
based most specific concept in i.

The reason that there is no model-based most specific concept in this
interpretation is because the interpretation is cyclic. Informally speak-
ing, as soon as there is a cycle in the interpretation we can always find
a more specific concept description by increasing role depth, and this
process can continue infinitely. One way to deal with cycles in interpre-
tations is to allow cycles in the concept descriptions, too. This brings
us to the logics ELgfp and EL⊥gfp.
We show that model-based most specific concepts exist in both ELgfp

and EL⊥gfp for all interpretations i = (∆i, ·i) and all sets X ⊆ ∆i. We
distinguish three cases, namely where X is the empty set, where X is a
singleton set and where X has at least two elements. For the first case
whereX = ∅ the model-based most specific concept in EL⊥gfp is obviously
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the bottom concept ⊥. In pure ELgfp there is no bottom concept, but
there is something similar: There is a concept that encompasses all
properties that can be described using ELgfp. Let (NC ,NR) be a fixed
signature. Let Tall be the TBox

Tall = {Aall ≡
l

B∈NC

B u
l

r∈NR

∃r.Aall}. (4.2)

We define Call to be the ELgfp-concept (Aall, Tall).

Lemma 4.4. Let i = (∆i, ·i) be an interpretation for a given signature
(NC ,NR). Then Call is the model-based most specific concept of ∅ in
ELgfp and ⊥ is the model-based most specific concept of ∅ in EL⊥gfp.

Proof. To show that Call is the most specific concept for ∅ we need to
prove (M1) and (M2). It trivially holds that ∅ ⊆ Ciall and therefore
(M1) is true. Assume that D = (AD, TD) is an arbitrary ELgfp-concept
description over the signature (NC ,NR). Let Z be the relation Z =
{(A,Aall) | A ∈ ND(TD)}. Because of namesTall(Aall) = NC the relation
Z satisfies (S1′′). Furthermore, because Aall ∈ succrTall(Aall) holds for
all r ∈ NR the relation Z also satisfies (S2′′). Lastly, Z also satisfies
(AD, Aall) ∈ Z and therefore (S3′′). Thus Z is a simulation from D to
Call. Lemma 2.3 implies Call v D. Therefore, Call is subsumed by every
ELgfp-concept description, in particular this proves (M2) for Call.
The case for EL⊥gfp is simpler. First of all, ∅ ⊆ ⊥i holds. If C is

an EL⊥gfp-concept description with ∅ ⊆ Ci then ⊥ v C holds trivially.
Therefore, ⊥ is the most specific concept of ∅.

In Section 2.4.2 we have seen that ELgfp-interpretations and cyclic
EL-TBoxes share a common structure. In principle, this means that
interpretations can be viewed as TBoxes and vice versa. Let i = (∆i, ·i)
be an interpretation and Gi its EL-description graph. Gi gives rise to
a TBox TGi as defined in Definition 2.23. Notice that by definition
the defined concept names of TGi are the vertices of Gi which are the
individuals from ∆i.1 Let x ∈ ∆i be an individual. We call the ELgfp-
concept description Cx = (x, TGi

) the concept description of x in i, i. e.
every individual x ∈ ∆i gives rise to an ELgfp-concept description. We
1This means that we have to violate the convention that concept names are denoted
by upper case letters.
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show that the concept description of x in i is the model-based most
specific concept of {x}.

Lemma 4.5. Let i = (∆i, ·i) be an interpretation for a given signature
(NC ,NR). Let x ∈ ∆i be an individual, and let Cx = (x, TGi) be the
concept description of x in i. Then Cx is the model-based most specific
concept of {x} in both ELgfp and EL⊥gfp.

Proof. Since i and TGi
have the same EL-description graph Gi the iden-

tity relation id∆i
on ∆i is a simulation from Cx to x in i. We can apply

Lemma 2.2 to id∆i and obtain {x} ⊆ Cix. Therefore Cx satisfies (M1).
Let D = (AD, TD) be another ELgfp-concept description that satisfies
{x} ⊆ Di and let GD be its EL-description graph. Lemma 2.2 shows
that there is a simulation Z from GD to the description graph Gi such
that (AD, x) ∈ Z. Since Gi is also the description graph of Cx it follows
that Z is also a simulation from D to Cx. We can apply Lemma 2.3 to
Z and obtain Cx v D. This proves (M2) for ELgfp.
To prove (M2) for EL⊥gfp we distinguish two cases: the case where

D = ⊥ and the case where D is an ELgfp-concept description. The case
D = ⊥ can be ruled out immediately since D = ⊥ implies {x} 6⊆ Di.
The second case can be treated as for ELgfp. This shows that Cx is the
model-based most specific concept of {x} in both ELgfp and EL⊥gfp.

Example 4.1. Suppose that we want to compute the model-based most
specific concept of {Homer} in the interpretation i = (∆i, ·i) from (4.1).
The first step is to translate the EL-description graph of i, which is
depicted in Figure 2.2, into a TBox Ti. We obtain

Ti = {Homer ≡Male u ∃marriedTo.Marge,

Marge ≡Female u ∃marriedTo.Homer}.
(4.3)

Notice that what used to be individual names in ∆i are now defined
concept names in Ti. The EL⊥gfp-model-based most specific concept for
{Homer} is the concept {Homer}i = (Homer, Ti). This concept describes
all males that are married to a female that is married to a male, and so
on. Analogously, we obtain {Marge}i = (Marge, Ti).

Lemma 4.6. Let i = (∆i, ·i) be an interpretation for a given signature
(NC ,NR) and let X ⊆ ∆i be a subset of ∆i.
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(Homer,Homer)

(Marge,Marge)

Female

Male

marriedTo marriedTo

(Homer,Marge)

(Marge,Homer)

marriedTo marriedTo

Figure 4.1: Gi ⊗Gi

Then the least common subsumer lcs{{x}i | x ∈ X} exists in both
ELgfp and EL⊥gfp. It is the model-based most specific concept of X in
both ELgfp and EL⊥gfp.

Proof. The existence of least common subsumers has been shown in
Lemma 2.4 and Lemma 2.5. The following arguments work for both
logics ELgfp and EL⊥gfp, since they only make use of general properties of
the model-based most specific concept and the least common subsumer.
By definition lcs{{x}i | x ∈ X} subsumes all concepts {x}i for all

x ∈ X. Lemma 4.1 yields {x} ⊆ ({x}i)i. Hence all x ∈ X satisfy
{x} ⊆

(
lcs{{x}i | x ∈ X}

)i and therefore X ⊆
(
lcs{{x}i | x ∈ X}

)i
holds. This proves (M1).
To show (M2) let D be a concept description with X ⊆ Di. Then

in particular all x ∈ X satisfy {x} ⊆ Di. Lemma 4.1 yields {x}i v D.
Therefore, D is a common subsumer of the concept descriptions {x}i
for all x ∈ X. The minimality of the least common subsumer implies
lcs{{x}i | x ∈ X} v D which proves (M2) for lcs{{x}i | x ∈ X}. Hence,
lcs{{x}i | x ∈ X} is the model-based most specific concept for X.

Example 4.2. We compute the model-based most specific concept of
{Homer,Marge} in the model i = (∆i, ·i) from (4.1). We already know
that {Homer}i = (Homer, Ti) and {Marge}i = (Marge, Ti) with Ti from
(4.3). The model-based most specific concept of {Homer,Marge} is the

67



4 General Frameworks for Combining FCA and DL

least common subsumer of {Homer}i and {Marge}i. By Lemma 2.4
the least common subsumer is the product {Homer}i ⊗ {Marge}i. It
is obtained from the product of the corresponding description graphs
Gi ⊗ Gi where Gi is the description graph of Ti which is depicted in
Figure 2.2. Figure 4.1 shows Gi ⊗Gi. The corresponding TBox TD is

TD = {(Homer,Homer) = Male u ∃marriedTo.(Marge,Marge),

(Marge,Marge) = Female u ∃marriedTo.(Homer,Homer),

(Marge,Homer) = ∃marriedTo.(Homer,Marge),

(Homer,Marge) = ∃marriedTo.(Marge,Homer)}.

The defined concept names of TD are pairs of individual names from
∆i. We obtain the concept ((Homer,Marge), TD) as the least common
subsumer of {Homer}i and {Marge}i. This concept is the model-based
most specific concept of {Homer,Marge}:

{Homer,Marge}i = ((Homer,Marge), TD).

It is possible to show that ((Homer,Marge), TD) is equivalent to the
concept description (A, {A ≡ ∃marriedTo.A). This concept describes all
individuals that are followed by an infinite chain of marriedTo successors.

Together Lemma 4.4, Lemma 4.5 and Lemma 4.6 show that model-
based most specific concepts exist in both ELgfp and EL⊥gfp for all inter-
pretations and for all sets of individuals. They also provide an effective
method to compute the model-based most specific concept.

Theorem 4.7. Model-based most specific concepts exist both in ELgfp

and in EL⊥gfp for all interpretations i = (∆i, i) and all sets X ⊆ ∆i.
They can be computed effectively.

To sum up we have shown that model-based most specific concept do
not necessarily exist in the logics EL and EL⊥, mainly because there may
be cycles in the model that cannot be expressed by a concept description.
This problem can be overcome by allowing greatest-fixpoint semantics.
We have shown that for ELgfp and EL⊥gfp the model-based most specific
concept always exists. Results about model-based most specific concept
in logics that allow for value restrictions such as FL0, FLE and ALC
can be found in [Dis09]. The problems with cyclic models exist in these
logics as well, but can be overcome using extensions of the standard
logics.
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4.1.3 Classical FCA from a DL Perspective
We have already shown that there are parallels between the derivation
operators from FCA and interpretation functions and model-based most
specific concepts in DL. In this section we shall see that FCA can even
be viewed as a syntactic variant of the simple DL that only allows for
conjunction and the top concept.2
Let Lu be the Description Logic that allows only for the concept

constructors u and > with the usual semantics (cf. Table 2.1). This DL
does not use roles at all. Therefore an Lu-interpretation i = (∆i, ·i) is
simply a pair of a domain ∆i and an interpretation function ·i : NC →
2∆i for a set of concept names NC .
Let K = (G,M, I) be a formal context. The set of attributes M can

be viewed as a set of concept names, i. e. M = NC ,3 while the set of
objects can be viewed as the domain of an interpretation. Thus K gives
rise to an interpretation iK = (G, ·iK) where

miK = {m}′

for every m ∈ NC . K and iK are two notationally different representa-
tions of the same data. Intuitively, when we take the derivation operator
of a set of attributes B then we are looking for objects that have all
the attributes from B. Therefore, when we view attributes as concept
names, it is only natural to associate B with the conjunction

d
B over

all elements of B. Let B ⊆M be a set of attributes. We define
l
B =

{ d
m∈Bm if B 6= ∅
> if B = ∅ .

The following lemma shows that there is a one to one correspondence
between the derivation operators in the context K and the interpretation
function or the model-based most specific concept in the interpretation
iK. No information is lost in the translation.

Lemma 4.8. Let K be a context, A ⊆ G a set of objects and B ⊆M a
set of attributes. Then

B′ = (
l
B)iK , (4.4)

2Most authors would not call this logic a DL, since they require DLs to allow for
at least one kind of quantifier. We do not adopt this strict notion of DL.

3Since attributes are usually denoted by lower case letters, we ignore the convention
that concept names should be upper case letters here.
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and l
A′ ≡ AiK . (4.5)

Proof. By definition of the FCA derivation operators it holds that

B′ = {g ∈ G | ∀m ∈ B : gIm}

=
⋂
m∈B
{g ∈ G | gIm} =

⋂
m∈B
{m}′

and by definition of iK

B′ =
⋂
m∈B

miK = (
l
B)iK .

To prove the second statement we need to show that
d
A′ is the model-

based most specific concept for A in iK. Lemma 3.1 states that A ⊆ A′′
and (4.4) shows that A′′ = (

d
A′)iK . Thus A ⊆ (

d
A′)iK holds. This

proves (M1) for
d
A′.

To show (M2) let D be an Lu-concept description satisfying A ⊆ DiK .
Because Lu only allows for disjunction D must be of the form D =

d
S

for some set of concept names S ⊆ M . From (4.4) we obtain DiK = S′

and therefore A ⊆ S′ holds. Lemma 3.1 yields S ⊆ A′. It follows that

D =
l
S w

l
A′

holds. This proves (M2) for
d
A′. Thus

d
A′ is the model-based most

specific concept for A in iK, i. e.
d
A′ ≡ AiK .

We have seen that there is a simple translation from a context to
an interpretation. We have shown that the derivation operators can be
regarded as a special case of the interpretation function and the model-
based most specific concept for the very inexpressive logic Lu. This is
of course only a part of the story, since there is much more to FCA than
just the derivation operators.

4.2 Induced Contexts
In Section 4.1.3 we have looked at FCA from a DL perspective. In this
section we do the opposite and try to incorporate DL concept descrip-
tions in an FCA framework. This approach is not new. In fact, what we

70



4.2 Induced Contexts

call induced contexts in this work has been used under different names
in various older works [BGSS07, Rud04, Rud06, Pre00]. This section
consists of two parts. In the first part we introduce the main definitions
related to induced contexts. In the second part we present a number
of technical results that establish a relationship between derivation op-
erators in induced contexts and interpretations and model-based most
specific concept in the DL world. The technical part can be skipped
by those readers who are only interested in the results and not in the
technical details of this thesis.

Main definitions
An induced context is a context whose set of objects is the domain of a
finite DL interpretation and whose attributes are concept descriptions.
In such a context an object x has the attribute C if x is in the extension
of the concept C in the interpretation i. We use EL⊥gfp for the formal
definitions but they can be defined analogously for other Description
Logics.

Definition 4.2 (Induced Context). Let i be a finite EL⊥gfp-interpretation
and M a finite set of EL⊥gfp-concept descriptions. The context induced
by M and i is the formal context K = (G,M, I), where G = ∆i and

I = {(x,C) | C ∈M and x ∈ Ci}.

We have already motivated in Section 4.1.3 that a set of attributes
U ⊆M corresponds to the EL⊥gfp-concept description which is obtained
as the conjunction over all elements of U . In the other direction we can
approximate an EL⊥gfp-concept description C by the set of all attributes
D ∈M that subsume C.

Definition 4.3. Let K be the context induced by M and i, let C be an
EL⊥gfp-concept description and U ⊆M a set of attributes. We define

l
U =

{ d
D∈U D if U 6= ∅
> if U = ∅

and call this the concept defined by U . Conversely, we define

prM (C) = {D ∈M | C v D},

and call this the projection of C to M .
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Table 4.1: The Induced Context K from Example 4.3

⊥ F
em

al
e

M
al
e

∃m
ar
ri
ed
T
o.
>

Homer × ×
Marge × ×

Example 4.3. We consider the model i = (∆i, ·i) from (4.1) again
(cf. Figure 2.2). Suppose that we use the set M = {⊥,Female,Male,
∃marriedTo.>} as the set of attributes. The context K induced by M
and i is shown in Table 4.1. The concept description

C = Female u ∃marriedTo.Male

can be projected to M . We obtain

prM (C) = {Female,∃marriedTo.>}.

The concept defined by prM (C) is
l

prM (C) = Female u ∃marriedTo.>.

Notice that Femaleu∃marriedTo.> is strictly less specific than Femaleu
∃marriedTo.Male.

While there are infinitely many EL⊥gfp-concept descriptions the set M
contains only a finite number of them. The restriction to a finite set of
attributes means that information is lost in the translation. Therefore
the projection prK(C) is really just an approximation of C. This means
that in the general case it holds that

d
prM (C) 6≡ C (cf. Example 4.3).

However, since all elements of prM (C) subsume C their conjunction
must also subsume C.
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Lemma 4.9. Let K be the context induced by M and i and let C be an
EL⊥gfp-concept description. It holds that

C v
l

prM (C).

Another easy consequence of Definition 4.3 is that the mappings C 7→
prM (C) and U 7→

d
U are antitone, i. e.

• C v D implies prM (D) ⊆ prM (C), and

• U ⊆ V implies
d
V v

d
U .

Technical Results
In general, not all EL⊥gfp-concept descriptions C can be expressed as the
conjunction over a set of attributes fromM . Information is lost when we
project C to M . In the other direction, where we take the conjunction
over a set of attributes U ⊆M no information is lost. This is illustrated
by the following lemma, which looks at the extensions of C and

d
U .

Lemma 4.10. Let K = (∆i,M, I) be the context induced by M and i.
Every EL⊥gfp-concept description C satisfies

Ci ⊆
(
prM (C)

)′
.

Let U ⊆M be a set of attributes. Then

(
l
U)i = U ′.

Proof. Let x ∈ Ci be an individual. Since all concept descriptions D ∈
prM (C) subsume C it holds that x ∈ Di for all D ∈ prM (C). By
Definition 4.2 this implies that x has all attributes from prM (C) in the
induced context K. Thus x ∈

(
prM (C)

)′ holds. This proves Ci ⊆(
prM (C)

)′.
To prove (

d
U)i = U ′ let y ∈ ∆i be an individual. We obtain

y ∈ U ′ ⇔ ∀D ∈ U : yID ⇔ ∀D ∈ U : y ∈ Di

⇔ y ∈
⋂
D∈U

Di = (
l
U)i.

This proves (
d
U)i = U ′.
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The subsumption
(
prM (C)

)′ ⊆ Ci is not true in the general case (cf.
Example 4.3). It is true, however, in the case where C can be expressed
in terms of M . We first define formally, what we mean when we say
that C can be expressed in terms of M .

Definition 4.4. Let C be a concept description and M a set of EL⊥gfp-
concept descriptions. We say that C can be expressed in terms of M if
there is a subset U ⊆M such that C ≡

d
U .

It is an easy consequence of Definition 4.4 that C ≡
d

prM (C) holds
if C can be expressed in terms of M . Furthermore we obtain a special
case of Lemma 4.10 for a concept description C that can be expressed
in terms of M .

Lemma 4.11. Let i = (∆i, ·i) be a interpretation and M a set of EL⊥gfp-
concept descriptions. Let K be the context induced by M and i. Every
EL⊥gfp-concept description C that can be expressed in terms ofM satisfies

Ci =
(
prM (C)

)′
.

Proof. We have already proven Ci ⊆
(
prM (C)

)′ in Lemma 4.10. Let
x ∈ ∆i be an individual. Since C is expressible in terms of M it holds
that C ≡

d
prM (C). We obtain

x ∈ Ci ⇔x ∈
(l

prM (C)
)i

⇔∀D ∈ prM (C) : x ∈ Di

⇔∀D ∈ prM (C) : xID

⇔x ∈
(
prM (C)

)′
.

We have thus shown Ci =
(
prM (C)

)′.
The previous results only used interpretations on the DL side. We

will now start to compare the derivation operator for sets of objects to
model-based most specific concepts. We have stated earlier that the
results and definitions can also be obtained for other DLs than EL⊥gfp.
The two following results are an exception, as they require a logic where
model-based most specific concept are guaranteed to exist.
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Lemma 4.12. Let i = (∆i, ·i) be a interpretation and M a set of EL⊥gfp-
concept descriptions. Let K be the context induced by M and i. Every
set of individuals O ⊆ ∆i satisfies

prM (Oi) = O′.

Proof. Let D ∈ M be an EL⊥gfp-concept description from M . It holds
that

D ∈ O′ ⇔∀x ∈ O : xID

⇔∀x ∈ O : x ∈ Di

⇔O ⊆ Di.

Lemma 4.1 (7) yields

D ∈ O′ ⇔Oi v D
⇔D ∈ prM (Oi).

This proves prM (Oi) = O′.

Corollary 4.13. Let i = (∆i, ·i) be a interpretation and M a set of
EL⊥gfp-concept descriptions. Let K be the context induced by M and i.
Every subset U ⊆M satisfies

prM ((
l
U)ii) = U ′′.

Proof. From Lemma 4.10 we obtain

(
l
U)i = U ′

and hence
prM (((

l
U)i)i) = prM ((U ′)i). (4.6)

Lemma 4.12 implies
prM ((U ′)i) = (U ′)′. (4.7)

Thus, prM ((
d
U)ii) = U ′′ follows from (4.6) and (4.7).
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4 General Frameworks for Combining FCA and DL

Induced contexts are an easy way to use DL concept descriptions in an
FCA setting. They occur in various previous works in different forms.
However, as Example 4.3 shows, information is lost in the transformation
since the attributes are only a small subset of the infinitely large set of all
concept descriptions. This shows that it is important to select a “good”
set of concept descriptions as the attribute set. There are different ap-
proaches to this selection. Rudolph’s approach [Rud04, Rud06, RVH07]
selects all concept descriptions up to a certain role depth. Baader et
al. [BGSS07, Ser07] leave the choice to the user who is asked to find
concept descriptions that she deems interesting. Our approach to find-
ing interesting concept descriptions is presented in Section 5.2.1.
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Models

The Duquenne-Guigues base of a formal context condenses the implica-
tional theory of a formal context into a set of implications of minimal
cardinality. In this section we transfer this idea of an implicational base
to the DL world and define the notion of a base for an EL⊥gfp-model.
Since there are infinitely many EL⊥gfp-concept descriptions it is not triv-
ial to prove that a finite base exists for all models, let alone to compute
it. This section is divided into three parts. In the first part we prove that
a finite base for the EL⊥gfp-GCIs in a given finite model always exists. In
the second part we show that the size of this base can be reduced further
by applying results from FCA. As a last step we demonstrate how every
finite EL⊥gfp-base can be transformed into a finite EL⊥-base. The main
results from this section have been published in [BD08, BD09].

5.1 Existence of Finite Bases in EL⊥gfp

Our aim is to extract conceptual knowledge from data – data that is
represented in a closed-world manner, e. g. given in the form of an EL⊥gfp-
model. Let (NC ,NR) be a signature and i = (∆i, ·i) a model for this
signature.1 In the setting used in this section we assume that the model
i is known entirely. We try to find a TBox that describes the complete
conceptual knowledge about i. To this purpose we define the notion of
a base for the GCIs holding in i.

Definition 5.1 (Base). Let L be a DL-language. Let i = (∆i, ·i) be a
finite interpretation. Let B be a set of GCIs over the signature (NC ,NR).
1Strictly speaking, i is initially only an interpretation and not a model. The goal of
this chapter is to obtain a TBox T that completely describes i and in particular
has i as its model. This justifies the small abuse of terminology.
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5 Axiomatization of Finite Models

We say that B is a base for the L-GCIs holding in i if it satisfies the
following properties.

• B is sound for i, i. e. every GCI from B holds in i, and

• B is complete for i, i. e. every GCI C v D that holds in i follows
from B.

This notion of completeness is stronger than the one used in [BGSS07],
since it takes arbitrary GCIs and not only GCIs of a special type into
consideration. By definition, a general TBox is a finite set of GCIs.
Therefore, if B is a finite base for the GCIs holding in i then B is also
a general TBox and i is a model of B. We say that we are axiomatizing
the model i when we are computing a finite base for it. For now, we
allow infinite bases.
One infinite base can be obtained from Lemma 4.3 which is the DL

counterpart of Lemma 3.4 from FCA. Here, model-based most specific
concepts prove to be fruitful for axiomatizing models for the first time.
Let C v D be an EL⊥gfp-GCI that holds in i. Lemma 4.3 shows that
C v D follows from {C v Cii}. It is an immediate consequence of
Lemma 4.3 and Theorem 4.7.

Corollary 5.1. Let i = (∆i, ·i) be a model for the signature (NC ,NR).
The set of GCIs

B0 = {C v Cii | C is an EL⊥gfp-concept description

over the signature (NC ,NR), C 6= ⊥}

is a base for the EL⊥gfp-GCIs holding in i.

We do not need to include ⊥ as a left-hand side in B0 since every
GCI of the form ⊥ v C, where C is an EL⊥gfp-concept description, holds
trivially in any interpretation.
If NR 6= ∅ then there are infinitely many EL⊥gfp-concept descriptions

over the signature (NC ,NR). Therefore B0 is not finite in the general
case. The fact that there may be infinitely many EL⊥gfp-concept descrip-
tions makes the search for a finite base for an EL⊥gfp-model more difficult
than the search for a finite implicational base for a formal context. Our
first challenge in this section is to show that a finite base for a given
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5.1 Existence of Finite Bases in EL⊥gfp

model i does indeed exist and to provide an effective method to com-
pute it. This is done in Section 5.1.2. The proofs in Section 5.1.2 rely
on a result from Section 5.1.1 which shows that B0 is still a base if we
remove all GCIs with cyclic left-hand sides.

5.1.1 A Base in EL⊥gfp with Only Acyclic Left-Hand
Sides

We have seen that using EL⊥gfp instead of EL⊥ guarantees the existence
of model-based most specific concepts. This allows us to transfer cer-
tain ideas such as the derivation operators from FCA to DL. Allowing
cyclic concept descriptions on the other hand has drawbacks both of
theoretical and of practical nature. From a technical perspective, one of
EL⊥’s advantages over EL⊥gfp is that its concept descriptions are defined
inductively. This allows us to use induction over the structure of a con-
cept description in our proves. The cyclic nature of EL⊥gfp on the other
hand prevents this. From a practical point of view, the cyclic concept
descriptions’ semantics is difficult to grasp even for logicians, let alone
a domain expert without a degree in logics. An ontology completion
formalism that relies on cyclic concept descriptions alone is thus likely
to deter potential users.
In this section we examine connections between cyclic and acyclic
EL⊥gfp-concept descriptions. We introduce the notion of an unravelling
of a cyclic concept description. Using unravellings we shall be able to
prove that for a given model i there is always a base of GCIs whose
left-hand sides are acyclic. This result is relevant for the technical parts
of Section 5.1.2 (it allows us to use structural induction, etc.). From
a practical point of view it is unsatisfying because the final base may
still contain cyclic descriptions on the right-hand sides, which is not user
friendly. This is addressed in Section 5.3 where we prove the stronger re-
sult that a base containing GCIs with cyclic concept descriptions can be
converted into a base that uses acyclic concept descriptions exclusively.
This conversion also relies on the results about unravellings which are
presented in this chapter.
We have already seen that EL⊥gfp is more expressive than plain EL⊥.

This means that in general when C is an EL⊥gfp-concept description we
cannot find an equivalent EL⊥-concept description nor can we find an
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equivalent acyclic EL⊥gfp-concept description. We can only try to find a
“good” acyclic approximation for C. What we consider a “good” approx-
imation depends on the model i that we want to axiomatize. An acyclic
concept description D is a “good” approximation of C if it has the same
interpretation as C in i. The following lemma shows why this level of
approximation suffices for our purposes.

Lemma 5.2. Let C be an EL⊥gfp-concept description, let i = (∆i, ·i) be
a model and let D be an EL⊥gfp-concept description such that

• C v D, and

• Ci = Di.

Then C v Cii follows from {D v Dii}.

Proof. Let j = (∆j , ·j) be a model in which D v Dii holds. C v D
implies

Cj ⊆ Dj . (5.1)

Since D v Dii holds in j it follows

Dj ⊆ (Dii)j . (5.2)

Cii ≡ Dii follows from Ci = Di and therefore

(Dii)j = (Cii)j (5.3)

holds. From (5.1), (5.2) and (5.3) we obtain that Cj ⊆ (Cii)j . Since j
is an arbitrary model for which D v Dii holds, this proves that C v Cii
follows from {D v Dii}.

Lemma 5.2 shows that in order to obtain a base that only uses acyclic
left-hand sides, it suffices to show that every EL⊥gfp-concept description
has a good acyclic approximation. We use unravellings to find these
approximations. An unravelling is essentially the transformation of a
cyclic, finite, directed graph into an acyclic but potentially infinite tree.
Unravellings are defined for EL-description graphs. Let G = (V,E, L) be
an EL-description graph. Every directed path in G between two nodes
A ∈ V and B ∈ V can be described by a word w = A0r0A1r1 . . . rn−1An
where A0 = A, An = B, Ak ∈ V , rk ∈ NR, and the tuple (Ak, rk, Ak+1)
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5.1 Existence of Finite Bases in EL⊥gfp

is an edge (Ak, rk, Ak+1) ∈ E for all k ∈ {0, . . . , n−1}. A path is allowed
to loop, i. e. it can use a vertex or even an edge several times. We call
n the length of the path w. We also allow paths of length 0, which are
words of the form w = A where A ∈ NC is a concept name. We call the
last vertex on the path w the destination of w and denote it by δ(w),
i. e.

δ(w) =

{
B, if w = w′rB for some path w′ in G, r ∈ NR, B ∈ NC
A, if w = A.

Definition 5.2 (Unravelling). Let G be a finite EL-description graph.
The unravelling of G = (V,E, L) at a vertex A ∈ V is the EL-description
graph G∞ = (V∞, E∞, L∞) where

• V∞ is the set of all directed paths in G that start in A, and

• E∞ = {(w, r,wrB) | w,wrB ∈ V∞}, i. e. two paths are connected
by an r-edge in G∞ if one is obtained from the other by adding
an r-edge in G, and

• L∞ = L(δ(w)).

The unravelling of G up to depth d at A is the EL-description graph
Gd that is obtained from G∞ by removing all vertices whose path length
is greater than d and the corresponding edges. That means we prune
all branches of G∞ whose length exceeds d. Formally, we define Gd =
(V d, Ed, Ld), where

• V d = {w ∈ V∞ | length(w) ≤ d}, and

• Ed = E∞ ∩ (V d ×NR × V d), and

• Ld = L∞|V d is the restriction of L∞ to the vertices in V d.

TBoxes and finite EL-description graphs share a common structure
and one can be converted to the other using Definition 2.23. Because of
this common structure unravellings can also be defined for TBoxes and
ELgfp-concept descriptions.
Let T be an EL-TBox, GT its description graph, A ∈ ND(T ) a defined

concept and d ∈ N a natural number. Let GdT be the unravelling of GT
up to depth d at A. The unravelling of a finite EL-description graph
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5 Axiomatization of Finite Models

up to a finite role depth d is always finite. Therefore the unravelled
graph GdT can be translated to an general EL-TBox T d.2 We speak
of the unravelling of T up to role depth d at the defined concept A.
Let C = (A, T ) be an ELgfp-concept description. By Cd we denote the
concept description Cd = (A, T d), where T d is the unravelling of T up
to role depth d at A. We call Cd the unravelling of C up to role depth
d. The resulting description is always acyclic and therefore equivalent
to an EL-concept description.
Unravellings can be defined for ELgfp-concept descriptions and hence

also for all EL⊥gfp-concept descriptions except the bottom concept ⊥.
For matters of convenience we define the unravelling of ⊥ up to any role
depth d to be ⊥.

Example 5.1. Let the ELgfp-concept descriptionMarriedFather = (A, T )
be defined by

T = {A ≡ Male u ∃hasChild.C u ∃marriedTo.B,

B ≡ ∃hasChild.C u ∃marriedTo.A,

C ≡ >}.

The description graph of MarriedFather is depicted in Figure 5.1. There
are infinitely many paths leading from A to any other node. This is
because a path can traverse the loop between A and B an arbitrary
number of times before reaching its destination. Therefore we obtain an
infinitely large unravelling (Figure 5.3).
Figure 5.2 depicts the description graph of MarriedFather1 which is the

unravelling of MarriedFather up to role depth 1. Two things can be seen
from the figure. First, MarriedFather1 is acyclic and finite. Therefore, it
is equivalent to an EL-concept description, namely

MarriedFather1 ≡ Male u ∃hasChild.> u ∃marriedTo.>.

Second, MarriedFather1 is less specific than MarriedFather. For example
MarriedFather specifies that the married father’s spouse is also married
with a child while the concept description MarriedFather1 does not spec-
ify this.
2Infinite graphs would give rise to infinite TBoxes which we do not allow in this
thesis.

82



5.1 Existence of Finite Bases in EL⊥gfp
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Figure 5.1: EL-Description
Graph
of MarriedFather
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Figure 5.2: Unravelling up to role
depth 1
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Figure 5.3: Unravelling of MarriedFather at the vertex A
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C v Cd always holds. This follows from Lemma 2.2 and the following
lemma.

Lemma 5.3. Let G = (V,E, L) be an EL-description graph, A ∈ V a
vertex from G, d ∈ N, and Gd = (V d, Ed, Ld) the unravelling of G up to
role depth d at A. Then

Zd = {(w, δ(w)) | w ∈ V d}

is a simulation from Gd to G.

Proof. To prove that Zd is a simulation we need to prove (S1) and
(S2) from Definition 2.24. (S1) Let (w, δ(w)) ∈ Zd be a pair in the
relation Zd. By Definition 5.2 it holds that Ld(w) = L(δ(w)). Hence in
particular Ld(w) ⊆ L(δ(w)) holds. (S2) Let (w, δ(w)) ∈ Zd be a pair
in the relation Zd and (w, r,wrB) ∈ Ed an edge in Gd. Since wrB is a
vertex in V d it also must be a path in G. Therefore there must be an r-
edge in G that connects the destination of w to B, i. e. (δ(w), r, B) ∈ E.
Hence, B satisfies both (wrB,B) ∈ Zd and (δ(w), r, B) ∈ E. This
proves (S2) for Zd. Since both (S1) and (S2) hold, Zd is a simulation
from Gd to G.

Example 5.1 shows that in general Cd 6v C for cyclic ELgfp-concept
descriptions C. Intuitively, this holds because information from C is lost
during the pruning step, thereby making Cd less specific. Obviously, the
larger the role depth at which we prune the less information is lost. We
are now interested in the question whether we can make d large enough
such that Cd and C have the same interpretation in a fixed model i.
We first prove a specialized version of Lemma 2.2 that characterizes the
instance relation using simulations.

Lemma 5.4. Let C = (AC , TC) be an acyclic ELgfp-concept description
and i = (∆i, ·i) a finite interpretation. Let x ∈ Ci be an individual in
the interpretation of C. Then there exists a simulation Z from C to x in
i with the additional property that for every defined concept B ∈ ND(TC)
there is exactly one individual y satisfying (B, y) ∈ Z.

Proof. Remember that acyclic ELgfp-concept descriptions correspond to
EL-concept descriptions and that their EL-description graphs are trees.
This means we can use structural induction over the structure of C.
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Base Case Assume C = B for some concept name B ∈ NC . Remem-
ber that in Section 2.4.1 we have introduced B as a shorthand for the
ELgfp-concept description B = (AB , TB), where TB = {AB ≡ B}. Then
ZB = {(AB , x)} is a simulation from C = B to x in i with the property
that for every concept name A ∈ ND(TC) there is exactly one individual
y which satisfies (A, y) ∈ ZB . Likewise, the simulation Z> = {(A>, x)}
can be used if C = > = (A>, {A> ≡ >}).
Step Case 1 Assume that C = ∃r.D holds for some role name r ∈ NR

and some ELgfp-concept description D = (AD, TD) whose description
graph is a tree. Since x ∈ Ci holds there must be some y ∈ ∆i such
that (x, y) ∈ ri and y ∈ Di. By the induction hypothesis there is a
simulation ZD from D to y in i. We leave it to the reader to check
that {(AC , x)} ∪ ZD is a simulation from C to x in i with the desired
property.
Step Case 2 Assume that C = DuE for some ELgfp-concept descrip-

tions D = (AD, TD) and E = (AE , TE), where ND(TD) and ND(TE) are
disjoint. Since x ∈ Ci holds, x satisfies x ∈ Di and x ∈ Ei. Therefore
there are simulations ZD from D to x in i and ZE from E to x in i.
Again, one can check that ZD ∪ ZE ∪ {(AC , x)} is a simulation from C
to x in i with the desired property.

Lemma 5.5. Let C = (A, T ) be an ELgfp-concept description and i =
(∆i, ·i) a finite interpretation. Let d = |ND(T )| · |∆i| + 1. Let Cd =
(A, T d) be the unravelling of C up to role depth d. Then x ∈ Cid implies
x ∈ Ci.

Proof. Let GT = (ND(T ), ET , namesT ), Gd = (V d, Ed, Ld) and Gi =
(∆i, Ei, namesi) be the EL-description graphs of T , T d and i, respec-
tively. The unravelled TBox T d has a tree shaped EL-description graph
Gd and Cd is acyclic. Lemma 5.4 and x ∈ Cid imply that there is a sim-
ulation Z from Gd to Gi which satisfies (A, x) ∈ Z and for every vertex
w ∈ V d there is exactly one individual y ∈ ∆i such that (w, y) ∈ Z. Z
gives rise to a function z that maps every vertex w ∈ V d to z(w) = y
where (w, y) ∈ Z.
Since Gd is tree shaped with the root A there is exactly one directed

path from A to any given vertex w ∈ V d. If this path has length d
then the pigeonhole principle implies that it will always contain two
vertices w1 and w2 such that both z(w1) = z(w2) and δ(w1) = δ(w2),

85



5 Axiomatization of Finite Models

Gd =
(V d, Ed, Ld)

GT =
(ND(T ), ET , namesT )

Gi =
(∆i, Ei,namesi)

Z

ZCi

Zd

V d

ND(T ) ∆i

zδ

Figure 5.4: Diagram of Simulations and Mappings from the Proof of
Lemma 5.5

because there are only |ND(T )| · |∆i| = d−1 possible values for the pair
(δ(w), z(w)). We exploit this fact to construct a simulation from GT to
Gi.
Let V̄ ⊆ V d be the set of all vertices w ∈ V d such that there are

no two distinct vertices w1 and w2 on the path from A to w that have
the same values δ(w1) = δ(w2) and z(w1) = z(w2). Because of the
above argument V̄ contains only vertices whose path distance from A is
strictly less than d. If w ∈ V̄ is a vertex in V̄ then every vertex w′ on
the path from A to w in Gd is also an element of V̄ . Hence V̄ spans a
subtree of Gd. Define ZCi to be the relation

ZCi = {(δ(w), z(w)) | w ∈ V̄ }.

Figure 5.4 shows a diagram of the simulations and mappings that occur
in this proof. We show that ZCi is a simulation from GT to Gi.
(S1) By definition Ld satisfies Ld(w) = namesT (δ(w)) for all w ∈

V d. Since Z is a simulation it holds that Ld(w) ⊆ namesi(z(w)) for
all w ∈ V d. Thus namesT (δ(w)) ⊆ namesi(z(w)) holds for all pairs
(δ(w), z(w)) ∈ ZCi. This proves (S1) for ZCi.
(S2) The proof of this property is illustrated in Figure 5.5. Let

(δ(w), z(w)) ∈ ZCi be a pair in ZCi and let B ∈ ND(T ) be a defined
concept name that satisfies (δ(w), r, B) ∈ ET . Since w is contained in
V̄ its path distance from A is strictly less than d. Thus the path length
of wrB is at most d. Hence, wrB is contained in V d. By definition Ed
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wδ(w) z(w)

wrBB y

r r r

zδ

zδ

Figure 5.5: Diagram for the Proof of Property (S2) in Lemma 5.5

contains (w,wrB). Let y = z(wrB) be the one individual in ∆i that
satisfies (wrB, y) ∈ Z. Since (S2) holds for Z the individual y must
satisfy (z(w), r, y) ∈ Ei.

We distinguish the two cases where wrB ∈ V̄ and where wrB /∈ V̄ .
If wrB ∈ V̄ holds then y satisfies (B, y) = (δ(wrB), z(wrB)) ∈ ZCi.
Together with (z(w), r, y) ∈ Ei this proves (S2) for ZCi.
If wrB /∈ V̄ holds then there must be some vertex w′ 6= wrB on the

path from A to wrB in Gd such that z(w′) = z(wrB) and δ(w′) =
δ(wrB). Since w ∈ V̄ holds all vertices on the path from A to w in Gd
are in V̄ . Hence w′ ∈ V̄ holds. This implies (δ(w′), z(w′)) ∈ ZCi. We
obtain (B, y) = (δ(wrB), z(wrB)) = (δ(w′), z(w′)) ∈ ZCi. Together
with (z(w), r, y) ∈ Ei this proves (S2) for ZCi.
Since ZCi satisfies both (S1) and (S2) it is a simulation from GT to

Gi. ZCi contains the pair (A, x) = (δ(A), z(A)). Therefore Lemma 2.2
proves that x ∈ Ci holds.

Example 5.2. The reader may wonder why in the proof of Lemma 5.5
we construct the simulation ZCi only from the vertices in V̄ and not
from the full set V , i. e. why the relation

Z ′Ci = {(δ(w), z(w)) | w ∈ V }.

is not necessarily a simulation. We provide a simple example to illustrate
this. Let C = (A, {A ≡ ∃r.A} be an ELgfp-concept description and
let i = ({x, y}, ·i) be the model defined by ri = {(x, x), (x, y)} (cf.
Figure 5.6). Clearly, x satisfies x ∈ Ci. The unravelling of C up to
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x y

r

r

Figure 5.6: The Model from Example 5.2

depth |ND(TC)| · |∆i|+ 1 = 3 is

C3 = (A, {A ≡ ∃r.(ArA),

(ArA) ≡ ∃r.(ArArA),

(ArArA) ≡ >}).

One possible simulation from C3 to x in i is

Z = {(A, x), (ArA, x), (ArArA, y)}.

Since in the unravelling C3 the defined concept name (ArArA) has no
successors the simulation Z can map (ArArA) to y, which also has no
successors. However, the relation

Z ′Ci = {(A, x), (A, x), (A, y)}

violates (S2), since A has an r-successor in TC but y has no r-successors
in i. If we use only the vertices form V̄ we obtain ZCi

ZCi = {(A, x)}

which is a simulation from C to x in i, which is what we expected from
Lemma 5.5.

Lemma 5.5 shows that if i is a fixed model and C is an ELgfp-concept
description then there is an acyclic concept description D that approxi-
mates C closely enough, such that C andD have the same interpretation
in i. It is a corollary that the same holds true for EL⊥gfp.

Corollary 5.6. Let C be an EL⊥gfp-concept description and let i be a
finite model. Then there is an acyclic EL⊥gfp-concept description D such
that Ci = Di and C v D.
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Proof. The case where C = ⊥ is trivial, since we consider ⊥ itself to be
an acyclic concept description. If C 6= ⊥ then C is an ELgfp-concept
description C = (A, T ). Lemma 5.5 proves that Cid = Ci and C v Cd
hold for d = |ND(T )| · |∆i|+ 1.

The main result of this section follows immediately from Corollary 5.6
and Lemma 5.2. It states that for a given model i we can always find
a base whose left-hand sides are acyclic. Since there are infinitely many
acyclic EL⊥gfp-concept descriptions this is still not a finite base.

Theorem 5.7. Let i = (∆i, ·i) be a interpretation. The set of GCIs

B1 = {D v Dii | D is an acyclic EL⊥gfp-concept description, D 6= ⊥}

is a base for the EL⊥gfp-GCIs holding in i.

Proof. Soundness of B1 follows from the fact that B1 is a subset of B0.
Corollary 5.6 and Lemma 5.2 imply that every GCI in B0 follows from
B1. Completeness of B1 follows from the completeness of B0.

5.1.2 Finite Bases
In the general case the base B1 is infinite, because there are infinitely
many acyclic EL⊥gfp-concept descriptions and thus infinitely many left-
hand sides. In this section we present a base B2 that is finite, but
uses both cyclic left-hand sides and right-hand sides. The proofs in this
section and the following rely on the proofs from Section 4.2. Readers
who have skipped Section 4.2 are advised to read it now if they are
interested in the technical details of this section.
The left-hand sides of the base B2 come from a set of EL⊥gfp-concept

descriptions Λi. The elements of Λi are conjunctions over the elements
of a basic set Mi.

Definition 5.3. Let i be a finite EL⊥gfp-model. The sets Mi and Λi are
defined as follows

Mi = {⊥} ∪ NC ∪ {∃r.Xi | r ∈ NR and X ⊆ ∆i, X 6= ∅}

and
Λi = {

l
U | U ⊆Mi}.
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Since ∆i is finite it has only finitely many subsets X ⊆ ∆i. Hence,
both Mi and Λi are finite, too. We prove that B0 remains complete
when we remove all GCI whose left-hand sides are not in Λi. Since Λi
is finite the resulting set of implications would also be finite.
The model-based most specific concepts and hence also the elements

of Mi are not unique, but only unique up to equivalence. In none of
the following proofs in this chapter is it relevant which equivalent rep-
resentation of Mi we use. Formally, let M̄ be a set of EL⊥gfp-concept
descriptions. We say that Mi subsumes M̄ up to equivalence (denoted
by M̄⊆̇Mi) if for each concept description C ∈ M̄ there is an equivalent
concept description D ∈ Mi. We say that M̄ and Mi are equal up to
equivalence of elements if M̄⊆̇Mi andMi⊆̇M̄ hold. All following results
also hold if we replace Mi by a set M̄ that is equal up to equivalence of
elements.
A first technical result is that all model-based most specific concepts

are contained in Λi. To show this we introduce lower approximations
for EL⊥gfp-concept descriptions. In Section 4.2 we have introduced pro-
jections onto an attribute set M . One way to approximate an EL⊥gfp-
concept description description C by a description from Λi is to take the
conjunction over prMi

(C). This kind of approximation can be viewed
as least upper bounds for C among the concepts from Λi. We introduce
a second type of approximation, that we call lower approximation.3

Definition 5.4 (Lower Approximation). Let C be an EL⊥gfp-concept
description and i = (∆i, ·i) an interpretation. If C is an ELgfp-concept
description C = (AC , TC) then there is a set of concept names U ⊆ NC
and a set Π containing pairs of role names and ELgfp-concept descrip-
tions such that

C =
l
U u

l

(r,E)∈Π

∃r.E.

In this case the lower approximation of C is defined as

approxi(C) =
l
U u

l

(r,E)∈Π

∃r.Eii.

For C = ⊥ the lower approximation of C is defined as approxi(C) = ⊥.
3One can show that the lower approximation of C is the least specific concept
description from Λi that is subsumed by C, i. e. it is the greatest lower bound for
C in Λi with respect to v. This is a property that we will not use in this thesis.
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5.1 Existence of Finite Bases in EL⊥gfp

Clearly for every concept description C it holds that approxi(C) is in
Λi. This is equivalent to saying that approxi(C) can be expressed in
terms of Mi.

Lemma 5.8. Let C be an EL⊥gfp-concept description and i = (∆i, ·i) an
interpretation. It holds that

Cii v approxi(C) v C

Proof. If C = ⊥ then Cii = ⊥ and approxi(C) = ⊥. Therefore Cii v
approxi(C) v C holds trivially. We now assume that

C =
l
U u

l

(r,E)∈Π

∃r.E

holds for a set of concept names U ⊆ NC and a set Π containing pairs
of role names and ELgfp-concept descriptions.
Lemma 4.1 yields Eii v E for all pairs (r, E) ∈ Π and hence the

monotony of existential quantifiers implies ∃r.Eii v ∃r.E for all pairs
(r, E) ∈ Π. The monotony of conjunctions implies

approxi(C) =
l
U u

l

(r,E)∈Π

∃r.Eii

v
l
U u

l

(r,E)∈Π

∃r.E = C.
(5.4)

Let us look at the set Ci ⊆ ∆i. It holds that

Ci =

l
U u

l

(r,E)∈Π

∃r.E

i

.

From Lemma 4.2 we obtain

Ci =

l
U u

l

(r,E)∈Π

∃r.Eii
i

=(approxi(C))i
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5 Axiomatization of Finite Models

and thus in particular Ci ⊆ (approxi(C))i. Lemma 4.1 (7) shows that

Cii v approxi(C). (5.5)

The claim follows from (5.4) and (5.5).

The fact that all concept descriptions of the form Xi, where X ⊆ ∆i,
are in Λi is a corollary of the previous lemma.

Lemma 5.9. For every set X ⊆ ∆i, the model-based most specific con-
cept Xi in EL⊥gfp can be expressed in terms of Mi.

Proof. From Lemma 5.8 we obtain that

(Xi)ii v approxi(X
i) v Xi.

Lemma 4.1 states that Xiii ≡ Xi and hence the above inequality col-
lapses to

(Xi)ii ≡ approxi(X
i) ≡ Xi.

Since approxi(Xi) can be expressed in terms of Mi the concept descrip-
tion Xi can also be expressed in terms of Mi.

Theorem 5.10. Let i be a finite EL⊥gfp-model. The set

B2 = {C v Cii | C ∈ Λi}

is a finite base for the EL⊥gfp-GCIs holding in i.

Proof. B2 is sound for i since it is a subset of B0 which is sound for
i. Furthermore, B2 is finite since Λi is finite. In Section 5.1.1 we have
presented the base B1 which uses only acyclic left-hand sides. Since B1

is complete it suffices to show that all GCIs from B1 follow from B2.
The GCIs from B1 are of the form D v Dii, where D is acyclic and
D 6= ⊥ holds. The acyclic nature of D allows us to use induction over
the structure of D.
Base Case 1: If D = > then D =

d
∅ and thus D ∈ Λi. Hence, B2

contains D v Dii. In particular D v Dii follows from B2.
Base Case 2: If D = A for some concept name A ∈ NC then D =d
{A} ∈ Λi. Therefore, D v Dii ∈ B2 holds and thus D v Dii follows

from B2.
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5.1 Existence of Finite Bases in EL⊥gfp

Step Case 1: Let D = E u F for some ELgfp-concept descriptions E
and F where by induction hypothesis E v Eii and F v F ii follow from
B2. Let j = (∆j , ·j) be a model in which all GCIs from B2 hold. We
obtain

Dj = (E u F )j = Ej ∩ F j (5.6)

Since all GCIs from B2 hold in j and E v Eii follows from B2 it follows
that j satisfies Ej ⊆ (Eii)j . Likewise j satisfies F j ⊆ (F ii)j . Thus, it
holds that

Ej ∩ F j ⊆ (Eii)j ∩ (F ii)j = (Eii u F ii)j . (5.7)

Lemma 5.9 shows that EiiuF ii is equivalent to some concept description
in Λi. Thus B2 contains Eii u F ii v (Eii u F ii)ii or an equivalent GCI.
Since all GCIs from B2 hold in j we obtain

(Eii u F ii)j ⊆ ((Eii u F ii)ii)j . (5.8)

Lemma 4.2 proves (Eii u F ii)i = (E u F )i and thus

((Eii u F ii)ii)j = ((E u F )ii)j = (Dii)j . (5.9)

(5.6), (5.7), (5.8), and (5.9) show that Dj ⊆ (Dii)j holds, i. e. D v Dii

holds in j. The only assumption we have made about j was that all
GCIs from B2 hold in j. Therefore, D v Dii follows from B2.
Step Case 2: Let D = ∃r.E for some ELgfp-concept description E

where by induction hypothesis E v Eii follows from B2. Let j = (∆j , ·j)
be a model in which all GCIs from B2 hold. Let x be an individual from
∆j . Then

x ∈ Dj ⇔ x ∈ (∃r.E)j

⇔ ∃y ∈ Ej : (x, y) ∈ rj
(5.10)

Since E v Eii follows from B2, j must satisfy Ej ⊆ (Eii)j . We obtain

∃y ∈ Ej : (x, y) ∈ rj ⇒ ∃y ∈ (Eii)j : (x, y) ∈ rj

⇔ x ∈ (∃r.Eii)j .
(5.11)

By definition Mi and thus also Λi contains ∃r.Eii (up to equivalence).
Hence, B2 contains the GCI ∃r.Eii v (∃r.Eii)ii. Since all GCIs from B2

hold in j the GCI ∃r.Eii v (∃r.Eii)ii must also hold in j:

(∃r.Eii)j ⊆ ((∃r.Eii)ii)j (5.12)
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Kirk Luann

Milhouse

Clancy Jackie

Selma

Female,
Mother

Male,
Father

Female,
Mother

Male,
Father

Male Female

c c c c

Figure 5.7: A Model Consisting of Two Families

We can apply Lemma 4.2 and obtain

((∃r.Eii)ii)j = ((∃r.E)ii)j = (Dii)j . (5.13)

(5.10), (5.11), (5.12), and (5.13) show that x ∈ Dj implies x ∈ (Dii)j ,
i. e. D v Dii holds in j. We have shown that D v Dii follows from B2.
It follows that every GCI from B1 follows from B2. Since B1 is com-

plete for i it follows that B2 is also complete for i. Since B2 is also sound
for i this implies that B2 is a finite base for the GCIs holding in i.

Example 5.3. We introduce an example that we will come back to
several times in this chapter and the following. Let the model i describe
two families. The domain of i consists of six persons: Kirk, Luann and
their son Milhouse, as well as Clancy, Jackie and their daughter Selma (cf.
Figure 5.7). As primitive concept names we use Female, Male, Mother,
Father and as role name we use c. In order to compute Mi we first
compute all concept descriptions of the form Xi where X ⊆ ∆i, X 6= ∅.
For matters of convenience, we introduce abbreviations for them, such
as FoD for a concept describing a father of a daughter, PoS for “parent
of son” or MoC for “mother of child”. We obtain 12 model-based most
specific concepts.
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>, MoC = Mother u Female u ∃c.>,
Female, FoC = Father uMale u ∃c.>,
Male, MoD = Mother u Female u ∃c.Female,
PoC = ∃c.>, FoD = Father uMale u ∃c.Female,
PoD = ∃c.Female, MoS = Mother u Female u ∃c.Male,
PoS = ∃c.Male, FoS = Father uMale u ∃c.Male.

(5.14)

We obtain Mi from

Mi = {⊥} ∪ {Mother,Father,Female,Male} ∪ {∃c.Xi | X ⊆ ∆i, X 6= ∅}.

The total number of attributes in Mi is |Mi| = 1 + 4 + 12 = 17. There
are 217 subsets of Mi and thus |Λi| = |B2| = 217. It can be seen that
even the small model i we obtain an impractically large number of GCIs
in B2.

In this section we have shown that B2 is a finite base for the GCIs
holding in i. In particular, this shows that it is possible to axiomatize
every model i in EL⊥gfp. Our aim is to obtain a base that is as small as
possible. In theory it is possible to use a brute force approach in order
to obtain a minimal base from B2. We can look at each GCI in B2 and
check whether it follows from B2. If it does follow we remove it, and if
it does not follow we mark it. This process is repeated until all GCIs
are marked resulting in a minimal base for the GCIs holding in i. This
brute force approach is, however, not very efficient. In the worst case
the size of Mi is already exponential in the size of ∆i since there can be
exponentially many subsets X ⊆ ∆i. Since Λi is exponential in the size
of Mi the size of B2 is double-exponential in the size of ∆i. We wish
to have a smarter approach that does not require computing B2 in its
entirety. This is done in Section 5.2.
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On Computing Mi

So far, we have not addressed the problem of computing the set Mi

itself. Mi is defined as

Mi = {⊥} ∪ NC ∪ {∃r.C | r ∈ NR, C ∈ Xi} (5.15)

where
Xi = {Xi | X ⊆ ∆i, X 6= ∅}.

The most costly task when computing Mi is clearly the computation
of Xi. The naive approach is to compute Xi for every possible subset
X ⊆ ∆i, X 6= ∅. This computation of all subsets requires, of course,
exponential time in the size of ∆i. In this section we show how Next-
Closure can be used to compute Xi more efficiently.
Another way to obtain all concept descriptions of the form Xi where

X ⊆ ∆i, X 6= ∅, makes use of Lemma 4.1. Lemma 4.1 states that
Xi ≡ (Xii)i holds for all X ⊆ ∆i. Thus we obtain

Xi ={(Xii)i | X ⊆ ∆i, X 6= ∅}
={Y i | Y ∈ Yi}

where we define Yi to be the set

Yi = {Xii | X ⊆ ∆i, X 6= ∅}.

The idea is to show that Yi is a closure system and can therefore be
computed using Next-Closure. We show that ·ii : 2∆i → 2∆i is a closure
operator.

Lemma 5.11. The mapping ·ii : 2∆i → 2∆i is a closure operator on ∆i.

Proof. All three properties of closure operators are easy consequences
of Lemma 4.1. ·ii is idempotent: It follows from Lemma 4.1 (5) that
(Xii)ii = Xii for all X ⊆ ∆i. ·ii is extensive: This follows trivially from
Lemma 4.1 (3). ·ii is order-preserving: Let X,Y ⊆ ∆i be two sets of
individuals that satisfy X ⊆ Y . From Lemma 4.1 (1) we obtain Xi v Y i
and from Lemma 4.1 (2) we obtain (Xi)i ⊆ (Y i)i. This proves that ·ii
is a closure operator on ∆i.
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Since ·ii is a closure operator on ∆i we can instantiate Next-Closure in
its general form (Algorithm 1) with ·ii as the closure operator in order to
obtain Yi. Once we have computed Yi we can obtain Xi by applying ·i to
every set Y ∈ Yi. We then obtain Mi from Xi and (5.15). Algorithm 6
shows how Next-Closure can be used to compute Mi.

Algorithm 6 Computing Mi Using Next-Closure
1: input i = (∆i, ·i) {model i}
2: Y0 := ∅ {lectically first set that is closed with respect to ·ii}
3: X0 := ∅, k := 0
4: while Yk 6= ∆i do
5: Yk+1 = lectically smallest subset of ∆i that is

– lectically greater than Yk, and
– closed with respect to ·ii

6: Xk+1 := Xk ∪ {Y ik+1}
7: k := k + 1
8: end while
9: return {⊥} ∪ NC ∪ {∃r.C | C ∈ Xk}

5.2 Reducing the Size of the Base

Let i = (∆i, ·i) be an EL⊥gfp-model and B2 the finite base for the GCIs
holding in i as defined in Theorem 5.10. It has been argued in the
previous section that the base B2 can be very large. The aim of this
section is to identify small subsets of B2 that are still complete. This is
done in the first part of this section using induced contexts and FCA. In
the second part we prove that the reduced base has minimal cardinality
among all the EL⊥gfp-bases for the GCIs of a given model.

5.2.1 Removal of Redundancy Using Induced Contexts
Our approach for axiomatizing finite models uses a combination of both
ideas from Section 4. In Section 5.1.2 we have computed a finite base
for a given model i using model-based most specific concepts. In this
section we use this finite base as a starting point and reduce its size by
applying FCA methods to an induced context.
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In Section 4.2 we have seen that a set of attributes A ⊆ M in an
induced context K can be converted into a concept description by taking
the conjunction

d
A over the attributes in A. The elements of Λi are

obtained as conjunctions of EL⊥gfp-concept descriptions from the set Mi.
Therefore it is natural to view the set Mi as the set of attributes of an
induced context.
Something that we have not talked about in the section about induced

contexts are logical dependencies among attributes. For example, the
attribute set of the context K from Example 4.3 contains the attributes
⊥ and Female. Since Female subsumes ⊥ it would be redundant to add
the GCI ⊥ v Female to the knowledge base. In order to take care of
these logical dependencies among the attributes of an induced context
we introduce background knowledge. Let SMi

be the set of implications

SMi = {{C} → {D} | C,D ∈Mi, C v D} (5.16)

We call SMi
the DL-background knowledge about Mi.

Let Ki be the context induced by Mi and i. D subsumes C if C v D
holds in every interpretation j. Hence, every implication from SMi

holds
in Ki. We prove that there is a correspondence between the SMi

-bases
of Ki and the complete subsets of B2.

Theorem 5.12. Let i = (∆i, ·i) be a model and let Ki be the context
induced by Mi and i. Let L be an SMi-base of Ki that contains only
implications of the form U → U ′′.4 Then

B3 = {
l
U v (

l
U)ii | U → U ′′ ∈ L}

is a finite base for the GCIs holding in i.

Proof. Since B3 is a subset of B2 we know that B3 is finite and that it
is sound for i. It remains to show that B3 is complete for i. We show
that every GCI from B2 follows from B3.
Let j = (∆j , ·j) be a model in which all GCIs from B3 hold. Let

Kj be the context induced by Mi and j. We are now dealing with two
different contexts Kj and Ki. To avoid confusion we will denote the
4If L contains implications of a different type it can be transformed into a SMi

-base
with the same number of implications that contains only implications of the form
U → U ′′ using Lemma 3.4.
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derivation operators from Ki and Kj by ·′i and ·′j , respectively. The
idea of the proof is to first show that all implications from L and SMi

hold in Kj also. From this we conclude that all implications of the form
V → V ′′i , where V is a subset of Mi, hold in Kj . Last, we derive thatd
V v (

d
V )ii holds in j.

We first establish a connection between the derivation operators in
Kj and the interpretation j. Let U ⊆ Mi be a set of attributes in Kj .
Then Lemma 4.10 shows that U satisfies

(
l
U)j = U ′j . (5.17)

We know from Lemma 5.9 that (
d
U)ii can be expressed in terms ofMi.

From Lemma 4.11 we obtain(
(
l
U)ii

)j
=
(
prMi

((
l
U)ii)

)′j
.

Corollary 4.13 proves prMi
((

d
U)ii) = U ′′i . Hence, all subsets U ⊆ Mi

satisfy (
(
l
U)ii

)j
=
(
U ′′i

)′j
. (5.18)

We show that all implications from L hold in Kj . Let U → U ′′i be an
implication from L. Since

d
U v (

d
U)ii holds in j we obtain

(
l
U)j ⊆

(
(
l
U)ii

)j
.

(5.17) and (5.18) yield
U ′j ⊆

(
U ′′i

)′j
.

Hence, all implications from L hold in Kj . The implications from SMi

hold in every induced context with the attribute set Mi.
Let

d
V v (

d
V )ii, where V ⊆ Mi, be a GCI from B2. Clearly,

V → V ′′i holds in the context Ki. Since L is an SMi
-base for Ki the

implication V → V ′′i follows from L and SMi . We have shown that all
implications from L and SMi hold in Kj , thus V → V ′′i also holds in
Kj . This yields

V ′j ⊆
(
V ′′i

)′j
.

Using (5.17) and (5.18) again, we obtain that

(
l
V )j ⊆

(
(
l
V )ii

)j
,
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i. e.
d
V v (

d
V )ii holds in j. Therefore we have shown that every GCI

from B2 follows from B3. Since B2 is complete B3 is also complete for i
and since B3 is also sound it is a base for the GCIs holding in i.

Corollary 5.13. Let i = (∆i, ·i) be a model and let Ki be the context
induced by Mi and i. Let DG

SMi

Ki
be the SMi

-Duquenne-Guigues Base of
Ki. Then

BDG = {
l
U v (

l
U)ii | U → U ′′ ∈ DGSMi

Ki
}

is a finite base for the GCIs holding in i.

We have mentioned earlier that all results from this section also hold,
if we replace Mi by a set of concept descriptions M̄ that is equal up to
equivalence. Let M̄ be a set of EL⊥gfp-concept descriptions that satisfies
M̄=̇Mi. We define S̄ to be the set

S̄ = {{C} → {D} | C,D ∈ M̄, C v D}.

Corollary 5.14. Let i = (∆i, ·i) be a model Define K̄ as the context
induced by M̄ and i. If L is a S̄-base of K̄ that contains only implications
of the form U → U ′′ then

B3 = {
l
U v (

l
U)ii | U → U ′′ ∈ L}

is a finite base for the GCIs holding in i.

Example 5.4. Let us get back to the model from Example 5.3 (cf.
Figure 5.7). The set of attributes Mi is

Mi = {⊥} ∪ {Mother,Father,Female,Male} ∪ {∃c.Xi | X ⊆ ∆i, X 6= ∅}.

The possible values for Xi, where X ⊆ ∆i, X 6= ∅, are listed in
(5.14). Table 5.1 shows the context Ki induced by Mi and i. In or-
der to obtain the DL-background knowledge about Mi the whole set
Mi has to be classified. The result of the classification is shown in Fig-
ure 5.8. SMi contains an implication {C} → {D} if it is possible to
move upwards along edges from C to D in Figure 5.8. The SMi-pseudo-
intents of Ki can be obtained using Algorithm 5. They are the seven
sets {Female,Male}, {Mother}, {Father}, {Female,∃c.>}, {Male,∃c.>},
{∃c.>,∃c.Female,∃c.Male} and {∃c.>,∃c.PoC}. The SMi

-pseudo-intents
yield the following GCIs
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Table 5.1: The Induced Context Ki Corresponding to the Model from
Figure 5.7
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em
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∃c
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em
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∃c
.P
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oS
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∃c
.F
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.M

oD
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oD

∃c
.M

oS

∃c
.F
oS

Kirk × × × ×
Luann × × × ×
Milhouse ×
Clancy × × × ×
Jackie × × × ×
Selma ×

• Female uMale v ⊥,

• Mother v Female u ∃c.>,

• Father v Male u ∃c.>,

• Female u ∃c.> v Mother,

• Male u ∃c.> v Father,

• ∃c.Male u ∃c.Female v ⊥, and

• ∃c.∃c.> v ⊥.

This demonstrates that using induced contexts and background knowl-
edge we can reduce the size of the base B2, which is 217 for this model,
to only 6 GCIs in BDG . The total number of attributes is only 17. 17 at-
tributes may appear to be a large number, but one has to consider that
there are 256 possible EL-concept description of role depth less than
or equal to 2 over the signature of i counting only those that cannot
be written as a conjunction (We need to compute GCIs at least up to
role depth 2 since 2 is the greatest role depth that occurs as a left-hand
side BDG). If we naively increase the role depth of attributes in the
induced context we have to add all of these 256 attributes. Thus, we
see a tremendous improvement with respect to the size of the context
compared to this naive approach.
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∃c.>

∃c.Female ∃c.PoC ∃c.Male

∃c.MoC ∃c.PoD ∃c.PoS ∃c.FoC

∃c.MoD ∃c.MoS ∃c.FoD ∃c.FoSFemale Male Mother Father

⊥

Figure 5.8: Background Knowledge

5.2.2 Minimal Cardinality
Example 5.4 demonstrates that BDG is small compared to the bases
that we have seen before. In this section we demonstrate that it even
has minimal cardinality among all bases for the EL⊥gfp-bases holding in i.
Our proof makes use of Theorem 3.8, which states that the S-Duquenne-
Guigues Base DGSK is a minimal cardinality S-base of K. One of the
arguments in the proof of Theorem 3.8 uses the following property of
implications in FCA. Let K = (G,M, I) be a formal context, U, V ⊆M
sets of attributes, where V 6⊆ U , and L a set of implications. Then it
holds that

U → V follows from L =⇒ ∃(A→ B) ∈ L : A ⊆ U and B 6⊆ U (5.19)

In other words if there is a non-trivial implication U → V that follows
from L, then U does not respect all implications from L. This property
cannot be translated to the EL⊥gfp-setting by naively replacing implica-
tions by GCIs and replacing the subset relation ⊆ by the subsumption
relation w. For example the GCI

∃marriedTo.Parent v ∃marriedTo.∃hasChild.>
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follows from the set of GCIs B = {Parent v ∃hasChild.>}, even though B
does not contain an implication C v D satisfying C v ∃marriedTo.Parent
and D 6v ∃marriedTo.Parent. Inferences in EL⊥gfp can take place “behind”
existential quantifiers.5

The set Λi as defined in Definition 5.3 contains only concept descrip-
tions where every quantifier is followed by a model based most specific
concept. Every description C ∈ Λi, C 6= ⊥, can be written as

C ≡
l
U u

l

(r,Y )∈Π

∃r.Y i,

for a set of concept names U ⊆ NC and a set of pairs Π ⊆ NR × 2∆i .
For the special case of descriptions of this form we can find a result
that is similar to (5.19). Remember that model based most specific
concepts Y i can be obtained as the least common subsumer of all concept
descriptions {y}i, y ∈ Y (Lemma 4.6). The least common subsumer is
obtained by forming the product of the EL-description graphs of the
descriptions {y}i (Lemma 2.4). By Lemma 4.5 the description graphs
of {y}i are identical to the description graphs of i, and hence GY i is the
product of n = |Y | instances of the description graph Gi of i. We prove
a technical result about the product of EL-description graphs.

Lemma 5.15. Let i = (∆i, ·i) be an EL⊥gfp-interpretation and Gi its EL-
description graph. Let n be a natural number and Gn = Gi ⊗ · · · ⊗ Gi
be the product of n instances of Gi. Define in = (∆n, ·in) to be the
model that can be obtained from Gn using Definition 2.22. Then every
EL⊥gfp-GCI that holds in i also holds in in.

Proof. We only give an outline of the proof for the case where C 6= ⊥
and D 6= ⊥. The case where D = ⊥ uses a similar argument and the
case where C = ⊥ is trivial. Let C v D, where C = (AC , TC) and
D = (AD, TD), be a GCI that holds in i. Since in is obtained from Gn
it holds that ∆in = ∆i×·×∆i. Let (x1, . . . , xn) ∈ Cin be an individual
in the extension of C in in. The outline of the proof is as follows: One
first shows that (x1, . . . , xn) ∈ Cin implies that the individuals xk, for
all 1 ≤ k ≤ n, are in Ci. Since C v D holds in i this implies xk ∈ Di

for all 1 ≤ k ≤ n. Last we derive (x1, . . . , xk) ∈ Din . To prove xk ∈ Ci

5In a rule based calculus this must be taken care of by introducing an ∃-lifting rule
as in Definition 3.3 of [Rud06]
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and to prove (x1, . . . , xk) ∈ Din we construct simulations and apply
Lemma 2.2. We only give the formal definitions of the corresponding
simulations and omit the technical verification of properties (S1) and
(S2).
Lemma 2.2 and (x1, . . . , xk) ∈ Cin yield that there is a simulation Z1

from GTC to Gn that contains (AC , (x1, . . . , xn)). For each k, 1 ≤ k ≤ n,
we define a relation

Zk1 =
{

(B, y) | ∃y1, . . . , yk−1, yk+1, . . . , yn :

(B, (y1, . . . , yk−1, xk, yk+1, . . . , yn)) ∈ Z1

}
.

It can be shown that for all k the relation Zk1 is a simulation from GTC to
Gi containing (AC , xk). Then Lemma 2.2 proves that (x1, . . . , xn) ∈ Cin
implies xk ∈ Ci for all k ∈ {1, . . . , n}.
Now assume that xk ∈ Di holds for all 1 ≤ k ≤ n. Lemma 2.2 implies

that for each k, 1 ≤ k ≤ n, there is a simulation Zk2 from GTD to Gi
that contains (AD, xk). Define

Z2 = {(B, (y1, . . . , yn)) | ∀1 ≤ k ≤ n : (B, yn) ∈ Zk2 }.

One can show that Z2 is a simulation from GTD to Gn that contains
(AD, (x1, . . . , xk). Lemma 2.2 proves that xk ∈ Di for all k ∈ {1, . . . , n}
implies (x1, . . . , xn) ∈ Din .

Lemma 5.16. Let i = (∆i, ·i) be an interpretation and B a set of EL⊥gfp-
GCIs that hold in i. Let C = (AC , TC) ∈ Λi be an EL⊥gfp-concept de-
scription from Λi and let D = (AD, TD) be an EL⊥gfp-concept description
such that C 6v D. Then it holds that

C v D follows from B =⇒ ∃(E v F ) ∈ B : C v E and C 6v F. (5.20)

Proof. We know that C 6= ⊥ because this would contradict C 6v D.
Since C ∈ Λi holds C can be written as

C ≡
l
U u

l

(r,Y )∈Π

∃r.Y i.

for some set of concept names U ⊆ NC and some set of pairs Π ⊆
NR × 2∆i .
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Figure 5.9: Description Graph of C ∈ Λi

Let GC be the description graph of C. The graph GC consists of a
vertex AC which is connected by an r-edge to the description graph GY i

of Y i for each pair (r, Y ) ∈ Π (Figure 5.9).
Let iC = (∆iC , ·iC ), where ∆iC = ND(TC) be the model that is ob-

tained from GC according to Definition 2.22. In our proof we proceed
as follows. First we show that iC cannot be a model of B, and thus
there must be a GCI E v F from B that does not hold in iC . Using
the technical Lemma 5.15 we can show that the parts of iC that cor-
respond to some GY i cannot contain a counterexample to E v F , and
therefore the counterexample has to be the individual that corresponds
to the root concept AC . Translating the model iC back into the concept
description then yields the claim.
We know that C 6v D holds. Therefore Lemma 2.3 implies that there

is no simulation from GD to GC containing (AD, AC). Lemma 2.2 shows
that AC viewed as an individual in ∆iC is not an element of DiC . Hence,
C v D does not hold in iC . Because C v D follows from B there must
be some GCI E v F from B that does not hold in iC . Thus, there is an
individual x ∈ ∆iC with x ∈ EiC but x /∈ F iC .
Each description graph GY i is the product of n = |Y | instances of the

description graph Gi of i. We know that all implications from B hold in
i. Lemma 5.15 implies that all implications from B hold in all models
that correspond to GY i for (r, Y ) ∈ Π. Thus y 6= AC and y ∈ EiC

implies y ∈ F iC . This shows that x = AC .
Because x = AC ∈ EiC holds Lemma 2.2 shows that there is a simu-

lation from E to AC in iC . Since iC and TC have the same description
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graph Z must also be a simulation from E to C. By Lemma 2.3 this
proves C v E. Analogously we can derive from x = AC /∈ F iC that
C 6v F .

Lemma 5.17. Let C be an ELgfp-concept description, U ⊆Mi a subset
of Mi. Then

d
U v C implies

d
U v approxi(C).

Proof. C can be written as

C ≡
l
S u

l

(r,D)∈Π

∃r.D.

for some set of concept names S ⊆ NC and some set of pairs Π of role
names and ELgfp-concept descriptions. The approximation approxi(C)
is defined as

C ≡
l
S u

l

(r,D)∈Π

∃r.Dii.

d
U v C yields that A ∈ S implies A ∈ U . Likewise,

d
U v C implies

that for every concept description ∃r.D, where (r,D) ∈ Π, there must be
some description ∃r.Xi ∈ U that satisfies ∃r.Xi v ∃r.D. Then X also
satisfiesXi v D. Lemma 4.1 yieldsXi ≡ Xiii v Dii and ∃r.Xi v ∃r.Dii

follows. We therefore obtain
l
U v

l
S u

l

(r,D)∈Π

∃r.Dii.

Thus,
d
U v approxi(C) holds.

Theorem 5.18. Let i = (∆i, ·i) be a finite model and let BDG be defined
as in Corollary 5.13. Then the base BDG has minimal cardinality among
all bases for the GCIs holding in i.

Proof. Assume that B is some finite base for the GCIs that hold in i.
We show that B contains at least as many GCIs as BDG . Without loss of
generality we can assume that B contains only GCIs of the form E v Eii.
The number of GCIs in BDG equals the number of implications inDGSMi

Ki
,

where Ki is the context induced byMi and i, SMi
is the DL-background

knowledge about Mi and DG
SMi

Ki
is the SMi-Duquenne Guigues Base for

Ki.
|BDG | = |DG

SMi

Ki
| (5.21)
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We define LB to be the set of implications

LB = {prMi
(approxi(E))→ prMi

(Eii) | (E v Eii) ∈ B}.

Clearly, LB contains at most as many implications as there are GCIs in
B.

|LB| ≤ |B| (5.22)

Therefore in order to prove that B contains at least as many GCIs as
BDG , it suffices to show that LB contains at least as many implications
as DGSMi

Ki
. To prove

|DGSMi

Ki
| ≤ |LB| (5.23)

it suffices to show that LB is an SMi
-base for Ki. Then (5.23) follows

from Theorem 3.8.
Soundness: Let prMi

(approxi(E)) → prMi
(Eii) be an implication

from LB. Then B contains E v Eii. Since approxi(E) can be expressed
in terms of Mi it follows from Lemma 4.11 that(

prMi
(approxi(E))

)′
= (approxi(E))i

holds. Lemma 5.8 yields approxi(E) v E and thus Lemma 4.1 implies

(approxi(E))i ⊆ Ei ≡ (Eii)i.

Since Eii can be expressed in terms of Mi we obtain

(Eii)i =
(
prMi

(Eii)
)′
.

from Lemma 4.11. We have thus shown that
(
prMi

(approxi(E))
)′ ⊆(

prMi
(Eii)

)′ holds. Therefore prMi
(approxi(E)) → prMi

(Eii) holds in
Ki.
Completeness: To prove completeness of LB ∪ SMi

it suffices to show
that no set U ⊆Mi with U 6= U ′′ respects all implications from LB∪SMi .
Let U ⊆Mi be a subset of Mi with U 6= U ′′. Assume that U respects

all implications from SMi
. U 6= U ′′ implies that there is some attribute

D ∈ Mi \ U such that all x ∈ U ′ satisfy xID, i. e. all x ∈ U ′ satisfy
x ∈ Di. This implies U ′ ⊆ Di. Lemma 4.10 implies that U ′ = (

d
U)i

holds. We obtain (
d
U)i ⊆ Di. Therefore, Lemma 4.1 yields

(
l
U)ii v D. (5.24)
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Because U respects all implications from SMi
and because of D 6∈ U we

obtain that F 6v D for all F ∈ U . Since D is from Mi and thus either a
concept name or of the form ∃r.Xi for some r ∈ NR and some X ⊆ ∆i

it follows that l
U 6v D (5.25)

holds. (5.24) and (5.25) imply

l
U 6v (

l
U)ii. (5.26)

Lemma 5.16 and (5.26) show that there is some GCI E v Eii ∈ B
such that

d
U v E while

d
U 6v Eii. We show that U does not respect

prMi
(approxi(E)) → prMi

(Eii). From Lemma 5.17 and
d
U v E we

obtain
d
U v approxi(E). Projections are antitone, which implies

prMi
(approxi(E)) ⊆ U.

Assume that prMi
(Eii) ⊆ U and therefore

d
U v

d
prMi

(Eii) holds.
Because Eii can be expressed in terms ofMi it holds that

d
prMi

(Eii) ≡
Eii. This contradicts

d
U 6v Eii. Therefore the assumption prMi

(Eii) ⊆
U must be false. Thus U does not respect the implication

prMi
(approxi(E))→ prMi

(Eii).

We have thus shown that for every U ⊆ Mi with U 6= U ′′ there is
either an implication from SMi

that is not respected by U or there is
an implication from LB that is not respected by U . Therefore LB ∪SMi

is complete for Ki. Since it is also sound it is an SMi
-base for Ki.

Therefore, (5.23) follows from Theorem 3.8, which states that DGSMi

Ki

has minimal cardinality among all the Si-bases for Ki. From (5.21),
(5.22) and (5.23) we obtain that B contains at least as many GCIs as
BDG .

In this section we have shown that BDG has minimal cardinality among
all the EL⊥gfp-bases of a given model. This demonstrates that our choice
of the attribute set Mi combined with the FCA theory for formal con-
texts with background knowledge is efficient.
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5.3 Obtaining an EL⊥-Base from an
EL⊥gfp-Base

From the previous sections we know how to compute a finite base B3

for the EL⊥gfp-GCIs holding in a finite model i using induced contexts
and formal concept analysis. This finite base B3 is at the same time
a general TBox that has i as its model. The EL⊥gfp-concept descrip-
tions that occur in the GCIs from B3 contain TBoxes themselves. While
the general TBox B3 uses descriptive semantics, the TBoxes within the
EL⊥gfp-concept descriptions are cyclic TBoxes with greatest-fixpoint se-
mantics. The result is a TBox which does not stay within the limits of
EL++.6 Since EL++ is more widely used we would like to modify the
base B3 such that its GCIs can be added to an existing EL++-knowledge
base. To this purpose, we need to find a base that uses only acyclic
EL⊥gfp-concept descriptions, since acyclic EL⊥gfp-concept descriptions are
equivalent to EL⊥-concept descriptions.
Our approach uses the unravellings that have been introduced in Sec-

tion 5.1.1. Let i be a model and let B be a finite EL⊥gfp-base for i. We
construct a finite base that uses only acyclic EL⊥gfp-concept descriptions
as follows. Let B4 be the set of GCIs

B4 ={Cd v (Cii)d | C v D ∈ B}∪
{(Xi)d v (Xi)d+1 | X ⊆ ∆i, X 6= ∅},

(5.27)

where d is defined as in Lemma 5.5, and where Cd denotes the unravelling
of C up to role depth d. The proof that this is a base for i requires the
following simple property for unravellings.

Lemma 5.19. Let C = (AC , TC) and D = (AD, TD) be ELgfp-concept
descriptions. Then it holds that

• (∃r.C)d ≡ ∃r.Cd−1, and

• (C uD)d ≡ Cd uDd,

where (∃r.C)d, Cd, (C uD)d and Dd denote the unravelling of ∃r.C, C,
C uD and D up to role depth d, respectively.
6cf. Section 8.3 for variants of EL that allow for both cyclic and descriptive seman-
tics
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Proof. This result is relatively easy to see, but becomes tedious if we
want to prove it formally using simulations. We only give a rough outline
for the proof of the first result. We need to construct a simulation from
the description graph (∃r.C)d to ∃r.Cd−1 and vice versa. We first analyze
what the sets of defined concept names in (∃r.C)d and ∃r.Cd−1 are. By
definition ∃r.C = (A∃r.C , T∃r.C), where

T∃r.C = {A∃r.C ≡ ∃r.AC} ∪ TC .

The defined concept names of T d∃r.C are the paths in the description
graph of T∃r.C that start in A∃r.C whose length is bounded by d. These
paths are of the form A∃r.Crw where w is a path in the description
graph of TC whose length is bounded by d− 1.

ND(T d∃r.C) = {A∃r.C}∪{A∃r.Crw | w path in GTC with length(w) ≤ d}

The concept description ∃r.Cd−1 is defined to be the pair ∃r.Cd−1 =
(A∃r.Cd−1

, T∃r.Cd−1
) where

T∃r.Cd−1
= {A∃r.Cd−1

≡ ∃r.AC} ∪ T d−1
C

The defined concept names in T∃r.Cd−1
are A∃r.Cd−1

and the defined
concept names from T d−1

C . Hence,

ND(T∃r.Cd−1
) = {A∃r.Cd−1

}
∪ {w | w path in GTCwith length(w) ≤ d− 1}

The relation

Z = {(A∃r.C , A∃r.Cd−1
)} ∪

{
(A∃r.Crw

′,w′) | w′ path in GTC
starting in AC of length less than d

}
is a simulation from (∃r.C)d to ∃r.Cd−1. We omit the proof since it
is very similar to many earlier proofs. Lemma 2.3 yields ∃r.Cd−1 v
(∃r.C)d. Analogously, one can show that (∃r.C)d v ∃r.Cd−1 using the
inverse of Z as the simulation. This proves (∃r.C)d ≡ ∃r.Cd−1. (C u
D)d ≡ Cd uDd can be shown analogously.

It has been mentioned in Section 5.2.2 that inference in EL⊥gfp can
take place “behind an existential quantifier”. A special case of such an
inference is the following easy and well-know fact from description logics.
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Lemma 5.20. Let C and D be EL⊥gfp-concept descriptions and r ∈ NR
a role name. Then ∃r.C v ∃r.D follows from {C v D}.

Proof. Let i = (∆i, ·i) be a model of {C v D}. Let x ∈ (∃r.C)i be an
individual. By definition of the semantics of the existential quantifier
this implies that there is some individual y ∈ Ci such that (x, y) ∈ ri.
Since i is a model of {C v D} it follows that Ci ⊆ Di and hence y ∈ Di.
This means that x ∈ (∃r.D)i. We have shown that (∃r.C)i ⊆ (∃r.D)i

holds in i. Thus ∃r.C v ∃r.D follows from {C v D}.

Theorem 5.21. If B is a finite base for the model i then B4 as de-
fined in (5.27) is a finite base for i that contains only acyclic concept
descriptions.

Proof. The idea is to show that every GCI of the form (Xi)d v Xi

follows from the second part of B4, i. e. from B′4 = {(Xi)d v (Xi)d+1 |
X ⊆ ∆i, X 6= ∅}.

We first show a weaker result, namely that every GCI of the form
(Xi)k v (Xi)k+1 where k ≥ d and where X ⊆ ∆i, X 6= ∅ follows from
B′4. We prove this by induction over k.
Base Case: The claim holds trivially for k = d. Step Case: Assume

that (Xi)l v (Xi)l+1 follows from B4
′ for all l ∈ {d, . . . , k−1}. We know

from Lemma 5.9 that for every X ⊆ ∆i the description Xi is expressible
in terms of Mi. Since X 6= ∅, and thus Xi 6= ⊥, there must be a set of
concept names U ⊆ NC and a set of pairs Π ⊆ NR × 2∆i such that

Xi ≡
l
U u

l

(r,Y )∈Π

∃r.Y i.

Lemma 5.19 proves

(Xi)k ≡
l
U u

l

(r,Y )∈Π

∃r.(Y i)k−1. (5.28)

By induction hypothesis (Y i)k−1 v (Y i)k follows from B′4. Lemma 5.20
implies that

l
U u

l

(r,Y )∈Π

∃r.(Y i)k−1 v
l
U u

l

(r,Y )∈Π

∃r.(Y i)k. (5.29)
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follows from B′4. Using Lemma 5.19 again, we obtain

l
U u

l

(r,Y )∈Π

∃r.(Y i)k ≡

l
U u

l

(r,Y )∈Π

∃r.Y i

k+1

≡ (Xi)k+1.

(5.30)

(5.28), (5.29) and (5.30) show that (Xi)k v (Xi)k+1 follows from B′4.
The next step is to show that all GCIs of the form (Xi)d v Xi follow

from B′4. The case where Xi = ⊥ is trivial. Therefore, we can assume
X 6= ∅. Let j = (∆j , ·j) be an interpretation in which all GCIs from
B′4 hold. Let X ⊆ ∆i be a subset of ∆i and let y be an individual
y ∈ ((Xi)d)

j . Since all GCIs of the form (Xi)d v (Xi)d+1 follow from
B′4 it holds that

((Xi)d)
j ⊆ ((Xi)d+1)j ⊆ ((Xi)d+2)j ⊆ . . .

Hence y ∈ ((Xi)k)j holds for all k ≥ d. From Lemma 5.5 we know that
if k is large enough then ((Xi)k)j = (Xi)j . Since y ∈ ((Xi)k)j holds for
arbitrarily large k it follows that y ∈ (Xi)j holds. We have shown that
((Xi)d)

j ⊆ (Xi)j holds in j. Hence (Xi)d v Xi follows from B′4.
To prove completeness of B4 we show that every GCI from B follows

from B4. Let C v D be a GCI from B. We already know that (Cii)d v
Cii follows from B′4 and thus from B4. By definition B4 contains the
GCI Cd v (Cii)d. Therefore Cd v Cii follows from B4. Since Cd v C
holds for all unravellings the GCI C v Cii also follow from B4. Finally,
Lemma 4.3 shows that C v D follows from B4. We have shown that
all GCIs from B follow from B4. Since B is complete for i the set of
implications B4 must be complete as well.
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In the previous chapter we have presented a method for computing a
finite base for an a priori given model. This base can be used as a
starting point for an ontology. There is one problem with this approach.
If the chosen model was to restricted it possibly satisfies GCIs that do
not hold in all intended models of the knowledge base. In this case
the knowledge engineer has to weaken or remove some of the GCIs. In
this chapter we present a procedure to assist the knowledge engineer.
Our procedure has been inspired by Attribute Exploration from FCA
and is therefore called Model Exploration. Like Attribute Exploration,
which begins with a smaller context that is extended until it contains
all relevant counterexamples, Model Exploration starts with a smaller
model that is extended by adding counterexamples. Upon termination,
Model-Exploration produces as output the final model and a finite base
for the implications holding in it.

The first section of this chapter addresses a problem that arises from
the nature of the base B3 from the previous chapter. To compute the
base B3 for a given model i we need to generate an induced context whose
attribute set Mi is obtained from the model i itself. In the beginning
of an exploration procedure the model i is not known completely and
neither is Mi. We therefore need an algorithm for computing a finite
base for i, where attributes are added on the fly as they become known.
Such an algorithm is presented in the first section. In the second part
we present an exploration formalism based on the algorithm from the
first section.
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6.1 A Practical Algorithm for Computing
Bases

In the previous section we have shown how a finite base B3 for a given
model i can be obtained. In this section we present an alternative al-
gorithm that can also compute a finite base for a model i. Instead of
computing the complete set of attributes Mi in advance, it starts with a
smaller set of attributesM0 which is gradually enlarged. In the first part
of this section we describe the underlying FCA theory. We show that
Next-Closure can be modified to deal with growing sets of attributes.
The second part describes our algorithm for computing a finite base,
which is based on this modification of Next-Closure.

6.1.1 A Next-Closure-Algorithm for Growing Sets of
Attributes

The Procedure without Background Knowledge

Let K = (G,M, I) be a context. We present an algorithm (Algorithm 7)
that computes an implicational base of K. Algorithm 7 is a modification
of the Next-Closure-algorithm for computing the Duquenne-Guigues
Base of a given context (Algorithm 3). It is tailored to the following
scenario. We want to compute an implicational base for a context K,
whose set of attributes initially is only partially known. We assume that
the input of the algorithm is a context K0 = (G,M0, I0), whereM0 ⊆M
and I0 = I ∩ (G ×M0). As we find new implications more attributes
become known. For now, we assume that the attributes are obtained
from an unspecified outside source. Neither do we make restrictions
to the nature of this outside source nor to the attributes themselves.
We show that Next-Closure is robust enough to obtain an implicational
base (or an S-base if background knowledge is present) even if the set of
attributes is growing during the process of computing new attributes.
Some readers may be familiar with Object Exploration [Stu96c]. Ob-

ject Exploration is the dual setting to Attribute Exploration where all
objects of a context are known and attributes are added by a human
expert. Even though both formalisms start with an incomplete set of
attributes they should not be confused. Object Exploration computes a
base for implications between sets of objects, while our algorithm com-
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putes implications between sets of attributes. In object exploration new
attributes are required to be counterexamples to previously rejected ob-
ject implications. We do not make such a requirement.
In each iteration of Algorithm 7 we compute a new left-hand side Pk

for an implication. Afterwards, the outside source is allowed to add new
attributes, which yields a new context Kk+1 = (G,Mk+1, Ik+1). The
new set of attributes Mk+1 must contain the previous set of attributes
Mk and the incidence relation Ik+1 must coincide with Ik on Mk, i. e.
Mk ⊆Mk+1 ⊆M and Ik = Ik+1∩(G×Mk). We furthermore require the
new attributes to be smaller than the previously known attributes with
respect to the total order < on M . This ensures that all sets containing
a new attribute are lectically larger than all previously computed left-
hand sides.
Once the new context Kk+1 has been obtained we need to take care of

the fact that when the attribute set is extended the closure operator ·′′
also changes. Therefore after adding new attributes, the right-hand sides
of all previously computed implications need to be updated yielding a
new set of implications Lk+1. In order to make it clear which context
we are referring to when using the derivation operators we add an index,
e. g. P ′′kk denotes the set that is obtained by applying the two derivation
operators from Kk to Pk.
At the end of each iteration a new left-hand side Pk+1 is obtained as

the next closure of Pk with respect to Lk+1(·), i. e. the lectically smallest
set of attributes that is lectically greater than Pk and respects all impli-
cations from Lk+1. It can be computed effectively using Lemma 3.2.
Provided that from a certain point on no new attributes are added

it is obvious that Algorithm 7 terminates. The final set of attributes
M has only finitely many subsets and the lectic order ensures that no
subset ofM is obtained twice as a left-hand side. Therefore, the number
of iterations is bounded by 2|M |.

Lemma 6.1 (Termination of Algorithm 7). If there is a natural number
r ∈ N such that Mk = Mr for all k ≥ r then Algorithm 7 terminates.

Assume that Algorithm 7 terminates after the n-th iteration for some
n ∈ N. Its output is the set of implications Ln which is obtained as

Ln = {Pr → P ′′nr | Pr 6= P ′′nr , r ∈ {0, . . . , n− 1}}.
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Algorithm 7 Computing a Base for the Case of a Growing Set of At-
tributes
1: input K0

2: P0 := ∅, k := 0 {initialization}
3: while Pk 6= null do
4: input Kk+1 = (G,Mk+1, Ik+1) {obtaining new attributes}
5: Lk+1 := {Pr → P

′′k+1
r | Pr 6= P

′′k+1
r , r ∈ {0, . . . , k}} {updating

implications}
6: if Pk = Mk = Mk+1 then
7: Pk+1 := null
8: else
9: Pk+1 := lectically smallest subset of Mk+1 that is

– lectically greater than Pk, and
– respects all implications from Lk+1.

10: end if
11: k := k + 1
12: end while
13: return Lk

We will now present an algorithm that extends Algorithm 7 by introduc-
ing background knowledge. Algorithm 7 is a special case of Algorithm 8
where we define the background knowledge to be empty. Therefore we
can postpone the proof than Ln is a base for Kn.

The Procedure with Background Knowledge

Algorithm 8 is an extension of Algorithm 7 that allows for background
knowledge. If we decide to allow growing sets of attributes in Algo-
rithm 5 it is natural to also allow the background knowledge to grow.
When a new attribute is added there is likely some background knowl-
edge about this new attribute that needs to be added as well. Thus, we
start with an original set of background knowledge S0 and allow that in
the k-th iteration a new set of background knowledge Sk can be provided
(again from an unspecified source). This new set Sk has to contain the
previous background knowledge Sk−1.
Like for Algorithm 7, it is not hard to see that Algorithm 8 terminates

if from a certain point on no new attributes are added.
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Algorithm 8 Computing a Base for the Case of a Growing Set of At-
tributes with Background Knowledge
1: input K0, S0 {context K0 and background knowledge S0}
2: P0 := ∅, k := 0 {Initialization}
3: while Pk 6= null do
4: input Kk+1 = (G,Mk+1, Ik+1) {obtaining new attributes}
5: input Sk+1 {obtaining new background knowledge}
6: Lk+1 := {Pr → P

′′k+1
r | Pr 6= P

′′k+1
r , r ∈ {0, . . . , k}} {updating

implications}
7: if Pk = Mk = Mk+1 then
8: Pk+1 := null
9: else

10: Pk+1 := lectically smallest subset of Mk+1 that is
– lectically greater than Pk, and
– respects all implications from Lk+1 ∪ Sk+1.

11: end if
12: k := k + 1
13: end while
14: return Lk

117



6 Exploration of EL⊥gfp-Models

Lemma 6.2 (Termination of Algorithm 8). If there is a natural number
n ∈ N such that Mk = Mn for all k ≥ n then Algorithm 8 terminates.

We now assume that Algorithm 8 has terminated after the n-th itera-
tion for some n ∈ N. We want to prove that the final set of implications
Ln is an Sn-base of the final context Kn.

Lemma 6.3. Let Q ⊆Mn be a subset of the final set of attributes Mn.
Then

• if Q = Q′′n then there is some k ∈ {0, . . . , n} such that Q = Pk,
and

• if Q 6= Q′′n then Q does not respect all implications from Ln ∪Sn.

Proof. The case Q = ∅ is trivial because of P0 = ∅. The following
arguments apply to the case Q 6= ∅ independently whether Q = Q′′n

or Q 6= Q′′n holds. Since Algorithm 8 has terminated after the n-
th iteration it holds that Pn = null and Pn−1 = Mn−1 = Mn since
otherwise the algorithm cannot leave the while-loop. Pn−1 = Mn ≥ Q
holds with respect to the lectic order, because the lectic order extends
the subset order and Q ⊆ Mn holds. Thus there is a set Pk that is
lectically greater or equal to Q. Since there are only finitely many Pk
there must be some natural number r ∈ {1, . . . , n−1} such that Pr ≥ Q
and Pr−1 < Q holds with respect to the lectic order. We show that all
attributes from Q are already known in the r-th iteration, i. e. Q ⊆Mr

holds. Assume that Q contains an attribute m ∈ Mn \Mr. Attributes
that are added later are smaller than attributes that have been added
earlier. Therefore Q would be lectically greater than any subset of Mr

and in particular greater than Pr. Hence such an attribute m cannot
exist and therefore Q ⊆Mr must hold.
We consider the case Q = Q′′n . As a concept intent Q′′n respects all

implications that hold in Kn. In particular it respects all implications
from Lr ∪ Sr. Furthermore, Q satisfies Pr−1 < Q ≤ Pr. Therefore, in
the r-th iteration of Algorithm 8 Q is the lectically next subset of Mr

such that Pr−1 < Q and Q respects all implications from Lr∪Sr. Hence
it holds that Q = Pr.
We now look at the second case Q 6= Q′′n . If there is an implication

from Sn that is not respected by Q then the original claim holds trivially.
Furthermore, if Q = Pr then Ln contains the implication Q → Q′′n
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which is not respected by Q, because we know that Q 6= Q′′n . Therefore
the claim also holds.
We examine the remaining case where Q respects all implications from

Sn and Q 6= Pr holds. Assume that Q respects all implications from Lr.
Q respects all implications from Sn and thus also all implications from
Sr ⊆ Sn. Then Q is the lectically smallest subset of Mr that satisfies
Q > Pr−1 and respects all implications from Lr ∪ Sr. This contradicts
the fact that Q 6= Pr. Therefore, the assumption that Q respects all
implications from Lr must be false.
We have thus shown that there must be an implication P → P ′′r from
Lr that is not respected by Q, i. e.

P ⊆ Q, and P ′′r 6⊆ Q.

We show that Q does not respect P → P ′′n either. Since the incidence
relation In from Kn extends Ir from Kr it holds that

P ′r = {g ∈ G | ∀m ∈ P : gIrm} = {g ∈ G | ∀m ∈ P : gInm} = P ′n .

And furthermore since Mr ⊆Mn it holds that

P ′′r = {m ∈Mr | ∀g ∈ P ′r : gIrm}
⊆ {m ∈Mn | ∀g ∈ P ′n : gInm} = P ′′n .

P ′′r ⊆ P ′′n implies P ′′n 6⊆ Q and therefore Q does not respect P →
P ′′n .

Using Lemma 6.3 it requires only a standard argument from FCA to
show that Ln ∪ Sn is complete.

Theorem 6.4. Upon termination the set Ln is an Sn-base of Kn.

Proof. Ln is sound for Kn since it contains only implications of the
form Q → Q′′n . To prove that Ln ∪ Sn is complete we show that all
implications of the form Q→ Q′′n follow from Ln ∪Sn. Let Q ⊆Mn be
a set of attributes, and let R ⊆ Mn be a set of attributes that respects
all implications from Ln. We show that Q→ Q′′n follows from Ln ∪ Sn
by proving that R also respects Q → Q′′n . From Lemma 6.3 it follows
that R = R′′n . If Q 6⊆ R then R trivially respects Q → Q′′n . If Q ⊆ R
then R = R′′n yields

Q ⊆ R′′n .
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Lemma 3.1 yields
Q′′n ⊆ (R′′n)′′n

and therefore
Q′′n ⊆ R′′n = R

follows from Lemma 3.1. Hence R respects Q → Q′′n . We have thus
shown that Q→ Q′′n follows from Ln∪Sn. Since {Q→ Q′′n | Q ⊆Mn}
is complete for K (cf. Lemma 3.4) the set Ln ∪ Sn is also complete for
K. Correctness of Ln follows immediately from Lemma 3.1. Thus Ln is
an Sn-base for Kn.

As mentioned previously Algorithm 7 is a special case of Algorithm 8
where we define Sk = ∅ for all k ∈ {0, . . . , n}. This gives us the following
corollary.

Corollary 6.5. Assume that Algorithm 7 terminates after the n-th it-
eration. Then the set Ln which is returned by Algorithm 7 is a base for
Kn.

Algorithms 7 and 8 show that Next-Closure is robust enough to deliver
a base of a context K, even if not all attributes of that context are
known from the beginning. Unfortunately, in contrast to the classical
Algorithms 3 and 5 the resulting base is not guaranteed to have minimal
cardinality. We illustrate this using an example.

Example 6.1. We start with the context K0 shown in Table 6.1 with
the attribute set M0 = {A}. No new attributes are added in the first
two iterations. The first two left-hand sides that Algorithm 7 finds
are ∅ and {A}. If no new attributes were added now, the algorithm
would terminate. However, we assume that an attribute B is added
yielding the context K2 from Table 6.2. The next two left-hand sides
that Algorithm 7 finds are {B} and {A,B}. A new attribute C is added
in the fourth iteration yielding K4 from Table 6.3. After this, no more
attributes are added and we obtain the last two left-hand sides which
are {C} and {A,B,C}. The final output is the base L6 consisting of
the implications

• {A} → {A,C},

• {A,B} → {A,B,C}, and
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Table 6.1: K0 = K1

A
a ×
b

Table 6.2: K2 = K3

A B
a ×
b ×

Table 6.3: K4 = K5 = K6

A B C
a × ×
b ×

• {C} → {A,C}.

The other left-hand sides ∅, {B}, and {A,B,C} are closed with re-
spect to ·′′6 and therefore they are not used in L6. The interesting
implication is {A,B} → {A,B,C}. Even though this is a non-trivial
implication, it is still redundant, since it follows from {A} → {B,C}.

Algorithms 7 and 8, like Algorithm 3, do not only compute the left-
hand sides for the implications in Ln. They also find the concept intents
of Kn. Unlike in Algorithm 3 it is not possible to decide during runtime
whether a set Pk is a concept intent of Kn. Even if Pk = P ′′kk holds it
might be the case that Pk 6= P ′′nk because the attributes in P ′′nk \ P ′′kk
are added at a later point in time. In this case it is not possible to find
out during the k-th iteration if the left-hand-side Pk is redundant, like
the set {A,B} in the example, or if it is not redundant, like the set {A}.

6.1.2 Computing Mi on the Fly
In Section 5.2.1 we have presented the base BDG for a given model i. It is
obtained from the Si-Duquenne-Guigues Base of the context Ki, where
Ki is the context induced by Mi and i, and where Mi is the following
set of concept descriptions

Mi = {⊥} ∪ NC ∪ {∃r.Xi | r ∈ NR and X ⊆ ∆i, X 6= ∅}.

Computationally, the two most time-consuming tasks when computing
BDG are computing the set Mi (cf. Algorithm 6), and computing the
Duquenne-Guigues Base of Ki (since no output polynomial algorithm
for enumerating pseudo-intents is known). The first task of computing
Mi is particularly problematic for two reasons. Firstly, it has to be
performed before the actual computation of GCIs starts. Therefore it
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causes a considerable delay between the start and when the first GCI is
obtained. Secondly, as mentioned before, in an exploration setting where
i is initially unknown it is not possible to compute Mi beforehand.

Instead of computing the complete set of attributes in the beginning
we propose to start with the set of attributes

M0 = NC ∪ {⊥}

and add new attributes on the fly. We basically apply Algorithm 8 to the
context that is induced by M0 and i. Whenever Algorithm 8 generates
a new left-hand side P we compute (

d
P )ii and add the EL⊥gfp-concept

descriptions of the form ∃r.(
d
P )ii for all role names r ∈ NR to the set of

attributes. More precisely, we add new attributes only if no equivalent
attribute is already present. We denote this by ∪̇ instead of ∪. Whenever
new attributes have been added the background knowledge is updated
according to (5.16). Algorithm 9 shows an instance of Algorithm 8
obtained this way.
We know that Algorithm 8 terminates if from a certain point on no

new attributes are added. Algorithm 9 is basically Algorithm 8 applied
to the induced context Ki. The attributes that are added in Line 6
all come from the set Mi which is finite. Therefore, Algorithm 9 must
terminate.

Lemma 6.6. Algorithm 9 terminates for every finite input model i =
(∆i, ·i).

Assume that Algorithm 9 terminates after the n-th iteration. We
know from Theorem 6.4 that Ln is an Sn-base of Kn. In this section we
show that

B5 = {
l
P → (

l
P )ii | P → P ′′n ∈ Ln}

is a base for the GCIs holding in i. Kn is the context that is induced
by Mn and i. By Corollary 5.14 it it suffices to show that Mn =̇Mi in
order to proof that B5 is a base for the GCIs holding in i.

Lemma 6.7. Let U ⊆Mn be a subset of the final set of attributes Mn.
Then for every role name r ∈ NR there is an attribute C ∈ Mn such
that

C ≡ ∃r.(
l
U)ii.
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Algorithm 9 Computing a Base for the GCIs Holding in an A Priori
Given Model
1: input i = (∆i, ·i) {model i}
2: P0 := ∅, M0 := NC ∪ {⊥}, k := 0 {initialization}
3: K0 := the context induced by M0 and i
4: S0 := {{⊥} → {A} | A ∈ NC}, L0 := ∅
5: while Pk 6= null do
6: Mk+1 := Mk ∪̇ {∃r.(

d
Pk)ii | r ∈ NR} {obtaining new attributes}

7: Kk+1 := the context induced by Mk+1 and i {updating Kk+1,
Sk+1 and Lk+1}

8: Lk+1 := {Pr → P
′′k+1
r | r ∈ {0, . . . , k}}

9: Sk+1 := {{A} → {B} | A,B ∈Mk+1, A v B}
10: if Pk = Mk = Mk+1 then
11: Pk+1 := null
12: else
13: Pk+1 := lectically smallest subset of Mk+1 that is

– lectically greater than Pk, and
– respects all implications from Lk+1 ∪ Sk+1.

14: end if
15: k := k + 1
16: end while
17: return {

d
P → (

d
P )ii | P → P ′′k ∈ Lk}
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Proof. From Lemma 4.10 and Lemma 4.1 we obtain

(
l
U ′′n)i = U ′′′n = U ′n = (

l
U)i.

Hence it holds that

∃r.(
l
U ′′n)ii ≡ ∃r.(

l
U)ii. (6.1)

Algorithm 9 is a special case of Algorithm 8. Therefore Lemma 6.3 holds
for Algorithm 9, too. It yields that there is some k ∈ {0, . . . , n−1} such
that U ′′n = Pk. Thus in Line 6 of the k+1-th iteration the EL⊥gfp-concept
description

∃r.(
l
Pk)ii = ∃r.(

l
U ′′n)ii

is added to the set of attributes. Thus Mn contains ∃r.(
d
U ′′n)ii which

is equivalent to ∃r.(
d
U)ii because of (6.1).

Lemma 6.8. It holds that Mn =̇Mi.

Proof. Mn ⊆̇Mi holds since every EL⊥gfp-concept description of Mn is
either from {⊥} ∪ NC or it is of the form ∃r.(

d
P )ii for some P ⊆Mn.

It remains to show that for every X ⊆ ∆i and every r ∈ NR there is
a concept description C ∈ Mn such that ∃r.Xi ≡ C. Lemma 5.6 shows
that for every X ⊆ ∆i there is an acyclic EL⊥gfp-concept description D
satisfying Di = (Xi)i. Applying the interpretation function on both
sides yields Dii = Xiii = Xi. Thus it suffices to show that for every
acyclic EL⊥gfp-concept description D there is a concept description C ∈
Mn satisfying C ≡ ∃r.Dii. We prove this by induction over the role
depth of D. Base Case: The case where D = ⊥ is trivial. Let D =

d
S

for some set S ⊆ NC . Then in particular S ⊆ M0 ⊆ Mn holds. Let
r ∈ NR be a role name. By Lemma 6.7 there is some concept description
C ∈Mn such that C ≡ ∃r.(

d
S)ii.

Step Case: Assume that ∃r.Eii ∈̇Mn holds for all acyclic EL⊥gfp-
concept descriptions E of role depth less than d and for all role names
r ∈ NR. Let D be an acyclic EL⊥gfp-concept description of role depth d
and s ∈ NR a role name. There is a set of concept names U ⊆ NC , and
a set Π containing pairs of role names and ELgfp-concept descriptions
such that

D =
l
U u

l

(r,E)∈Π

∃r.E.
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Then Lemma 4.2 proves

Dii =
(l

U u
l

(r,E)∈Π

∃r.E
)ii

=
(l

U u
l

(r,E)∈Π

∃r.Eii
)ii
.

By induction hypothesis it holds that ∃r.Eii ∈̇Mn for all pairs (r, E) ∈
Π. Furthermore it holds that U ⊆ NC ⊆ Mn. Lemma 6.7 proves that
there is some concept description C ∈Mn satisfying

C ≡ ∃s.
(l

U u
l

(r,E)∈Π

∃r.Eii
)ii ≡ ∃s.Dii.

This proves that for every acyclic ELgfp-concept description D and every
role name s ∈ NR there is a concept description C ∈ Mn satisfying
C ≡ ∃s.Dii. Because we can find some acyclic ELgfp-concept description
D with Dii ≡ Xi for every X ⊆ ∆i, it follows that

{∃s.Xi | X ⊆ ∆i, X 6= ∅} ⊆̇Mn.

Mi ⊆̇Mn follows from this and {⊥}∪NC ⊆Mn. Together withMn ⊆̇Mi

we obtain Mi =̇Mn.

Completeness of B5 is an immediate consequence of the fact that Ln
is a base of Kn, the fact that Mn =̇Mi and Corollary 5.14.

Theorem 6.9. B5 is a base for the GCIs holding in i.

Because of the effects that have been demonstrated in Example 6.1
it is possible that B5 is not irredundant. This shortcoming of B5 is
counterbalanced by the fact that it is not necessary to compute the full
attribute set in advance when using Algorithm 9.

6.1.3 Acyclic Left-Hand Sides
The base that we obtain from Algorithm 7 uses cyclic left-hand sides.
Of course, we can apply the procedure from Section 5.3 to remove cyclic
concept descriptions after the algorithm has terminated. However, since
the semantics of cyclic concept descriptions are not always intuitive,
it is desireable to avoid them already during runtime. This becomes
particularly relevant in an exploration setting where GCIs need to be
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confirmed by a human expert. We do not have a method to avoid
cyclic concept descriptions during runtime completely, but it is fairly
straightforward to avoid cyclic left-hand sides.
The reason why there can be cyclic left-hand-sides in B5 is that there

can be cyclic EL⊥gfp-concept descriptions in the attribute set. These
cyclic concept descriptions are obtained in Line 6 because the most-
specific concept (

d
Pk)ii can be cyclic. We know from Lemma 4.2 that

(∃r.(
d
Pk)ii)i = (∃r.(

d
Pk))i holds. Therefore if we replace the attribute

∃r.(
d
Pk)ii by the attribute ∃r.(

d
Pk) the induced context Kk will not

change except for renaming of an attribute. Algorithm 10 is based on
this observation. It differs from Algorithm 9 only in Line 6.

Algorithm 10 Computing a Base for the GCIs Holding in an A Priori
Given Model Using Only Acyclic Left-Hand-Sides
1: input i = (∆i, ·i) {model i}
2: P̄0 := ∅, M̄0 := NP ∪ {⊥}, k := 0 {initialization}
3: K̄0 := the context induced by M̄0 and i
4: S̄0 := {{⊥} → {A} | A ∈ NP }, L̄0 := ∅
5: while Pk 6= null do

6: M̄k+1 := M̄k ∪


{∃r.

d
P̄k | r ∈ NR} if (

d
P̄k)ii 6≡ (

d
P̄`)

ii

for all ` < k

∅ otherwise
7: K̄k+1 := the context induced by M̄k+1 and i {updating K̄k+1,

S̄k+1 and L̄k+1}
8: L̄k+1 := {P̄r → P̄

′′k+1
r | r ∈ {0, . . . , k}}

9: S̄k+1 := {{A} → {B} | A,B ∈ M̄k+1, A v B}
10: if P̄k = M̄k = M̄k+1 then
11: P̄k+1 := null
12: else
13: P̄k+1 := lectically smallest subset of M̄k+1 that is

– lectically greater than P̄k, and
– respects all implications from L̄k+1 ∪ S̄k+1.

14: end if
15: k := k + 1
16: end while
17: return {

d
P̄ → (

d
P̄ )ii | P̄ → P̄ ′′k ∈ L̄k}
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We prove that Algorithm 10 terminates and that upon termination
the set

B̄5 = {
l
P̄ → (

l
P̄ )ii | P̄ → P̄ ′′n ∈ L̄n}

is a base for the GCIs holding in i. To this purpose we compare Algo-
rithm 9 and Algorithm 10. Assume that Algorithm 9 and Algorithm 10
are initialized with the same model i as input. For convenience we in-
troduce the notation mkr to denote

mkr = ∃r.(
l
Pk)ii

the attribute added in Line 6 in the k-th iteration of Algorithm 9 for
each role name r ∈ NR. Analogously,

m̄kr = ∃r.
l
P̄k

denotes the attribute added in Line 6 in the k-th iteration of Algo-
rithm 10 for each role name r ∈ NR. The set of concept names Mk

consists of the bottom concept ⊥, the concept names from NC and at-
tributes of the form mkr. Therefore every set Pk can be written as

Pk = Nk ∪ {mk′r′ | (k′, r′) ∈ Πk}

for some set Nk ⊆ {⊥} ∪ NC and some set Πk ⊆ {1, . . . , k} × NR.
Lemma 6.10. Assume that Algorithm 9 and Algorithm 10 have com-
pleted k iterations of the respective while-loops. Then Pk = Nk∪{mk′r′ |
(k′, r′) ∈ Πk}, for some set Nk ⊆ {⊥} ∪ NC and some set Πk ⊆
{1, . . . , k} × NR implies

P̄k = Nk ∪ {m̄k′r′ | (k′, r′) ∈ Πk}. (6.2)

This means that P̄k is obtained from Pk simply by replacing every at-
tribute mk′r′ by the corresponding attribute mkr. Furthermore, M̄k is
obtained from Mk by the same kind of renaming, and

(
l
Pk)ii ≡ (

l
P̄k)ii (6.3)

holds. For all r ∈ NR it holds that

mkr v m̄kr (6.4)

and
(mkr)

i = (m̄kr)
i. (6.5)
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Proof. We prove this statement by induction over k. The base case
k = 0 is obvious since P0 = P̄0 = ∅.
Step Case: We assume that statements (6.2), (6.3), (6.4), and (6.5)

hold for all k′ ∈ {1, . . . , k} and show that they also hold for k + 1. In
Algorithm 9 the new set of attributes Mk+1 is obtained as Mk+1 =
Mk ∪̇ {mkr | r ∈ NR}. New attributes mkr are added iff there are
no equivalent attributes in Mk. A previously added attribute mk′r =
∃r.(

d
Pk′)

ii, where k′ < k, satisfies mk′r = ∃r.(
d
Pk′)

ii ≡ ∃r.(
d
Pk)ii =

mkr iff (
d
Pk′)

ii ≡ (
d
Pk)ii holds. By induction hypothesis (6.3) holds

for k and k′. Therefore, (
d
Pk′)

ii ≡ (
d
Pk)ii holds iff (

d
P̄k′)

ii ≡
(
d
P̄k)ii. Hence, a new attribute mkr is added in Algorithm 9 iff a

new attribute m̄kr is added in Algorithm 10. This proves that M̄k+1

can be obtained from Mk+1 by renaming attributes.
We know from the induction hypothesis that (mk′r′)

i = (m̄k′r′)
i holds

for all k′ ∈ {1, . . . , k}. Therefore, the induced contexts Kk+1 and K̄k+1

are equal except for renaming attributes (Informally, we can say that
all crosses are in the same places in the two contexts, only the columns
have different labels). L̄k+1, S̄k+1 and P̄k+1 only depend on M̄k+1, Kk+1

and the sets P̄k′ , where k′ ≤ k. It follows that L̄k+1, S̄k+1 and P̄k+1

can be obtained from Lk+1, Sk+1 and Pk+1, respectively, by renaming
attributes. In particular this proves (6.2) for k + 1.
Pk+1 can be written as Pk+1 = Nk+1 ∪ {mk′r′ | (k′, r′) ∈ Πk+1}, for

some set Nk+1 ⊆ {⊥} ∪ NC and some set Πk+1 ⊆ {1, . . . , k + 1} × NR.
Then (6.2) implies P̄k+1 = Nk+1 ∪ {m̄k′r′ | (k′, r′) ∈ Πk+1}. We obtain
from (6.5) and (6.2) that

(
l
Pk+1)i ≡

⋂
A∈Nk+1

Ai ∩
⋂

(k′,r′)∈Πk+1

mi
k′r′

≡
⋂

A∈Nk+1

Ai ∩
⋂

(k′,r′)∈Πk+1

m̄i
k′r′

≡ (
l
P̄k+1)i

and thus (
d
Pk+1)ii ≡ (

d
P̄k+1)ii holds, which proves (6.3) for k + 1.

This also yields (
d
Pk+1)ii ≡ (

d
P̄k+1)ii v

d
P̄k+1 which implies

mk+1,r = ∃r.(
l
Pk+1)ii v ∃r.

l
P̄k+1 = m̄k+1,r,
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i. e. (6.4) holds for k + 1. Finally, from (6.3) and Lemma 4.2 we obtain

mi
k+1,r =

(
∃r.(

l
Pk+1)ii

)i
=
(
∃r.(

l
P̄k+1)ii

)i
=
(
∃r.(

l
P̄k+1)

)i
= m̄i

k+1,r,

which proves (6.4) for k + 1.

Theorem 6.11. Algorithm 10 terminates for every input model i after
a finite number of iterations n. Upon termination the set

B̄5 = {
l
P → (

l
P )ii | P → P ′′n ∈ L̄n}

is a base for the GCIs holding in i.

Proof. From Lemma 6.10 we obtain that Pk = Mk = Mk+1 after the
k-th iteration of Algorithm 9 iff P̄k = M̄k = M̄k+1 holds after the k-th
iteration of Algorithm 10 with the same input i. Thus Algorithm 10
terminates after the k + 1-th iteration iff Algorithm 9 terminates after
the k + 1-th iteration. Since Algorithm 9 terminates this proves that
Algorithm 10 also terminates on every input.
B̄5 is a subset of B0, hence it must be sound. To prove completeness

we show that every GCI from B5 follows from the corresponding GCI
in B̄5, i. e. that

d
Pk → (

d
Pk)ii follows from

d
P̄k → (

d
P̄k)ii for all

k ∈ {1, . . . , n}. Assume that Pk can be written as

Pk = Nk ∪ {mk′r′ | (k′, r′) ∈ Πk}

for some set Nk ⊆ {⊥} ∪ NC and some set Πk ⊆ {1, . . . , k} × NR.
Lemma 6.10 yields

P̄k = N ∪ {m̄k′r′ | (k′, r′) ∈ Π}.

From (6.4) we obtain
l
Pk =

l
N u

l
{mk′r′ | (k′, r′) ∈ Π}

v
l
N u

l
{m̄k+1′r′ | (k′, r′) ∈ Π}

=
l
P̄k
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Also, we obtain (
d
Pk)i = (

d
P̄k)i from (6.3). Thus we have shownd

Pk v
d
P̄k and (

d
Pk)i = (

d
P̄k)i and therefore

d
Pk v (

d
Pk)ii

follows from
d
P̄k v (

d
P̄k)ii. Since B5 is complete, this proves that B̄5

is also complete.

6.2 Model Exploration
In this section we extend Algorithm 9 in order to obtain a knowledge
exploration algorithm which we call Model Exploration. Like Attribute
Exploration from FCA our algorithm can capture knowledge by query-
ing an expert. This expert need not necessarily be human. The expert
is assumed to have complete knowledge about the domain. We require
that this knowledge can be represented in the form of a finite model
i = (∆i, ·i). This model i is called the background model of the explo-
ration. Initially, i is unknown, or only partially known to the algorithm.
The partial model i0 that is known to the algorithm is called work-
ing model. The exploration formalism’s goal is to compute a base for
the GCIs holding in the background model i. In each iteration a new
GCI is presented to the expert who can either refute or accept it. If it
is refuted the expert is asked to present a counterexample. There are
different ways to represent counterexamples. In this chapter we look
at the situation where counterexamples are represented in the working
models, i. e. using a closed-world semantics, while the following chapter
deals with counterexamples that are represented in an ABox, i. e. using
open-world semantics.
While we want the working models to contain counterexamples to

the GCIs that have been refuted, they should obviously not contain
counterexamples to GCIs that do hold in the background model i. To
ensure that this is the case we require all working models to be connected
submodels of i, where we define submodels and connected submodels as
follows.

Definition 6.1. The model j = (∆j , ·j) is called a submodel of i if

• ∆j ⊆ ∆i,

• namesj(x) = namesi(x) for all x ∈ ∆j

• succrj(x) ⊆ succri (x) for all x ∈ ∆j and all r ∈ NR.
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6.2 Model Exploration

The model j is called a connected submodel of i if it is a submodel of
i and additionally succri (x) ⊆ ∆j and succrj(x) = succri (x) holds for all
x ∈ ∆j and all r ∈ NR. If j is a submodel of i we say that i extends j.

In order to add a counterexample for a GCI C v D the expert must
provide a new working model il that extends the previous working model
il−1. The new model il must contain a counterexample, i. e. Cil 6⊆
Dil must hold. We further require that il is a connected submodel of
the working model i. In Example 6.2 we shall see that it is necessary
to require connectedness in order to ensure that il does not contain a
counterexample to a GCI that does hold in i. The corollary to the
following lemma shows that it is also sufficient.

Lemma 6.12. Let j = (∆j , ·j) be a connected submodel of i = (∆i, ·i).
Then for every EL⊥gfp-concept description C = (AC , TC) it holds that
Cj = Ci ∩∆j.

Proof. We need to prove Cj ⊆ Ci ∩∆j and Ci ∩∆j ⊆ Cj . We give a
detailed proof for the second inclusion since it is more interesting.
Let x ∈ ∆j be an individual satisfying x ∈ Ci. By Lemma 2.2 there is

a simulation Z from C to x in i. We show that Z̄ = Z ∩ (ND(TC)×∆j)
is a simulation from C to x in j. (S1′) Let (B, y) ∈ Z̄ be a pair in the
relation Z̄. Since Z̄ ⊆ Z and Z is a simulation from C to x in i the pair
(B, y) satisfies namesTC (B) ⊆ namesi(y). Since j is a submodel of i we
obtain that namesi(y) = namesj(y) holds for all y ∈ ∆j . Thus (B, y)
also satisfies namesTC (B) ⊆ namesj(y).
(S2′) Let (B, y) ∈ Z̄ be a pair in the relation Z̄, let r ∈ NR be a

role name and B′ ∈ succrTC (B) an r-successor of B. Since (B, y) ∈ Z̄ ⊆
Z and Z is a simulation there must be some y′ ∈ succri (y) satisfying
(B′, y′) ∈ Z. Because j is a connected submodel of i we obtain y′ ∈ ∆j

and succri (y) = succrj(y). Therefore y′ ∈ ∆j satisfies y′ ∈ succrj(y) and
(B′, y′) ∈ Z ′. (S3′) It holds that x ∈ ∆j and (AC , x) ∈ Z. Hence it also
holds that (AC , x) ∈ Z̄.
We have thus shown that Z̄ is a simulation from C to x in j. It follows

from Lemma 2.2 that x ∈ Cj holds.
To prove the second inclusion Cj ⊆ Ci ∩∆j let x ∈ Cj be an individ-

ual. From Lemma 2.2 we obtain that there is a simulation Z ′ from C to
x in j. One can readily verify that Z ′ is also a simulation from C to x
in i which yields x ∈ Ci.
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6 Exploration of EL⊥gfp-Models

Algorithm 11 Exploration Algorithm for Models
1: input i0 = (∆i0 , ·i0)
2: P̄0 := ∅, M̄0 := NC ∪ {⊥}, k := 0, l := 0 {Initialization}
3: K̄0 := the context induced by M̄0 and i0, S̄0 := {{⊥} → {A} | A ∈
NC}, L̄0 := ∅

4: while P̄k 6= null do
5: while Expert refutes

d
P̄k v (

d
P̄k)ilil do

6: Ask the expert for a new working model il+1 that
– extends il,
– is a connected submodel of the background model i, and
– contains a counterexample for

d
P̄k v (

d
P̄k)ilil

7: l := l + 1
8: end while
9: M̄k+1 := M̄k ∪ {∃r.(

d
P̄k)ilil | r ∈ NR} {obtaining

new attributes}
10: K̄k+1 := the context induced by M̄k+1 and il
11: L̄k+1 := {P̄r → P̄

′′k+1
r | r ∈ {0, . . . , k}, P̄r 6= P̄

′′k+1
r }

12: S̄k+1 := {{A} → {B} | A,B ∈ M̄k+1, A v B}
13: if P̄k = M̄k = M̄k+1 then
14: P̄k+1 := null
15: else
16: P̄k+1 := lectically smallest subset of M̄k+1 that is

– lectically greater than P̄k, and
– respects all implications from L̄k+1 ∪ S̄k+1.

17: end if
18: k := k + 1
19: end while
20: return L̄k
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6.2 Model Exploration

Corollary 6.13. Let j = (∆j , ·j) be a connected submodel of i = (∆i, ·i).
Let C and D be EL⊥gfp-concept descriptions. If C v D holds in i then
C v D also holds in j.

Proof. If C v D holds in i then by definition Ci ⊆ Di holds. Using
Lemma 6.12 we obtain

Cj = Ci ∩∆j ⊆ Di ∩∆j = Dj .

Hence, C v D holds in j.

In Algorithm 9 new attributes of the form ∃r.(
d
Pk)ii are added in

each iteration. In Model Exploration only a submodel il of i is known
in the k-th iteration, which means that we cannot compute (

d
Pk)ii but

only (
d
Pk)ilil . Luckily, there is an elegant way to obtain the informa-

tion whether (
d
Pk)ilil ≡ (

d
Pk)ii holds. We ask the expert whether the

GCI
d
Pk v (

d
Pk)ilil holds in the background model i. The following

result shows that (
d
Pk)ilil ≡ (

d
Pk)ii holds if and only if the expert

accepts.

Lemma 6.14. Let j = (∆j , ·j) be a connected submodel of i = (∆i, ·i).
If C v Cjj holds in i then j satisfies Cjj ≡ Cii.

Proof. C v Cjj holds in i and thus Ci ⊆ (Cjj)i holds. Lemma 4.1 (7)
implies

Cii v Cjj .

On the other hand C v Cii holds in i. Corollary 6.13 implies that
C v Cii also holds in j. Thus Cj ⊆ (Cii)j holds and Lemma 4.1 (7)
implies

Cjj v Cii.

Thus Cjj and Cii are equivalent.

Lemma 6.14 shows that we can obtain the correct right-hand side for
a GCI by querying the expert. This leads us to our Model Exploration
formalism, Algorithm 11. The only difference between Algorithm 11
and Algorithm 9 is the inner while-loop, Lines 5 to 8, where all expert
interaction takes place.
Since the setMi is finite, only finitely many attributes can be added in

Algorithm 11. This means that the outer while-loop can only be entered

133



6 Exploration of EL⊥gfp-Models

a finite number of times. With every pass of the inner while-loop, the
working model is extended. Since the working models are submodels of
the finite background model, this can only happen a finite number of
times. This shows that Algorithm 11 terminates after a finite number
of steps.

Lemma 6.15. Algorithm 11 terminates for every finite background
model i.

Theorem 6.16. Assume that Algorithm 11 terminates after the n-th
iteration of the outer while-loop and that i` is the final working model.
Then

B6 = {
l
P̄ → (

l
P̄ )i`i` | P̄ → P̄ ′′n ∈ L̄n}

is a finite base for the EL⊥gfp-GCIs holding in i.

Proof. We prove that Algorithm 11 with the working model i0 as input
has the same output as Algorithm 9 with the full background model i as
input. To do this we show that P̄k =̇Pk, M̄k =̇Mk, L̄k =̇Lk and S̄k =̇Sk
holds for all k ∈ {0, . . . , n}, where for sets of implications we define =̇
as follows. We call two implications equal up to equivalence if both their
left-hand sides and their right-hand sides are equal up to equivalence,
respectively. Two sets of implications S1 and S2 are called equal up to
equivalence if for each implication in S1 there is an implication in S2

that is equal up to equivalence, and vice versa.
We use induction over k to prove that P̄k =̇Pk, M̄k =̇Mk, L̄k =̇Lk

and S̄k =̇Sk hold for all k ∈ {0, . . . , n}. Base Case: For k = 0 in both
algorithms the sets P̄0 and P0 obtain the initial value P̄0 = P0 = ∅.
Likewise, M̄0 = M0 = NC ∪ {⊥}, S̄0 = S0 = {{⊥} → {A} | A ∈ NC},
and L̄0 = L0 = ∅ hold.
Step Case: Assume that P̄m =̇Pm, M̄m =̇Mm, S̄m =̇Sm, as well as
L̄m =̇Lm holds for all m ≤ k. Algorithm 11 can only reach Line 9
if the expert has confirmed that

d
P̄k v (

d
P̄k)ilil holds in the back-

ground model i. Lemma 6.14 shows that (
d
P̄k)ilil ≡ (

d
P̄k)ii holds

and thus by induction hypothesis (
d
P̄k)ilil ≡ (

d
Pk)ii holds. Likewise,

(
d
P̄m)ilil ≡ (

d
Pm)ii holds for all m < k since

d
P̄m v (

d
P̄m)isis has

been confirmed in earlier iterations for some working model is that is a
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6.2 Model Exploration

submodel of il. This proves

M̄k+1 = M̄k ∩ {∃r.(
l
P̄k)ilil | r ∈ NR}

=̇Mk ∩ {∃r.(
l
Pk)ii | r ∈ NR}

=Mk+1.

We readily obtain S̄k+1 =̇Sk+1 since both S̄k+1 and Sk+1 only depend
on M̄k+1 and Mk+1, respectively. We obtain from Corollary 4.13 that

P̄ ′′km = prM̄k
((

l
P̄m)ilil) = prM̄k

((
l
Pm)ii) =̇prMk

((
l
Pm)ii) = P ′′km

holds for all m ≤ k. This proves L̄k =̇Lk. The value of P̄k depends only
on M̄k, L̄k and S̄k. It therefore holds that P̄k =̇Pk.
We have thus shown that Algorithm 11 and Algorithm 9 produce

the same output. Since Algorithm 11 is correct, Algorithm 9 must be
correct, too.

In this section we have presented our Model Exploration formalism
Algorithm 11 which is based on Algorithm 9. The only motivation for
using Algorithm 9 and not Algorithm 10 was to avoid making the al-
gorithm listings even more cluttered than they already are. One might
as well apply the same modifications to Algorithm 10 and obtain an
equally functional exploration formalism.
Model Exploration can be used for ontology completion in a setting

where both an ontology O = (T ,A) and a partial model i0 are available.
In such a setting one would not use a human expert, but a combination
of a human expert and a DL reasoner. When a question is asked, one
would first use the reasoner to check whether the GCI follows from the
existing ontology. Only if this is not the case, will it be presented to
the human expert. Upon termination, those GCIs from B6 that do not
already follow from O are added to T .

Example 6.2. We illustrate Algorithm 11 using the model i from Ex-
ample 5.3 as the background model. Assume that the initial working
model i0 contains only the first family consisting of Kirk, Luann and
Milhouse. Thus we have

∆i0 = {Kirk, Luann,Milhouse}
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6 Exploration of EL⊥gfp-Models

Table 6.4: K0

⊥ M
ot
h
er

F
at
h
er

F
em

al
e

M
al
e

Kirk × ×
Luann × ×
Milhouse ×

Table 6.5: K1
⊥ M
ot
h
er

F
at
h
er

F
em

al
e

M
al
e

∃c
.>

Kirk × × ×
Luann × × ×
Milhouse ×

and

Motheri0 = Femalei0 = {Luann}
Fatheri0 = {Kirk}
Malei0 = {Kirk,Milhouse}

ci0 = {(Kirk,Milhouse), (Luann,Milhouse)}

1st iteration: The algorithm starts with P0 = ∅ and the context K0

from Table 6.4. We have
d
P0 = > and >i0i0 = >. Therefore the

expert is asked if the GCI > v > holds. Obviously, the answer is “yes”.1

1To avoid asking the expert trivial questions one could use a DL-reasoner to check
whether Pk is equivalent to P ilil

k . We have not added this to Algorithm 11 to
keep the pseudo-code more concise. However, checking for equivalence would be
necessary in a practical implementation.
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Kirk Luann

Milhouse

Jackie

Selma

Female,
Mother

Male,
Father

Female,
Mother

Male Female

c c c

Figure 6.1: Connected Submodel

Kirk Luann

Milhouse

Jackie

Female,
Mother

Male,
Father

Female,
Mother

Male

c c

Figure 6.2: Not a Connected Sub-
model

We compute M1 by adding the attribute ∃c.(
d
P0)i0i0 = ∃c.> to M0.

Table 6.5 shows the resulting context K1.
2nd iteration: We obtain L1 = ∅ and S1 = {{⊥} → {A} | A ∈ NC}.

The lectically next set that respects all implications from L1 ∪ S1 is
P1 = {Mother}. Luann is the only mother in the current working model
and Luann’s child is a son. We obtain P i0i01 = FemaleuMotheru∃c.Male.
The next GCI that is presented to the expert is therefore

Mother v Female uMother u ∃c.Male.

Thus the expert is asked whether all mother are female and have a child
that is male. This GCI does not hold in the background model i since
Jackie is a mother that has only a daughter. Therefore, the expert rejects
the GCI and adds Jackie as a counterexample. She must also add Jackie’s
daughter Selma because the new model i1 must be a connected submodel
of the background model i (Figure 6.1). Algorithm 11 computes a new
GCI based on the new working model i1. The new GCI

Mother v Female uMother u ∃c.> (6.6)

is presented to the expert who accepts it. Consequently, the new at-
tribute ∃c.(Female uMother u ∃c.>) = ∃c.MoC is added.
Without the requirement that working models have to be connected

submodels of the background model the expert could have added only
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6 Exploration of EL⊥gfp-Models

Jackie without adding Selma (Figure 6.2). In the model from Figure 6.2
Jackie is a counterexample to the GCI Mother v ∃c.>, i. e. it is not true
that all mothers in Figure 6.2 have children. Hence, Algorithm 11 could
not have found the GCI (6.6).
We do not look at the next iterations in as much details. The following

non-trivial GCIs are found:

• Father v Father uMale u ∃c.Male (rejected, Clancy added as coun-
terexample),

• Father v Father uMale u ∃c.> (accepted),

• Male u Female v ⊥ (accepted),

• Female u ∃c.> v Mother u Female u ∃c.> (accepted),

• Male u ∃r.> v Father uMale u ∃c.> (accepted),

• ∃c.Female u ∃c.Male v ⊥ (accepted), and

• ∃c.∃c.> v ⊥ (accepted).

The accepted GCIs are the same GCIs as in Example 5.4. Hence, in this
particular example the property of minimal cardinality still holds.
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7 ABox Exploration

In order to add a counterexample in Model Exploration the expert needs
to provide a connected submodel of the background model. This is not
problematic if the background model is fragmented like in Example 5.3.
It stands to reason that in practice the more role names occur in a do-
main the less fragmented will a model representing the domain become.
Let us look at the model from Figure 7.1. This model does not have
any connected submodels except the model itself. In order to provide
a counterexample to even a simple GCI such as Male v ⊥ the expert
has to add the entire background model, defeating the purpose of Model
Exploration. In this section we introduce ABox Exploration, which al-
lows counterexamples to be provided in an ABox instead of a model. In
contrast to the closed-world semantics of a model the open-world seman-
tics of the ABox allow the expert to add just enough information as is
needed to describe a counterexample, without unwanted consequences.
Except for the way counterexamples are described the setting remains
the same as for Model Exploration.
As the logic for the ABox that contains the counterexamples we choose
EL⊥ since we would like to remain within the range of EL++. In the first
section of this chapter we show that EL⊥ is expressive enough to describe

Don Betty

Sally

Henry

FemaleMale

Female

Male

hasChild hasChild

hasParent hasParent

marriedTo

marriedTo

Figure 7.1: A Strongly Connected Background Model
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that an individual is a counterexample to a given GCI. In a next step
we introduce minimal possible consequences, which can replace model-
based most specific concepts in our open-world setting. A large technical
part of this chapter answers the question of existence of minimal possible
consequences. We later introduce an approximation of minimal possible
consequences that has better computational properties. The final section
presents the actual exploration algorithms. Some of these results can
also be found in [Dis10a].

7.1 Counterexamples in an EL⊥-Ontology
We point out several problems that arise when counterexamples are pro-
vided in an ABox instead of a model. First, it is not immediately clear
when it makes sense to say that an ABox contains a counterexample.
In the first part of this section we present an intuitive type of coun-
terexamples that we call explicit counterexamples. We address the issue
whether in an open-world setting the expressivity of EL⊥ is sufficient to
express that an individual is an explicit counterexample for a given GCI
C v D. The second part asks whether it is possible to find an ABox
that contains counterexamples for all GCIs that do not hold in a given
background model i. The last part illustrates the fact that sometimes a
GCI C v D cannot hold in any model of an ontology O = (T ,A), even
if no explicit counterexamples are present.

7.1.1 Explicit Counterexamples and Extended
Signatures

Intuitively, one would call an ABox individual a a counterexample to
the GCI C v D if a is an instance of C but cannot be an instance of
D. We formally introduce the term explicit counterexample for such an
individual.

Definition 7.1 (Explicit Counterexample). Let O = (T ,A) be an on-
tology, let a ∈ NI be an individual and C v D an EL⊥gfp-GCI. We say
that a is an explicit counterexample to the GCI C v D with respect to
O if O |= C(a) (i. e. all models i of O satisfy ai ∈ Ci) and O |= ¬D(a)
(i. e. all models i of O satisfy ai /∈ Di).
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We use an example to illustrate how explicit counterexamples can be
provided using only the expressivity of EL⊥.

Example 7.1. In the background model from Figure 7.1 the individual
Don is a counterexample to the GCI Male v ∃marriedTo.>. We want to
add Don as an individual to an ABox A and want to make sure that
the individual Don is a counterexample to Male v ∃marriedTo.>. It is
easy to express that Don is an instance of Male: We can simply add the
statement Male(Don) to A.

Since EL⊥ does not allow for negation it is not trivial to express that
Don is not an instance of ∃marriedTo.>. While this cannot be done
using the ABox alone, it can be done using a disjointness statement in
the TBox. To this purpose, we extend the signature by adding a new
concept name TDon. We add to the ABox the statement

TDon(Don)

and make sure that TDon and ∃marriedTo.> are disjoint by adding

TDon u ∃marriedTo.> v ⊥

to T . Because Don is an instance of TDon and because we have ensured
that TDon and ∃marriedTo.> are disjoint, we have expressed that Don
cannot be an instance of ∃marriedTo.>.

Clearly, this method to describe counterexamples can be used, not
only for the specific GCI, Male v ∃marriedTo.> but for any GCI C v D.
We simply add a new individual a, a new concept name Ta as well as
statements C(a), Ta(a) and D u Ta v ⊥. This requires that we are
allowed to extend the signature of the current knowledge base O =
(T ,A): We extend the set of individual names NI by adding the name
a and the set of concept names NC by adding the name Ta.
In an exploration setting a background model i is present from the

beginning of the exploration, and i is a model of the initial knowledge
base O0 = (T0,A0). O0 uses the set of concept names NC and a set
of individual names NI . In such a setting it is problematic to extend
the signature of the O0 by using an extended set of individual names
NI ∪ N new

I and a set of concept names NC ∪ N new
C . Since i is a model

of O0 it maps every individual name a ∈ NI to an element ai ∈ ∆i and
every concept name A ∈ NC to a set Ai ⊆ ∆i. However, it does not
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map individual names from N new
I to elements of ∆i, nor does it map

concept names from N new
C to subsets of ∆i. Therefore the background

model i cannot be a model of the knowledge base with the extended
signature. We need to introduce the notion of a representation of an
interpretation.

Definition 7.2 (Representation). Let NI and N new
I be disjoint sets of

individual names, letNC andN new
C be disjoint sets of concept names and

let NR be a set of role names. Let i = (∆i, ·i) be an EL⊥-interpretation
for the signature (NC ,NR). An ontology O = (T ,A) over the signature
(NC ∪ N new

C ,NR,NI ∪ N new
I ) is called a representation of i if for every

new individual name a ∈ N new
I we can find an element xa ∈ ∆i and

for every new concept name A ∈ N new
C we can find a set SA ⊆ ∆i such

that when i is extended to map every new individual name a ∈ N new
I to

ai = xa and every new concept name A ∈ N new
C to Ai = SA then i is a

model of O.

7.1.2 Completely Describing the Background Model

We have seen that it is possible to describe a counterexample for a given
GCI in an EL⊥-ontology, provided that we allow new concept names to
be used. In this section we prove a stronger result, namely that for any
given background model i we can find a representation of i that contains
an explicit counterexample to every GCI that does not hold in i.
Let i = (∆i, ·i) be the background model that uses the signature

(NC ,NR). We define an ontology Oi = (Ti,Ai) as follows. For every
individual x ∈ ∆i new concept names Tx and Fx are added to the set of
concept names, i. e. N new

C = {Tx, Fx | x ∈ ∆i}. Furthermore, for every
x ∈ ∆i an individual name ax is added to the set of individual names,
i. e. N new

I = {ax | x ∈ ∆i}. Intuitively, we want Tx to represent all
properties that x does have and we want Fx to represent all properties
that x does not have. The TBox Ti is defined as

Ti ={Tx u Fx v ⊥ | x ∈ ∆i}
∪ {A v Fx | x ∈ ∆i, A ∈ NC , x /∈ Ai}

∪
{
∃r.

l
S v Fx | r ∈ NR, x ∈ ∆i, S = {Fy | y ∈ succri (x)}

}
.

(7.1)
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Ai is defined as

Ai ={A(ax) | x ∈ ∆i, A ∈ namesi(x)}
∪ {r(ax, ay) | (x, y) ∈ ri}
∪ {Tx(ax) | x ∈ ∆i}.

(7.2)

Lemma 7.1. Oi = (Ti,Ai) is a representation of i.

Proof. We define for all x ∈ ∆i

• aix = x,

• T ix = {x}, and

• F ix = ∆i \ {x}.

We show that this extension of i is a model of Oi = (Ti,Ai). To this
purpose, we need to verify that all statements from Ti and Ai hold in
i. Here, we only prove this for the most complex type of statement,
namely statements of the form ∃r.

d
S v Fx, where r ∈ NR, x ∈ ∆i

and S = {Fy | y ∈ succri (x)}. Let z ∈ ∆i be an individual that satisfies
z ∈ (∃r.

d
S)i. This implies that there is some r-successor z′ of z such

that z′ ∈ F iy holds for all y ∈ succri (x). By definition it holds that
F iy = ∆i \ {y} and therefore we obtain z′ 6= y for all y ∈ ∆i that
are r-successors of x. Hence z′ cannot be an r-successor of x and thus
z 6= x holds. From F ix = ∆i \ {x} it follows that z ∈ F ix. Therefore
∃r.

d
S v Fx holds in i.

One can prove in a similar fashion that all other statements from Oi
hold in i. We obtain that the extended version of i is a model of Oi and
thus Oi is a representation of i.

We have shown that Oi is a representation of i. We now prove that it
completely describes i, i. e. that it contains an explicit counterexample
to every GCI that does not hold in i. The following technical lemma
helps us with that.

Lemma 7.2. Let C be an EL⊥gfp-concept description and let x ∈ ∆i be
an individual. Let j be a model of Oi. Then x ∈ Ci holds iff ajx ∈ Cj
holds.
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Proof. The case C = ⊥ is trivial. We assume that C = (AC , TC) is an
ELgfp-concept description. We first prove that x ∈ Ci implies ajx ∈ Cj
by constructing a simulation. From x ∈ Ci and Lemma 2.2 it follows
that there is a simulation Z from C to x in i. We prove that the relation
Z1 defined as

Z1 = {(B, ajy) | (B, y) ∈ Z}

is a simulation from C to ajx in j. (S1′) Let (B, ajy) ∈ Z1 be a pair
in Z1. Then (B, y) ∈ Z holds. Since Z is a simulation from C to x
in i it holds that namesTC (B) ⊆ namesi(y). Let A ∈ namesi(y) be
a concept name. Then Ai contains the statement A(ay). Since j is a
model of Oi it holds that ajy ∈ Aj and thus A ∈ namesj(ajy). This proves
namesi(y) ⊆ namesj(ay). Together with namesTC (B) ⊆ namesi(y) we
obtain namesTC (B) ⊆ namesj(ajy). This proves (S1′) for Z1. (S2′) Let
(B, ajy) ∈ Z1 be a pair in the relation Z1 and let B′ ∈ succrTC (B) be an r-
successor of B. According to the definition of Z1 it holds that (B, y) ∈ Z.
Since Z is a simulation satisfying (S2′) there must be some y′ ∈ succri (y)

that satisfies (B′, y′) ∈ Z. (B′, ajy′) ∈ Z1 follows immediately from the
definition of Z1. It remains to show that ajy′ ∈ succrj(ajy) holds. Because
of y′ ∈ succri (y) the ABox Ai contains a statement r(ay, ay′). Since j
is a model of Oj this implies ajy′ ∈ succri (ajy). This proves (S2′) for Z1.
(S3′) Since Z contains the pair (AC , x) we readily obtain (AC , a

j
x) ∈ Z1.

We have thus shown that Z1 is a simulation from C to ajx in j.
Lemma 2.2 yields ajx ∈ Cj . We now prove the reverse direction where
we assume that ajx ∈ Cj holds and show that this implies xi ∈ Ci. We
first prove that

Z2 = {(y, z) | y /∈ F jz }

is a simulation from j to i. (S1) Let (y, z) ∈ Z2 be a pair from Z2 and let
A be a concept name that satisfies y ∈ Aj . Assume that zi /∈ Ai holds.
Then Ti contains the statement A v Fz. Since j is a model of Oi and
since y ∈ Aj holds we obtain y ∈ F jz . This contradicts (y, z) ∈ Z2 and
therefore the assumption zi /∈ Ai can be refuted. We have thus shown
that y ∈ Aj implies z ∈ Ai and therefore namesj(y) ⊆ namesi(z).
(S2) Let (y, z) ∈ Z2 be a pair from the Z2, let r ∈ NR be a role name

and let y′ ∈ succrj(y) be an r-successor of y. Assume that (y′, z′) /∈ Z2

holds for all z′ ∈ succri (z). Then the definition of Z2 yields y′ ∈ F jz′ for all
z′ ∈ succri (z). We obtain y′ ∈ (

d
S)j , where S = {Fz′ | z′ ∈ succri (z)}.
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Therefore y ∈ (∃r.
d
S)j holds. On the other hand, Ti contains the

statement ∃r.
d
S v Fz. Since j is a model of Oi this yields y ∈ F jz .

This contradicts (y, z) ∈ Z2. Therefore the assumption that (y′, z′) /∈ Z2

holds for all z′ ∈ succri (z) must be false. This proves (S2) for Z2 We
have thus shown that Z2 is a simulation from j to i. It is readily verified
that Z2 contains the pair (ajx, x).
Lemma 2.2 and ajx ∈ Cj yield that there is a simulation Z3 from C to

ajx in j. Since the concatenation of two simulations is also a simulation
the relation Z2 ◦ Z3 must be a simulation from C to x in i. We obtain
xi ∈ Ci from Lemma 2.2.

Theorem 7.3. If C v D is a GCI that does not hold in i then Oi
contains an explicit counterexample for C v D.

Proof. Since C v D does not hold in i there exists some x ∈ Ci such
that x /∈ Di. We show that the corresponding ABox-individual ax is
an explicit counterexample to C v D. Let j1 be a model of Oi. From
x ∈ Ci and Lemma 7.2 it follows that aj1x ∈ Cj1 holds. Oi |= C(ax)
follows because j1 is an arbitrary model of Oi.
Conversely, assume that there is a model j2 of Oi which satisfies

aj2x ∈ Dj2 . Then Lemma 7.2 implies x ∈ Di. This contradicts x /∈ Di

and therefore such a model j2 cannot exist. Hence, Oi |= ¬D(ax) holds.
Together with Oi |= C(ax) we obtain that ax is an explicit counterex-
ample to C v D.

7.1.3 Counterexamples Need not be Explicit

A perhaps surprising fact is that in an EL⊥-ontology counterexamples
need not be explicit. If an ontology O does not contain an explicit
counterexample to a GCI C v D then it is still possible that C v D
does not hold in any model of O. The following example illustrates this.

Example 7.2 (Counterexamples Need not be Explicit). Let us look at
the following ontology O = (T ,A) containing two individuals, a mother
Peggy and an Infant. The ontology contains the following knowledge.

T = {TPeggy u ∃hasChild.∃hasChild.> v ⊥,
TInfant u ∃hasChild.> v ⊥}
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and

A = {TPeggy(Peggy),Female(Peggy),

TInfant(Infant), hasChild(Peggy, Infant)}

The TBox axioms ensure that Peggy does not have any grandchildren,
while the Infant does not have any children. The ABox yields that Peggy
is Female and the Infant’s mother. The ontology does not contain the
information whether the Infant is Female or not.
We consider the GCI Female v ∃hasChild.Female. Infant is not an

explicit counterexample since it is not an instance of Female (cf. Fig-
ures 7.2 and 7.4). Peggy is not an explicit counterexample, either. Even
though Peggy is an instance of Female, there are models i in which
Peggy ∈ (∃hasChild.Female)i does hold (cf. Figures 7.3 and 7.4). Thus
there are no explicit counterexamples to Female v ∃hasChild.Female in
O.
Suprisingly, every model of O must still contain a counterexample.

Assume that i1 is a model of O in which Peggyi1 does not have any
hasChild-successors that are in Femalei1 . Then Peggyi1 ∈ Femalei1 holds,
but also Peggyi1 /∈ ∃hasChild.Female holds. Thus Peggyi1 serves as a
counterexample in the model i1.
Conversely, assume that i2 is a model of O in which Peggyi2 does

have a hasChild-successor x ∈ Femalei2 . Peggyi2 does not have any
grandchildren because of the first statement in T . Thus x cannot have
any hasChild-successors in i2 and in particular x /∈ (∃hasChild.Female)i2

holds. Thus x serves as a counterexample in i2.
We have thus shown that while there is no explicit counterexample

present in O the GCI Female v ∃hasChild.Female still cannot hold in any
model ofO. Every model i ofO must contain a counterexample, but that
counterexample can be Peggyi (cf. Figure 7.2) or Infanti (cf. Figure 7.3)
or even an unnamed individual x ∈ ∆i as in Figure 7.4. Hence, there is
no model of O in which the GCI Female v ∃hasChild.Female holds.

Definition 7.3. Let O = (T ,A) be an ontology, and C v D an EL⊥gfp-
GCI. We say that C v D is refuted by O if there is no model i of O in
which C v D holds.

Clearly, if O contains an explicit counterexample to the GCI C v D
then C v D is refuted by O. Example 7.2 shows that the converse is
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Peggy

Infant

Female

hasChild

Figure 7.2: Peggy
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not true. We can use a reasoner to check whether C v D is refuted
by O = (T ,A) using consistency checking. We could simply have the
reasoner perform a consistency check on the ontologyO′ = (T ′,A) where
T ′ = T ∪{C v D}. If O′ is consistent, then C v D is not refuted by O.

7.2 Minimal Possible Consequences and
Their Approximations

7.2.1 Definitions

When developing knowledge base completion formalisms we strive for
completeness with respect to the GCIs that hold in a background model
i. In this section we consider a setting where we are given a represen-
tation O = (T ,A) of i. We can distinguish three types of GCIs. First,
there are the GCIs that follow from O. These GCIs hold in all models of
O and – provided they do not use any of the new concept names – also
in the background model i. It is not interesting to present such GCIs
to an expert since the knowledge about them is already present in O
and can be obtained using subsumption reasoning. At the other end of
the spectrum are the GCIs that do not hold in any model of O. These
are the GCIs that are refuted by O in the sense of Definition 7.3. They
are also not interesting, since the information that they cannot hold is
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7 ABox Exploration

already implicitly present in O.
The GCIs that are relevant for knowledge base completion are those

that fall into neither of the two categories, namely those that neither
follow from O nor are refuted by O.
Definition 7.4 (Possible Consequence). Let C and D be EL⊥gfp-concept
descriptions and O an EL⊥-ontology. If C v D is not refuted by O then
D is called a possible consequence of C with respect to O. Conversely,
we say that D is a certain consequence of C if C v D follows from O.

We denote the set of all possible consequences of C with respect to O
by pcO(C). If D is a possible consequence of C and i is a model of O
such that C v D holds in i then we call i a witness model for C v D.
We have seen in Section 7.1.1 that it is sometimes necessary to ex-

tend the set of concept names in order to define counterexamples. This
motivates why we introduce possible consequences also for a restricted
signature: LetO be an ontology over the signature (NC∪N new

C ,NR,NI∪
N new
I ). We denote the set of all EL⊥gfp-concept descriptions C over the

signature (NC ,NR) that are possible consequences with respect to O by
pcNC

O (C).

When we present a GCI C v D as a question to the expert the right-
hand side D should be a possible consequence of the left-hand side C,
but not a certain consequence. However, it is not a good strategy to use
any possible consequence of C. Like in the previous chapters, we want
to make sure that, once the expert has accepted C v D, no other GCIs
with C as their left-hand side need to be asked. Therefore, we want to
ensure that the right-hand side is as specific as possible.

Definition 7.5 (Minimal Possible Consequence). Let O be an EL⊥-
ontology over the signature (NC ∪ N new

C ,NR,NI ∪ N new
I ). Let C be a

EL⊥gfp-concept description over the restricted signature (NC ,NR).
The minimal elements of pcNC

O (C) with respect tov are calledminimal
possible consequences of C with respect to O for the set of concept names
NC . We denote the set of minimal possible consequences of C with
respect to O for the set of concept names NC by mpcNC

O (C). If no set of
concept names is specified then we allow the full set of concept names
NC ∪N new

C used in O.
Notice that we use EL⊥ for the ontology and EL⊥gfp for the mini-

mal possible consequences. Like in Model Exploration, the idea is that
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cyclic concept descriptions are used temporarily during the exploration,
but should be removed upon termination using the construction from
Section 5.3. Cyclic concept descriptions should neither be nor become
part of the actual ontology, since they are currently not supported by
reasoners.

In an open world setting minimal possible consequences are the equiv-
alent notion to model-based most specific concepts in a closed world set-
ting.1 Unfortunately, unlike model-based most specific concepts, mini-
mal possible consequences are not unique up to equivalence. We demon-
strate this in the following example.

Example 7.3 (Minimal Possible Consequences are not Unique). Mini-
mal possible consequences are not unique, even in a very simple setting
where the set of role names NR is empty. Let NC = {A,B,C} be the
set of concept names. We consider the TBox

T = {A uB u C v ⊥}

and the ABox

A = {A(a)}.

We look for a minimal possible consequence of A with respect to (T ,A)
allowing the full set of concept names. Clearly, since every model i has
to contain an individual ai ∈ Ai the bottom concept ⊥ is not a possible
consequence of A. Also A v A u B u C cannot hold in any model i
of O because of the TBox statement A u B u C v ⊥. However, both
A v A u B and A v A u C are not refuted by O and thus both A u B
and A u C are minimal possible consequences of A with respect to O.

Example 7.4 (Minimal Possible Consequences can be Large). Let n be
a natural number. Let the set of concept names be NC = {A,B10, B11,
B20, B21, . . . , Bn0, Bn1} and let the set of role names be NR = {r}. We

1Note that, despite the similarity in names, most specific concepts for ABoxes have
a different flavour. They express the properties that an ABox-individual must
have, and are thus more closely related to certain consequences than to possible
consequences.
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Figure 7.6: Witness Model for D

consider the TBox

T = {A t ∃r.A v ⊥,
A u ∃r.∃r.> v ⊥,
A u ∃r.(B10 uB11) v ⊥,
A u ∃r.(B20 uB21) v ⊥,
...
A u ∃r.(Bn0 uBn1) v ⊥}

and the ABox
A = {A(a)}.

For every binary vector τ = (τ1, . . . , τn) ∈ {0, 1}n the concept descrip-
tion Cτ = ∃r.

d
Sτ , where Sτ = {Bkτk | k ∈ {1, . . . , n}}, is a possible

consequence of A with respect to O = (T ,A) (cf. Figure 7.5 for a witness
model). Also the conjunction

D =
l
NC u

l

τ∈{0,1}n
Cτ (7.3)
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is a possible consequence of A with respect to O (cf. Figure 7.6 for a
witness model). In every model i of O there is at least one individual
in Ai, namely ai. An r-successor of ai cannot have an r-successor itself,
nor can it be an element of Ai nor an element of (Bk0 uBk1)i for some
k ∈ {1, . . . , n}. All of this would contradict one of the TBox-statements.
Hence D as defined in (7.3) is a minimal possible consequence of A with
respect to O = (T ,A). One can even verify that it is the only minimal
possible consequence of A. D is exponentially large in n and there
is no equivalent EL⊥gfp-concept description that is more succinct. This
demonstrates that an exponential blowup in size cannot be avoided when
minimal possible consequences are computed.

7.2.2 Existence
In this section we prove that in EL⊥-ontologies minimal possible con-
sequences always exist. The proof also yields a construction, which is,
however, not very efficient. Matters are complicated by the facts that
minimal possible consequences are not unique and that they can be ex-
ponentially large. We divide the proof into three parts, starting with
simpler settings and then gradually moving towards the general setting,
eventually leading to the main result of this section, Theorem 7.18.
Readers who are only interested in the ABox Exploration algorithms
may want to skip these proofs.

Restricted Canonical Models

Eventually, we want to prove existence of minimal possible consequences
for the general setting where a TBox and an ABox are present and
where new concept names have been added to the TBox. For now, we
make several simplifications. We are not looking for minimal possible
consequences of a complex EL⊥gfp-concept description, but of a concept
name A ∈ NC . Second, we assume that T is a general EL⊥-TBox over
the signature (NC ,NR) and that T is in the following normal form:
Every axiom in T is of one of the forms

E u F v G
E v ∃r.F

∃r.E v G
(7.4)
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where r ∈ NR is a role-name, and E,F ∈ NC ∪ {>} and G ∈ NC ∪ {⊥}
are concept descriptions. Finally, we require that no ABox is present.
Our goal is to prove that mpcNC

O (A) is not empty, where O = (T , ∅) and
NC is the full set of concept names used in T in its normal form.
By asking a reasoner whether T ∪ {A v ⊥} is consistent we can

check whether ⊥ is a possible consequence of A with respect to O =
(T , ∅). If it is, then a minimal possible consequence obviously exists. In
the following we assume that ⊥ is not a minimal possible consequence.
In this case minimal possible consequences, provided that they exist,
must be ELgfp-concept descriptions. The idea of our proof is to provide
a construction, not for the concept description itself, but for one of
its witness models. Intuitively, a minimal possible consequence E of
A is a maximally “complex” ELgfp-concept description such that T ∪
{A v E} remains consistent. A first intuition is that the witness model
should then also be as “complex” as possible. This reasoning motivates
that a canonical model of T , i. e. a model κ of T such that there is a
simulation from every model i of T to κ, is a witness model of a minimal
possible consequence. Unfortunately, this is not the case in situations
where minimal possible consequences are not unique.2 This is why we
introduce restricted models.

Definition 7.6 (Restricted Model). Let O be an ontology and i a model
of O. Let R ⊆ NC be a set of concept names. We say that i is restricted
with respect to A→ R if A v

d
R holds in i. We say that i is maximally

restricted with respect to A→ R if i is restricted with respect to A→ R,
and there is no strict superset R̄ ) R such that i is restricted with respect
to A→ R̄.
R is called a restriction set of A with respect to T if there is a model

i of T such that i is maximally restricted with respect to A→ R.

Let R be a restriction set of A with respect to T . Instead of con-
structing the canonical model of T we construct a model that is canon-
ical among all models that are restricted with respect to A→ R, i. e. a

2An example where the canonical model is not the witness model of minimal possible
consequence is Example 7.3. In this example one canonical model would be
i = ({x, y, z}, ·i), where Ai = {x, y}, Bi = {x, z}, Ci = {y, z} and ai = x. It
is not a witness for either of the minimal possible consequences of A. In this
example an ABox is present, but examples without ABoxes are also not difficult
to construct.

152



7.2 Minimal Possible Consequences and Their Approximations

model κR such that κR is restricted with respect to A→ R and for every
model i that is restricted with respect to A → R there is a simulation
from i to κR.

Definition 7.7 (Candidate Namesets). A set of concept names U ⊆ NC
is called a candidate nameset with respect to T and A→ R if

• A /∈ U or R ⊆ U ,

• for all TBox statements EuF v G ∈ T it holds that E ∈ U ∪{>}
and F ∈ U ∪ {>} implies G ∈ U .

Let i = (∆i, ·i) be a model of T that is restricted with respect to
A→ R. Then for all individuals x ∈ ∆i the set namesi(x) is a candidate
nameset with respect to T and A → R. The converse is not true, i. e.
not all candidate namesets occur in an actual model. To find those
candidate namesets that do occur in a model we need to look at the
other two types of TBox statements from (7.4). Furthermore, x can
have an r-successor if and only if canrT (U) contains >.
The TBox axioms of the form E v ∃r.F ∈ T tell us something

about the names that must occur in some r-successor of x. Clearly,
if E ∈ namesi(x) then there must be some r-successor y of x with
F ∈ namesi(y). We define for every set U ⊆ NC

mustrT (U) =
{
F | E v ∃r.F ∈ T , E ∈ U ∪ {>}

}
. (7.5)

Here > ∈ mustrT (U) implies that every individual x with namesi(x) = U
must have at least one r-successor. The third type of TBox axioms is
of the form ∃r.E v G ∈ T . These statements tell us which names an r-
successor of x cannot have. If G /∈ namesi(x) holds then E /∈ namesi(y)
must hold for all r-successors y ∈ succri (x) or otherwise the statement
∃r.E v G ∈ T would be violated. Hence, the concept names that cannot
occur in an r-successor of x are{

E ∈ NC | ∃r.E v G ∈ T , G /∈ namesi(x)
}

For a set U ⊆ NC we define

canrT (U) = (NC ∪ {>}) \
{
E | ∃r.E v G ∈ T , G /∈ U

}
. (7.6)

Then canrT (U) contains those concept names that can occur as the name
of an r-successor of an individual x ∈ ∆i, if x satisfies namesi(x) = U .
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To determine whether a given set U ⊆ 2NC gives rise to a model
of T we introduce the model-conditions. We say that U satisfies the
model-conditions with respect to T and A→ R if

• all sets U ∈ U are candidate namesets with respect to T and
A→ R, and

• for all U ∈ U and all role names r ∈ NR it holds that

mustrT (U) ⊆
⋃{

V ∈ U | V ∪ {>} ⊆ canrT (U)
}
.

If U ⊆ 2NC and V ⊆ 2NC both satisfy the model-conditions then
their union U ∪ V also satisfies the model-conditions. Therefore for
any TBox T and any restriction A → R there exists a greatest set
Umax ∈ 2NC (with respect to set inclusion) that satisfies the model-
conditions, namely the union of all subsets of 2NC that satisfy the model-
conditions.
It is possible to show that the intersection of two candidate name-

sets U and V is also a candidate nameset. Furthermore, it holds that
mustrT (U ∩ V ) = mustrT (U)∩mustrT (V ) and canrT (U ∩ V ) = canrT (U)∩
canrT (V ). This can be used to show that Umax is closed under intersec-
tion.

Definition 7.8 (Canonical Restricted Model). Let Umax be the greatest
subset of 2NC that satisfies the model conditions with respect to T and
A→ R. Then the canonical restricted model κR = (∆κR

, ·κR) is defined
as

• ∆κR
= Umax,

• for all B ∈ NC we define BκR =
{
U ∈ Umax | B ∈ U

}
, and

• for all r ∈ NR we define rκR =
{

(U, V ) ∈ Umax×Umax | V ∪{>} ⊆
canrT (U)

}
.

Since the individuals in ∆κR
are subsets of NC we violate the conven-

tion that individuals be denoted by lower case letters. Also notice that
namesκR

(U) = U holds for all U ∈ Umax.

Lemma 7.4. If R is a restriction set for A with respect to T then
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1. Umax is not empty and in particular R ∈ Umax holds, and

2. κR is a model of T that is restricted with respect to A→ R.

Proof. 1. Since R is a restriction set for A with respect to T there
must be a model i = (∆i, ·i) of T that is maximally restricted with
respect to A → R. The set of all namesets that occur in i, i. e. the set
{namesi(x) | x ∈ ∆i}, satisfies the model-conditions. Hence it holds
that {namesi(x) | x ∈ ∆i} ⊆ Umax. Since ∆i is not empty this implies
that Umax is not empty either. Furthermore, i is maximally restricted
with respect to A → R and thus

⋂
a∈Ai namesi(a) = R follows. Since

Umax is closed under intersection we obtain R ∈ Umax.
2. To show that κR is a model of T we need to verify that all state-

ments from T hold in κR. We look at the three types of statements
separately. Type E u F v G ∈ T : Let U ∈ Umax be an individual
such that U ∈ (E u F )κR = EκR ∩ FκR . If both E and F are concept
names then by Definition 7.8 this is equivalent to E ∈ namesκR

(U) = U
and F ∈ namesκR

(U) = U . Since Umax contains only candidate name-
sets U must be a candidate nameset. Then E ∈ U and F ∈ U implies
G ∈ U = namesκR

(U) and therefore U ∈ GκR . The case where E = >
or F = > can be treated analogously.
Type ∃r.E v G ∈ T : Let U ∈ Umax be an individual that satisfies

U ∈ (∃r.E)κR . Then there must be some r-successor V ∈ succrκR
(U)

that satisfies V ∈ EκR . Definition 7.8 and V ∈ succrκR
(U) imply that

V ∪ {>} ⊆ canrT (U) holds. Definition 7.8 and V ∈ EκR imply that
E ∈ V ∪{>} holds. Therefore we obtain E ∈ canrT (U). Finally, (7.6) and
∃r.E v G ∈ T yield G ∈ U . Thus U ∈ GκR follows from Definition 7.8.
Type E v ∃r.F ∈ T : Let U ∈ Umax be an individual satisfying

U ∈ EκR . Then by Definition 7.8 it holds that E ∈ U ∪{>}. From (7.5)
we obtain F ∈ mustrT (U). Since Umax satisfies the model-conditions
there must be some V ∈ Umax satisfying F ∈ V and V ⊆ canrT (U). We
obtain from Definition 7.8 that V ∈ FκR and V ∈ succrκR

(U) hold. This
proves U ∈ (∃r.F )κR .
We have shown that all three types (7.4) of statements from T hold in

κR. Therefore κR is a model of T . All elements of Umax are candidate
namesets. Thus if some set U ∈ Umax satisfies A ∈ U = namesκR

(U)
then R ⊆ namesκR

(U) holds. This proves that κR is restricted with
respect to A→ R.
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7 ABox Exploration

We have shown that for any restriction set R the canonical restricted
model κR is a model of T . The name canonical restricted model suggests
that there should be a simulation from each restricted model of T to κR.
The following lemma proves this.

Lemma 7.5. If R is a restriction set for A with respect to T and i is a
model of T that is restricted with respect to A→ R then

Zi = {(x, namesi(x) | x ∈ ∆i}

is a simulation from i to κR.

Proof. (S1) Let (x, U) ∈ Zi be a pair in Zi. Then by definition of Zi it
holds that U = namesi(x). It holds that namesκR

(U) = U = namesi(x)
which proves (S1) for Zi.
(S2) Let (x, U) ∈ Zi be a pair in Zi, let r ∈ NR be a role name and

y ∈ succri (x) be an r-successor of x in i. We define V = namesi(y).
Then (y, V ) ∈ Zi holds by definition. We still need to show that V ∈
succrκR

(U) holds, i. e. we need to prove V ∪{>} ⊆ canrT (U). We assume
the contrary. Let E ∈ V ∪ {>} be a concept description that satisfies
E /∈ canrT (U). We obtain from (7.6) that there is some GCI ∃r.E v G ∈
T such that G /∈ U . U = namesi(x) implies x /∈ Gi. On the other hand
E ∈ V ∪ {>} and V = namesi(y) yields y ∈ Ei. Therefore x ∈ (∃r.E)i

holds. This shows that ∃r.E v G does not hold in i, which contradicts
the fact that i is a model of T . Hence our assumption that V is not an
r-successor of U in κR must be false. This proves (S2) for Zi. We have
thus shown that Zi is a simulation from i to κR.

Minimal Possible Consequences for TBoxes

We still consider the simplified setting where no ABox is present, where
the TBox is in normal form and where we are looking for minimal pos-
sible consequences with respect to the full set of concept names used in
the TBox. Let T be an EL⊥-TBox, R a restriction set of A with re-
spect to T and κR the canonical restricted model with respect to T and
A → R. Remember that in Section 4.1.2 we have defined the concept
description of R in κR to be the concept description that has the same
EL-description graph as κR and uses R as its root concept. We denote
by CR = (R, TR) the concept description of R in κR. In this section we
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7.2 Minimal Possible Consequences and Their Approximations

first prove that CR is a possible consequence of A with respect to T . In
a second step we show that if R is maximal among the restriction sets
of A with respect to T then CR is a minimal possible consequence of A.
This proves that minimal possible consequences must exist and gives us
an effective method to compute them.

Lemma 7.6. The canonical restricted model κR is a witness model for
A v CR with respect to T .

Proof. To prove that κR is a witness model for A v CR we need to show
that AκR ⊆ CκR

R holds. Let U ∈ Umax be an individual that satisfies
U ∈ AκR , which is equivalent to A ∈ U . To prove that U ∈ CκR

R

holds, we use Lemma 2.2 and prove that the subset relation ⊆ is a
simulation from CR to U in κR. It holds that ∆κR

= ND(TR) = Umax

and therefore ⊆ is a relation between the defined concept names of TR
and the individuals in ∆κR

. (S1′) Let V,W ∈ Umax be two sets satisfying
V ⊆ W . It holds that namesTR(V ) = V and namesκR

(W ) = W . Hence
V and W satisfy namesTR(V ) ⊆ namesκR

(W ). This proves (S1′) for ⊆.
(S2′) Let V,W ∈ Umax be two sets satisfying V ⊆ W , let r be a role

name and let V ′ ∈ succrTR(V ) be an r-successor of V . Since TR and
κR share the same EL-description graph V ′ ∈ succrTR(V ) is equivalent
to V ′ ∈ succrκR

(V ). From Definition 7.8 it follows that V ′ ⊆ canrT (V ).
From V ⊆ W and (7.6) we obtain canrT (V ) ⊆ canrT (W ) and therefore
V ′ ⊆ canrT (W ). Hence Definition 7.8 yields V ′ ∈ succrκR

(W ). Since
obviously V ′ ⊆ V ′ holds this proves (S2′) for ⊆.
(S3′) Since κR is restricted with respect to A→ R and we know that

A ∈ U it follows that R ⊆ U . This proves (S3′) for ⊆.
Hence, ⊆ is a simulation from CR to U in κR. Lemma 2.3 proves that

U ∈ CκR

R holds. We have thus shown that A v CR holds in κR, which
proves that κR is a witness model.

Corollary 7.7. CR is a possible consequence of A with respect to T .

Knowing that CR is a possible consequence of A we would like to
show that it is also minimal among the possible consequences of A. The
following lemma helps us to show this.

Lemma 7.8. Assume that ⊥ is not a possible consequence of A with
respect to T . If i is a model that is maximally restricted with respect to
A→ R then CR v Aii holds.
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Proof. Let Gi be the description graph of i. Ai is not empty since ⊥ is
not a possible consequence of A. Let the elements of Ai be enumerated as
Ai = {a1, . . . , an}. We know from Lemma 4.6 that Aii can be obtained
by computing the least common subsumer of the descriptions {ak}i for
all ak ∈ Ai. According to Lemma 4.5 the model-based most specific
concepts {x}i have Gi as their description graph. Lemma 2.4 states that
the description graph of their least common subsumer can be obtained
as the product Gi⊗ · · ·⊗Gi where the number of factors is n. The root
concept of Aii corresponds to the tuple (a1, . . . , an) in Gi ⊗ · · · ⊗Gi.
If we convert Gi ⊗ · · · ⊗ Gi to an interpretation j according to Def-

inition 2.22 then Lemma 5.15 shows that j is a model of T . From
Lemma 7.5 we obtain that

Zj = {(x, namesj(x)) | x ∈ ∆j}

is a simulation from j to κR. The models j and κR share the same
description graph as Aii and CR, respectively. Therefore, to prove that
Zj is a simulation from Aii to CR it suffices to show that Zj contains
the pair

(
(a1, . . . , an), R

)
, the pair of the respective root concepts. Def-

inition 2.25 yields

namesj
(
(a1, . . . , an)

)
=

⋂
k∈{1,...,n}

namesi(ak) =
⋂
a∈Ai

namesi(a).

Since i is maximally restricted with respect to A→ R it holds that⋂
a∈Ai

namesi(a) = R.

This proves
(
(a1, . . . , an), R

)
∈ Zj . We have thus shown that Zj is a

simulation from Aii to CR and thus CR v Aii follows from Lemma 2.3.

Theorem 7.9. Assume that ⊥ is not a possible consequence of A with
respect to T . Let R be maximal with respect to ⊆ among the restriction
sets for A with respect to T . Then CR is a minimal possible consequence
of A with respect to T .

Proof. Assume that D = (AD, TD) is a possible consequence of A with
respect to T that satisfies D v CR. Let i be a witness model for A v D.
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D v CR v
d
R yields that the GCI A v

d
R must also hold in i.

Thus i is restricted with respect to A→ R. Since R is maximal among
the restriction sets for A with respect to T it follows that i is also
maximally restricted with respect to A→ R. We obtain from Lemma 7.8
that CR v Aii holds. From Ai ⊆ Di and Lemma 4.1 we obtain that
Aii v Dii v D holds. This proves CR v D and therefore CR is a
minimal possible consequence for A with respect to T .

Corollary 7.10. If T is an EL⊥-TBox in normal form over the signa-
ture (NC ,NR) and A ∈ NC is a concept name then mpcNC

T (A) is not
empty, i. e. minimal possible consequences exist.

Minimal Possible Consequences for Ontologies

In the previous sections we have shown that minimal possible conse-
quences exist in a setting where only a TBox is present. In this section
we allow an ontology O = (T ,A) that consists of a TBox T and an
ABox A. That is we show that mpcNCO (A) is not empty, where

• A ∈ NC is a concept name,

• O is an ontology over the signature (NC ,NR,NI), and

• T is a general EL⊥-TBox in its normal form (7.4).

The prove closely ressembles the proof for TBoxes.

Definition 7.9 (Restriction Set). R is called a restriction set of A with
respect to O = (T ,A) if there is a model i of O such that i is maximally
restricted with respect to A→ R.

If R is a restriction set of A with respect to O and i is a model of
O that is restricted with respect to A → R then we can extend the
canonical model κR from Definition 7.8 by defining

aκR = namesi(ai) (7.7)

for all individual names a ∈ NI .

Lemma 7.11. Let R be a restriction set of A with respect to O and let
i be a model of O that is restricted with respect to A → R. Then κR
extended according to (7.7) is a witness model for A v CR with respect
to O.
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Proof. We already know that A v CR holds in κR and that κR is a
model of T from Lemma 7.6. Thus to prove that κR is a witness model
it only remains to show that κR is also a model of A. We look at concept
assertions and role assertions separately. Concept Assertions: Let B(a),
where B ∈ NC and a ∈ NI , be a concept assertion in A. Since i is a
model of A it follows that ai ∈ Bi and therefore B ∈ namesi(ai) = aκR

holds. Definition 7.8 yields aκR ∈ BκR . Therefore B(a) holds in κR.
Role Assertions: Let r(a, b), where r ∈ NR and a, b ∈ NI , be a role as-
sertion in A. Since i is a model of A it holds that bi ∈ succri (ai). Because
i is a model of T this implies namesi(bi) ⊆ canrT (namesi(ai)), which is
equivalent to bκR ⊆ canrT (aκR). Definition 7.8 yields (aκR , bκR) ∈ rκR ,
i. e. r(a, b) holds in κR. This proves that all statements from A hold
in κR. Thus κR is a witness model of A v CR with respect to O =
(T ,A).

Corollary 7.12. If R is a restriction set of A with respect to O =
(T ,A), then CR is a possible consequence of A with respect to O.

Our argument to prove minimality of CR is the same as for the case
where only a TBox is present.

Theorem 7.13. Assume that ⊥ is not a possible consequence of A with
respect to O. If R is maximal with respect to ⊆ among the restriction
sets for A with respect to O then CR is a minimal possible consequence
for A with respect to T .

Proof. Assume that D is a possible consequence of A with respect to O
and that D satisfies D v CR. Let j be a witness model for A v D with
respect to O. Using the same argument as in the proof of Theorem 7.9
we can show that j is maximally restricted with respect to A → R.
Lemma 7.8 then yields CR v Ajj . From Aj ⊆ Dj and Lemma 4.1 we
obtain Ajj v Djj v D and thus CR v D. This proves that CR is a
minimal possible consequence of A with respect to O.

We have thus proven minimality of CR as a possible consequence of
A, provided that R is maximal among the restriction sets. We can prove
an even stronger result, namely that for every possible consequence D
there is some maximal restriction set R such that CR is more specific
than D.
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Lemma 7.14. Assume that ⊥ is not a possible consequence of A with
respect to O. If D is a possible consequence of A with respect to O then
there is some R such that CR v D.

Proof. Let i be a witness model for A v D with respect to O. Let
R ⊆ NC be the set of concept names for which i is maximally restricted
with respect to A→ R. Then we obtain CR v Aii from Lemma 7.8 and
using Lemma 4.1 we obtain CR v Aii v Dii v D.

Corollary 7.15. Assume that ⊥ is not a possible consequence of A with
respect to O. If D is a possible consequence of A with respect to O then
there is some R such that

• CR is a minimal possible consequence of A with respect to O, and

• CR v D holds.

Proof. This is readily obtained from Lemma 7.14 and the fact that the
set {CR | R is a restriction set for A with respect to O} is finite.

The last result is even stronger than a simple existence result for min-
imal possible consequences. It shows that not only do minimal possible
consequences exist, but that every possible consequence D subsumes a
minimal possible consequence.

Minimal Possible Consequences for Restricted Signatures

In this section we successively remove the remaining restrictions. We
start with the restriction on the signature. We assume that O = (T ,A)
is an ontology that may use an extended signature (NC∪N new

C ,NR,NI∪
N new
I ). We show that mpcNC

O (A), where A ∈ NC is a concept name, is
not empty. We still assume that T is in its normal form. As in the pre-
vious sections the case where ⊥ is a possible consequence is trivial. We
assume for the rest of this section that ⊥ is not a possible consequence
of the concept in question.
When C = (AC , TC) is an ELgfp-concept description that uses the de-

fined concept names from NC ∪N new
C , we define the concept description

C|NC
to be the restriction of C to the concept names from NC , i. e. the

concept description C|NC
= (AC , TC |NC

) where for every statement

D ≡
l
P u

l

(r,E)∈Π

∃r.E
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from TC , where D ∈ ND(TC), P ⊆ NC ∪N new
C , and Π ⊆ NR×ND(TC),

the TBox TC |NC
contains the statement

D ≡
l

(P ∩NC) u
l

(r,E)∈Π

∃r.E.

The EL-description graph of C|NC
is obtained from the EL-description

graph of C by removing all concept names from N new
C . Let C̄ be an

ELgfp-concept description over the smaller signature (NC ,NR). If Z is
a simulation from C̄ to C then Z is also a simulation from C̄ to C|NC

,
because Z still satisfies (S1′′) since no concept names from N new

C occur
in C̄. (S2′′) and (S3′′) remain unaffected if concept names are removed
from the description graph. Therefore, if C̄ uses only concept names
from NC then

C v C̄ implies C|NC
v C̄. (7.8)

Lemma 7.16. If D is an EL⊥gfp-concept description over the signature
(NC ,NR) and D is a possible consequence of A with respect to O then
there is a restriction set R ⊆ NC ∪N new

C such that CR|NC
v D.

Proof. The claim follows immediately from Lemma 7.14 and the fact
that CR v D implies CR|NC

v D.

Corollary 7.17. Let C be minimal with respect to v within the set

X = {CR|NC
| R ⊆ NC ∪N new

C is a restriction set of A w.r.t. O}.

Then C is a minimal possible consequence of A with respect to O.

Proof. Let D be a possible consequence of A with respect to O that
satisfies D v C. Then Lemma 7.16 implies that there is some E ∈ X
satisfying E v D and thus also E v C. Minimality of C proves E ≡
D ≡ C.

The second restriction that we need to remove is the restriction that
the TBox T needs to be in normal form. In [BBL05b] it has been shown
that any general EL⊥-TBox can be converted into this normal form in
linear time. After the conversion one obtains a new TBox T ′ that is a
conservative extension of T , i. e. every model of T ′ is a model of T and
T ′ is a representation of every model of T . The conversion introduces
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new concept names.3 Let D be a concept description that uses only
concept names that occur in T . With T ′ being a conservative extension
of T we obtain that if D is a possible consequence of A with respect
to O′ = (T ′,A), then it is also a possible consequence with respect to
O = (T ,A) and vice versa. Since T ′ is in normal form Corollary 7.17
proves existence of minimal possible consequences for both cases.
The last restriction that we can only compute minimal possible con-

sequences for concept names, and not for complex concept descriptions,
is relatively easy to remove. Let C be an acyclic EL⊥gfp-concept descrip-
tion. We can simply add a new concept name AC and a TBox statement
AC ≡ C before doing the conversion to normal form. Clearly, since min-
imal possible consequences for AC exist, they must also exist for C. We
do not consider the case where C is cyclic.

Theorem 7.18. Let O = (T ,A) be an EL⊥-ontology over the signature
(NC∪N new

C ,NR, NI∪N new
I ), and let C be an acyclic concept description

over the signature NC . Then there is a minimal possible consequence of
C with respect to O for the set of concept names NC .
The above existence proofs also yield a construction for minimal pos-

sible consequences, consisting of the following steps

1. Add a statement AC ≡ C to T .

2. Convert T to its normal form T ′.

3. Using a reasoner and consistency checking determine all restriction
sets of AC with respect to (T ′,A).

4. Compute the set of all concept descriptions CR for all restriction
sets R and find its minimal elements.

Clearly, while this is an effective procedure it is not efficient since the
latter two steps require exponential time and space. It remains open
whether efficient algorithms can be obtained. Instead of focussing on effi-
cient algorithm for computing minimal possible consequences we propose
to use approximated possible consequences, which will be introduced in
the following section.
3The conversion presented in [BBL05b] uses a more expressive variant of EL that
allows for role inclusions. Therefore, the conversion presented there can also add
new role names. Since we do not allow role inclusions in EL⊥ no new role names
are added in our setting.
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7.2.3 Approximation of Minimal Possible Consequences
Minimal possible consequences have several unpleasant properties, e. g.
they are not always unique. In the previous section we have introduced
a naive algorithm for computing them. This algorithm involves comput-
ing the power set of NC , thus it requires exponential time and space.
In practice, it can only be used for very small sets NC . To avoid the
difficulties associated with minimal possible consequences we propose
two simplifications. First, we define approximations of minimal possible
consequences that are easier to compute. Second, we restrict the ex-
pressivity of the ontology by only allowing statements of certain types,
namely the types used in (7.1) and (7.2).
The fact that counterexamples need not be explicit is a contributing

factor to the difficulties when computing possible consequences. It is
essentially the reason why we have to use restricted canonical models
instead of canonical models in Section 7.2.2. The idea in the following
is to approximate possible consequences by simply ignoring non-explicit
counterexamples.

Definition 7.10 (Approximated Possible Consequences). Let C be an
EL⊥gfp-concept description and O = (T ,A) an ontology over the signa-
ture (NC ∪N new

C ,NR,NI ∪N new
I ). D is called an approximated possible

consequence of C with respect to O if there is no individual a ∈ NI that
is an explicit counterexample to C v D with respect to O. We denote
by apcNC

O (C) the set of all EL⊥gfp-concept descriptions over the signa-
ture (NC ,NR) that are approximated possible consequences of C with
respect to O. D is called minimal approximated possible consequence of
C with respect to O for the set of concept names NC if D is minimal
within the set apcNC

O (C) with respect to v.

Lemma 7.19. If D is a possible consequence of C with respect to O
then D is an approximated possible consequence of C with respect to O.

Proof. Let a ∈ NI be an individual that satisfies O |= C(a). Since D is
a possible consequence of C there exists a witness model i for C v D. It
holds that ai ∈ Ci ⊆ Di. We have thus disproved O |= ¬D(a). Hence a
is not an explicit counterexample for the GCI C v D. Because a was an
arbitrary individual name this shows that there cannot be an explicit
counterexample to C v D and D must be an approximated possible
consequence.
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Lemma 7.19 shows in particular that a possible consequence cannot
be strictly more specific than a minimal approximated possible conse-
quence. Approximated possible consequences are closely related to the
following notion.

Definition 7.11 (Possible Description). Let O = (T ,A) be an ontology
over the signature (NC∪N new

C ,NR,NI∪N new
I ) and a ∈ NI an individual.

D is called a possible description of a with respect to O if O 6|= ¬D(a),
i. e. if there is a model i of O such that ai ∈ Di holds. We denote
by pdNC

O (a) the set of all EL⊥gfp-concept descriptions over the signature
(NC ,NR) that are possible descriptions of a with respect to O.
D is called minimal possible description of a with respect to O for the

set of concept names NC if D is minimal within the set pdNC

O (C) with
respect to v.

In Section 7.1.2 we have seen that a background model i can be com-
pletely described using only the TBox statements from (7.1) and the
ABox statement from (7.2). In the rest of this section we look at TBoxes
and ABoxes that are subsets of the TBoxes and ABoxes from (7.1) and
(7.2). That is, we assume that O = (T ,A) is an ontology over the sig-
nature (NC ∪N new

C ,NR,N ′I), where N new
C = {Ta, Fa | a ∈ N ′I}, NC and

N new
C are disjoint and N ′I = NI ∪N new

I . We require that A contains the
concept assertion

Ta(a) (7.9)

for all individuals a ∈ N ′I . Optionally, A may contain concept assertions
of the form

A(a), (7.10)

where A ∈ NC and a ∈ N ′I , and A may contain role assertions

r(a, b), (7.11)

where a, b ∈ N ′I and r ∈ NR. Similarly, we require that T contains the
GCI

Ta u Fa v ⊥ (7.12)

for every individual a ∈ N ′I . Optionally, T may contain statements of
the form

A v Fa, (7.13)
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where A ∈ NC and a ∈ N ′I . For every pair (a, r) ∈ N ′I ×NR the TBox
T may contain at most one statement of the form

∃r.(
l
P ) v Fa, (7.14)

where P ⊆ {Fb | b ∈ N ′I}, and where r(a, b) ∈ A implies Fb ∈ P . Other-
wise, we allow P to be empty and define

d
∅ = > as usual. Furthermore,

we assume that O = (T ,A) is consistent. The intuition behind state-
ments of type (7.13) is that they can specify to which concept names
an individual does not belong. Statements of type (7.14) specify which
r-successors an individual can have.
In the previous sections we have constructed canonical models for
EL⊥-ontologies with general TBoxes. We construct an interpretation
κO = (∆κO , ·κO ) of O that serves a similar purpose. We define

∆κO = N ′I ∪ {α},

where α /∈ N ′I is a new individual name. We define the interpretation
function ·κO as follows. For every individual name a ∈ N ′I we define

aκO = a.

We define

AκO ={α} ∪ {a | A v Fa /∈ T }, TκOa ={a}, FκOa =∆κO \ {a}

(7.15)

for all concept names A ∈ NC and all individual names a ∈ N ′I . Lastly,
for every role name r ∈ NR we define

rκO = {(α, α)}

∪ {(a, b) | ∃r.
l
P v Fa ∈ T implies Fb ∈ P}

∪ {(a, α) | there is no GCI ∃r.
l
P v Fa ∈ T }.

(7.16)

Lemma 7.20. If O is consistent then the interpretation κO is a model
of O.
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Proof. We verify for each statement from O that it holds in κO. ABox-
assertions: We have defined TκOa = {a} and thus all assertions of the
form Ta(a) ∈ A hold in κO. Let A(a) ∈ A be an assertion of type
(7.10). We know that T contains the GCI Ta u Fa v ⊥ and A contains
Ta(a). Since A also contains A(a) there cannot be a GCI A v Fa
in T , otherwise O would be inconsistent. Thus a ∈ AκO follows from
(7.15). Therefore A(a) holds in κO. Assume that A contains r(a, b). We
distinguish two cases. If there is a statement ∃r.(

d
P ) v Fa in T then

r(a, b) ∈ A implies that Fb ∈ P holds. Then (7.16) yields (a, b) ∈ rκO .
If there is no statement ∃r.(

d
P ) v Fb then (a, b) ∈ rκO holds according

to (7.16). We have thus shown that all ABox-assertions from A hold in
κO.
TBox: Let Ta u Fa v ⊥ be a GCI of type (7.12) in T . By definition

it holds that TκOa ∩ FκOa = {a} ∩ (∆κO \ {a}) = ∅. Thus Ta u Fa v ⊥
holds in κO. Let A v Fa be a GCI of type (7.13). The definition of
AκO yields a /∈ AκO . Thus we obtain AκO ⊆ ∆κO \ {a} = FκOa . Thus
A v Fa holds in κO.
Lastly, let ∃r.(

d
P ) v Fa be a GCI of type (7.14) in T . Then (7.16)

yields (a, α) /∈ rκO , i. e. α is not an r-successor of a. Let b ∈ N ′I be an in-
dividual name satisfying (a, b) ∈ rκO . (7.16) yields Fb ∈ P . On the other
hand b /∈ FκOb = ∆κO \ {b} holds, which implies b /∈ (

d
P )κO . Hence,

no r-successor of a is in (
d
P )κO , which implies that a /∈ (∃r.

d
P )κO

holds. We obtain (∃r.
d
P )κO ⊆ ∆κO \ {a} = FκOa . Thus ∃r.

d
P v Fa

holds in κO.

We denote by Ca = (a, Ta) the concept description of a in κO. Clearly,
aκO ∈ CκOa holds (κO and Ca share the same description graph and thus
the identity relation serves as a simulation). Lemma 7.20 then shows
that Ca is a possible description of a with respect to O. Furthermore,
the restriction Ca|NC

to the set of concept names NC is also a possible
description of a with respect to O.

Lemma 7.21. Let D ∈ pdNC

O (a) be a possible description of a ∈ N ′I for
the set of concept names NC . Then it holds that Ca|NC

v D.
This proves in particular that Ca|NC

is the least element of pdNC

O (a)

and thus also a minimal possible description of a. Since pdNC

O (a) con-
tains a least element minimal possible descriptions of a must be unique
up to equivalence.
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Proof. We want to prove Ca|NC
v D. The description ⊥ cannot be

a possible description of a and therefore D must be an ELgfp-concept
description D = (AD, TD). Since D uses only the concept names from
NC it suffices according to (7.8) to prove Ca v D. By Lemma 2.3 we
need to show that there is a simulation from D to Ca. Ca and κO share
the same EL-description graph. Thus it suffices to show that there is a
simulation from D to a in κO.
Let i = (∆i, ·i) be a model of O that satisfies a ∈ Di. We define the

relation

Z2 = {(x, b) ∈ ∆i ×N ′I | x /∈ F ib} ∪ {(x, α) | x ∈ ∆i}.

While Z2 is not necessesarily a simulation we show that namesi(x) ∩
NC ⊆ namesκO (y) for all pairs (x, y) ∈ Z2, i. e. Z2 satisfies (S1) for
the original concept names from NC , but not necessarily for the names
from N new

C . Furthermore, we show that Z2 satisfies (S2). All pairs
(x, y) ∈ Z2 satisfy namesi(x) ∩ NC ⊆ namesκO (y): Let (x, b) ∈ Z2

be a pair in the relation Z2, where b 6= α. This yields x /∈ F ib . Let
A ∈ namesi(x)∩NC be a concept name. Then x ∈ Ai must hold. Then
x ∈ Ai and x /∈ F ib yield that A v Fb does not occur in T , for otherwise
i would not be a model of T . The definition of κO implies that b ∈ AκO
and therefore A ∈ namesκO (b). For pairs (x, α) ∈ Z2 the claim is trivial
since NC ⊆ namesκO (α).
(S2) Let (x, b) ∈ Z2 be a pair in the relation Z2, where b 6= α. Let y ∈

succri (x) be an r-successor of x in i. If T does not contain a statement
of the form ∃r.

d
P v Fb then it holds that (b, α) ∈ rκO . Furthermore,

(y, α) ∈ Z2 holds, which proves (S2). In the case where T does contain
a statement of the form ∃r.

d
P v Fb we know that y /∈ (

d
P )i holds.

Hence, there must be some concept name Fc ∈ P satisfying y /∈ F ic and
thus (y, c) ∈ Z2 holds. The definition of κO yields (b, c) ∈ rκO . This
proves (S2).
Since i = (∆i, ·i) satisfies a ∈ Di, Lemma 2.2 yields that there is a

simulation Z1 from D to ai in i. Since D uses only the concept names
from NC the first result suffices to prove that Z2◦Z1 satisfies (S1), while
the second result implies that Z2 ◦ Z1 satisfies (S2). It is easy to verify
that Z2 ◦ Z1 contains the pair (AD, a). Thus Z2 ◦ Z1 is a simulation
from D to a in κO and thus also a simulation from D to Ca. Lemma 2.3
yields Ca v D, and therefore Ca|NC

v D must also be true.
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Theorem 7.22. Let O be an ontology that only contains statements of
the types (7.9), (7.10), (7.11), (7.12), (7.13), and (7.14). Let C and
D be EL⊥gfp-concept descriptions. D is an approximated possible conse-
quence of C with respect to O iff Ca|NC

v D holds for all individuals
a ∈ N ′I that satisfy O |= C(a).

Proof. D is not an approximated possible consequence of C iff there is
an explicit counterexample a ∈ N ′I to C v D. An individual a ∈ N ′I
is an explicit counterexample to C v D iff a satisfies O |= C(a) and
O |= ¬D(a). Furthermore, a satisfies O |= ¬D(a) iff there is no model
i in which ai ∈ Di holds, i. e. iff D is not a possible description of a.
Lemma 7.21 states that D is not a possible description of a if Ca|NC

6v D
holds. On the other hand, if Ca|NC

v D holds then a ∈ DκO must also
hold, since Ca and κO share the same EL-description graph. This shows
that D is not a possible description of a if and only if Ca|NC

6v D holds.
In summary, we obtain that D is not an approximated possible con-

sequence of C iff there is an individual a ∈ N ′I that satisfies O |= C(a)
and Ca|NC

6v D.

Corollary 7.23. Let E be the least common subsumer of all descrip-
tions Ca where a ∈ N ′I satisfies O |= C(a). Then E is a minimal
approximated possible consequence of C and minimal approximated pos-
sible consequences are unique up to equivalence.

Proof. E subsumes all descriptions Ca for all a ∈ N ′I that satisfy O |=
C(a). Theorem 7.22 yields that E is an approximated possible conse-
quence of C. Let D be an approximated possible consequence of C.
Then Theorem 7.22 yields that D is a common subsumer of all concept
descriptions Ca where a ∈ N ′I satisfies O |= C(a). Hence it follows that
E v D. This shows that E is the only minimal approximated possible
consequence of C up to equivalence.

The fact that approximated possible consequence are unique up to
equivalence justifies that we can speak of the approximated possible
consequence of a concept description C with respect to O for the set
of concept names NC , which we denote by mapcNC

O (C). The following
result is readily obtained from Lemma 7.19, which states that possi-
ble consequences are always approximated possible consequences, and
Corollary 7.23.
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Corollary 7.24. Let E = mapcNC

O (C) be the approximated minimal
possible consequence of C with respect to O for the set of concept names
NC . If D is a possible consequence of C with respect to O for the set of
concept names NC then it holds that E v D.

In this section we have shown that in the simple case where the on-
tology contains only statements of certain types, minimal approximated
possible consequences are unique up to equivalence. In comparison to
minimal possible consequences they can be computed fairly easily, since
constructing κO can be done in linear time in the size of O. Conversely,
canonical restricted models have exponential size in the size of the on-
tology.

7.3 ABox Exploration

The goals of ABox Exploration are essentially the same as the goals
of Model-Exploration. The difference is that ABox Exploration uses
an ontology to keep track of counterexamples. We present two ontology
completion formalisms where counterexamples are stored in an ontology.
We call these formalisms ABox Exploration. The two algorithms mainly
differ in the way right hand sides of the GCIs are obtained. Algorithm 12
uses minimal possible consequences, while Algorithm 13 uses minimal
approximated possible consequences.
For the first algorithm we look at two settings, one where no additional

restrictions are placed on the ontology, and one where only statements
of types (7.9), (7.10), (7.11), (7.12), (7.13), and (7.14) are allowed.

7.3.1 Exploration Using Minimal Possible
Consequences

ABox Exploration, like Model Exploration, assumes that we have access
to an expert’s complete knowledge about the domain of the knowledge
base, and that this knowledge can be represented in the form of a back-
ground model i over some signature (NC ,NR). However, i is initially
not known to the algorithm. The algorithm only has access to a knowl-
edge base O0, which is a representation of i. The exploration follows
the usual pattern: Questions in the form of GCIs are presented to the
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expert who either accepts or refutes them. When a GCI is refuted the
expert must extend the current knowledge base Ol to a new knowledge
base Ol+1 that refutes the GCI. Naturally, the new knowledge base is
required to be a representation of i.

Algorithm 12 is a modification of Algorithm 10, the algorithm for
computing a finite base with acyclic left-hand sides for the GCIs holding
in a given model. Like in Model Exploration (Algorithm 11) a while-
loop is added and the expert interaction takes place within that inner
while-loop. For a given left-hand side

d
P̃k the algorithm chooses as the

corresponding right-hand side one of the minimal possible consequence
of

d
P̃k with respect to Ol. This is possible since

d
P̃k is an acyclic

EL⊥gfp-concept description and we have seen in Section 7.2.2 that minimal
possible consequences for acyclic EL⊥gfp-concept description exist and can
be computed effectively.

Lemma 7.25. Let O be a representation of i = (∆i, ·i) over the signa-
ture (NC∪N new

C ,NR,NI∪N new
I ). Let C be an EL⊥gfp-concept description

over the signature (NC ,NR) and D ∈ mpcNC

O (C) a minimal possible con-
sequence of C with respect to O. If C v D holds in i then D satisfies
D ≡ Cii.

Proof. Since C v D holds in i we obtain Ci ⊆ Di. Lemma 4.1 yields
Cii v D. On the other hand, i is a witness model for C v Cii, because
Lemma 4.1 yields Ci ⊆ Ciii. Therefore Cii is a possible consequence of
C. Cii v D and minimality of D yield D ≡ Cii.

This shows that, like in Model Exploration, once the expert accepts a
GCI C v D we have found the model-based most specific concept Cii,
even though we do not know the background model i explicitly.

In Line 8 of Algorithm 10 a new set of implications L̄k+1 is computed.
The right-hand sides of these implications are obtained as the closures
of the respective left-hand sides in the induced context Kk+1. In the set-
ting of Algorithm 12 the model i is not known and therefore we cannot
compute an induced context, let alone the corresponding closure opera-
tor. Instead we use projections of the minimal possible consequence D
to the current set of attributes Mk+1.

Lemma 7.26. Let M be a set of EL⊥gfp-concept descriptions and let
K be the context induced by i and M . Let O be a representation of
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Algorithm 12 ABox Exploration
1: input O0 := (T0,A0)
2: P̃0 := ∅, M̃0 := NP ∪ {⊥}, k := 0, l := 0,
3: S̃0 := {{⊥} → {A} | A ∈ NP }, L̃0 := ∅
4: while Pk 6= null do
5: Select Dk ∈ mpcNC

Ol
(
d
P̃k)

6: while Expert refutes
d
P̃k v Dk do

7: Ask the expert for a new ontology Ol+1 that
– extends Ol,
– is a representation of the background model, and
– refutes

d
P̃k v Dk

8: l := l + 1
9: Select new Dk ∈ mpcNC

Ol
(
d
P̃k)

10: end while

11: M̃k+1 := M̃k ∪

{
{∃r.

d
P̃k | r ∈ NR} if D` 6≡ Dk for all ` < k

∅ otherwise
12: S̃k+1 := {{A} → {B} | A,B ∈ M̃k+1, A v B}
13: L̃k+1 := {P̃r → prM̃k+1

(Dr) | r ∈ {0, . . . , k}}
14: if P̃k = M̃k = M̃k+1 then
15: P̃k+1 := null
16: else
17: P̃k+1 := lectically smallest subset of M̃k+1 that is

– lectically greater than P̃k, and
– respects all implications from L̃k+1 ∪ S̃k+1.

18: end if
19: k := k + 1
20: end while
21: return {

d
Pr v Dr | r ∈ {0, . . . , k − 1}}
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i = (∆i, ·i). Let U ⊆ M be a set of EL⊥gfp-concept descriptions and D
a minimal possible consequence of

d
U with respect to O for NC . Ifd

U v D holds in i then D satisfies prM (D) = U ′′.

Proof. Corollary 4.13 yields prM ((
d
U)ii) = U ′′. Lemma 7.25 implies

(
d
U)ii = D. We obtain prM (D) = U ′′.

We do not yet know if Algorithm 12 terminates. For now, we only
assume that it terminates after n iterations of the outer while-loop. If
it terminates the output of Algorithm 12 is the set of GCIs

B7 = {
l
Pk v Dk | k ∈ {0, . . . , n− 1}}.

Theorem 7.27. If Algorithm 12 terminates after the n-th iteration of
the outer while-loop, then its output B7 is a finite base for the EL⊥gfp-
GCIs holding in the background model i.

Proof. The idea of the proof is the same as in the completeness proof for
Model Exploration (Theorem 6.16). We prove that Algorithm 12 with
a representation O0 of i as input has the same output as Algorithm 10
with the full background model i as input. We use induction over k
to show that P̃k =̇ P̄k, Dk ≡ (

d
P̄k)ii, M̃k =̇ M̄k, L̃k =̇ L̄k and S̃k =̇ S̄k

holds for all k ∈ {0, . . . , n}, where =̇ denotes equality up to equivalence.
The base case can be treated as in the proof of Theorem 6.16.
Step Case: We assume that P̃m =̇ P̄m, Dm ≡ (

d
P̄m)ii, M̃m =̇ M̄m,

L̃m =̇ L̄m and S̃m =̇ S̄m holds for all m ≤ k. From Dk ≡ (
d
P̄m)ii

we readily obtain M̃k+1 =̇ M̄k+1 and S̃k+1 =̇ S̄k+1. Lemma 7.26 and
M̃k =̇ M̄k yield that

prM̃k
(Dr) =̇prM̄k

(Dr) = P̄ ′′kr

holds for all r ≤ k. This proves L̃k =̇ L̄k. The value of P̃k depends only
on M̃k, L̃k and S̃k. It therefore holds that P̃k =̇ P̄k. Algorithm 12 can
only reach Line 11 if the expert has confirmed that

d
P̃k v Dk holds

in the background model i. Lemma 7.25 shows that Dk+1 ≡ (
d
P̃k+1)ii

holds and thus by induction hypothesis Dk+1 ≡ (
d
P̄k+1)ii holds.

We have thus shown that Algorithm 12 and Algorithm 10 produce the
same output. Since the output of Algorithm 10 is correct, B7 must be
correct as well.
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The proof of Theorem 7.27 in particular demonstrates that, outside
the inner while-loop, Algorithm 12 exhibits the same behaviour as Algo-
rithm 10. Hence, unless it remains in the inner while-loop, Algorithm 12
terminates.

Theorem 7.28. The expert can ensure that Algorithm 12 terminates.

Proof. Algorithm 12 terminates if it does not remain in the inner while-
loop. Assume that the expert provides Oi = (Ti,Ai) from Section 7.1.2
as the new ontology in Line 7. This is possible since Oi a representa-
tion of i by Lemma 7.1 and contains an explicit counterexample to all
GCIs that do not hold in i by Theorem 7.3. Then Dk ∈ mpcNC

Oi
(
d
P̃k) is

obtained as a possible consequence of
d
P̃k with respect to Oi for NC .

In particular this means that there cannot be an explicit counterexam-
ple to the GCI

d
P̃k v Dk. Thus according to Theorem 7.3 the GCId

P̃k v Dk holds in i, i. e. Dk satisfies (
d
P̃k)i ⊆ Di

k. Lemma 4.1 yields
(
d
P̃k)ii v Dk. Since (

d
P̃k)ii is also a possible consequence of

d
P̃k the

minimality of Dk implies that (
d
P̃k)ii ≡ Dk holds. Algorithm 12 will

not remain in the inner while-loop and therefore terminates.

Unfortunately, it is also possible for the expert to provide “bad” coun-
terexamples, that allow the algorithm to remain in the inner while-loop.
Example 7.5 illustrates this. This motivates us to restrict the ontol-
ogy statements that can be added to those of type (7.9), (7.10), (7.11),
(7.12), (7.13), and (7.14).

Corollary 7.29. If the background model i = (∆i, ·i) is finite and the
expert is only allowed to add the elements of ∆i as individual names and
statements of type (7.9), (7.10), (7.11), (7.12), (7.13), and (7.14) to
the ontology in Line 7 of Algorithm 12 then Algorithm 12 will terminate
after finitely many iterations.

Proof. Since there are only finitely many elements of ∆i there are only
finitely many statements of types (7.9) to (7.14). Therefore, after finitely
many iterations the ontology Ol must contain all statements from Oi
from Section 7.1.2. Then the arguments of Theorem 7.28 apply and
prove that Algorithm 12 terminates.

Allowing only the statements of types (7.9) to (7.14) may seem restric-
tive. However, it is not against the philosophy of exploration formalisms
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to be restrictive with respect to the GCIs that can be added manually.
The purpose of ABox Exploration is that the expert does not have to
develop GCIs herself, but that GCIs are proposed by the system. The ex-
pert should not have to provide anything apart from “Yes/No”-answers
and counterexamples. Therefore, not allowing the expert to provide
more than this kind of information is not a severe restriction. All types
of statements (7.9) to (7.14) have an intuitive meaning that can be re-
formulated in natural language. For example a GCI ∃r.Fb v Fa of type
(7.14) can be reformulated to read that “a cannot have an r-successor
that differs from b”. Using natural language might make it even easier
for the expert to provide counterexamples.

Example 7.5. This simple example illustrates that Algorithm 12 need
not terminate if we allow the arbitrary ontological axioms to be added
in Line 7. We consider the background model i over the signature
(NC ,NR) = ({A}, {r}) which is depicted in Figure 7.7. We assume
that the ontology O0 consists of an empty TBox T0 = ∅ and an ABox
A0 = {>(x)}. The first left-hand side that Algorithm 12 comes up with
is, as always, >. The bottom concept ⊥ is not a possible consequence of
> since O0 cannot have an empty model. Instead, the minimal possible
consequence of > is Call = (Aall, Tall) where Tall is the TBox

Tall = {Aall ≡ A u ∃r.Aall}

(see Figure 7.8 for a witness model). In this special case the minimal
possible consequence is even unique up to equivalence.
Thus the expert sees the question “Does the GCI

> v Call

hold in i?”. Since x ∈ ∆i satisfies x /∈ Ai and thus also x /∈ Call
i

the expert rejects this GCI. She then tries to turn the individual x
into a counterexample using the method that has been described in
Section 7.1.1. Thus she adds a new concept name T1 to the set of
concept names, the GCI T1 u A v ⊥ to the ABox, and the assertion
T1(x) to the ABox. She has thereby stated that x is not an instance of
A. Algorithm 12 then computes a new minimal possible consequence of
>, namely the description ∃r.Call (see Figure 7.9 for a witness model).
The next GCI that is presented to the expert would thus be

> v ∃r.Call.

175



7 ABox Exploration

x

r

Figure 7.7: The Back-
ground Model
i from Exam-
ple 7.5

x

A

r

Figure 7.8: Witness
Model

x y

A

r

r

Figure 7.9: Witness
Model

Once again, the expert refutes the GCI and turns x into a counterex-
ample, by making sure that x is not an instance of ∃r.A. The next GCI
is

> v ∃r.∃r.Call.

If the expert maintains her strategy, then this will continue indefinitely.
This illustrates, that if we allow greater freedom to the expert, the ABox
Exploration does not necessarily terminate.

Example 7.6. In the beginning of this chapter we have argued that in
the background model from Figure 7.1 counterexamples in Model Explo-
ration cannot be provided without feeding the entire background model
into the algorithm. By contrast, we demonstrate how counterexamples
can be described in ABox Exploration using only statements of the types
(7.9) to (7.14). We present only the first iteration of the outer while-loop
of Algorithm 12, not the entire exploration. The signature of the back-
ground model i is ({Male,Female}, {hasChild, hasParent,marriedTo}). We
assume that Algorithm 12 receives an empty ontology O0 = (∅, ∅) as in-
put. The first GCI that the algorithm produces is

> v ⊥.

This is refuted, and any individual can serve as a counterexample. For
example, the expert might add Sally. To speed things up she could also
describe some properties that Sally does not have, for example Sally is
not male and does not have children. Using our restricted syntax this
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can be achieved using the ontology O1 = (T1,A1), where

T1 = {TSally u FSally v ⊥,
Male v FSally,

∃hasChild.> v FSally}

and
A1 = {TSally(Sally)}.

Thus, ⊥ is not a possible consequence of > any more, nor is any concept
description that is subsumed by Male or ∃hasChild.>. The new minimal
possible consequence of > is

Female u ∃marriedTo.Call u ∃hasParent.Call,

where Call is defined in analogy to (4.2). Obviously, the GCI

> v Female u ∃marriedTo.Call u ∃hasParent.Call,

still does not hold in the background model, and therefore the expert
decides to add Don as a counterexample. She expresses that Don is not
female, has no parents and is not married by adding the corresponding
axioms to the ontology. This results in the minimal possible consequence
of > being > which means that Algorithm 12 leaves the inner-while loop.
Notice that only two individuals had to be added so far. Moreover,

it was not even necessary to describe all properties of these individuals.
For example the ontology still does not contain the knowledge that Don
is male, or that Sally has a female parent. By contrast, in Model Ex-
ploration the expert would have had to add the entire model already to
refute the very first GCI.

7.3.2 Exploration Using Approximations
In the previous section we have seen that in order to guarantee ter-
mination of Algorithm 12 we can only allow statements of types (7.9),
(7.10), (7.11), (7.12), (7.13), and (7.14) to be added to the ontology. We
now look at the even simpler setting, where we also assume the orig-
inal ontology O0 to be of this type. Apart from this assumption the
input remains the same as for Algorithm 12, i. e. there is a background
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model i over the signature (NC ,NR), the knowledge base O0 is a repre-
sentation of i and the expert has complete knowledge about i. In such
a setting minimal approximated possible consequences are unique and
exhibit better computational behaviour than the actual minimal pos-
sible consequences (Corollary 7.23). We modify the ABox Exploration
Algorithm 12 with replacing minimal possible consequences by minimal
approximated consequences. The result is listed as Algorithm 13.
Notice, that it may happen that a given GCI C v D is refuted by the

current ontology Oj , but Oj does not contain an explicit counterexample
to C v D. In Algorithm 12 such a GCI would not be presented to
the expert. In Algorithm 13 the GCI needs to be presented to the
expert, who needs to provide an explicit counterexample. Thus using
approximations may increase expert interaction.

Lemma 7.30. Algorithm 13 terminates for all inputs O0 and for all
background
models i.

Proof. We use a similar argument as is Lemma 6.15. Since we only allow
statements of types (7.9) to (7.14) in the ontologies Ol, and since there
are only finitely many statements of these types after a certain number
of iterations, Ol must contain the entire ontology Oi from Section 7.1.2.
Theorem 7.3 yields that every GCI C v D that does not have an explicit
counterexample in Oi must hold in i. Therefore if D is an approximated
possible consequence of C the GCI C v D holds in i, i. e. Ci ⊆ Di holds.
This yields Cii v D by Lemma 4.1. Since Cii is a possible consequence (i
serves as a witness model), and therefore also an approximated possible
consequence this proves that Cii is the (unique) minimal approximated
possible consequence of C with respect to Oi. Consequentially, once
Ol contains the entire ontology Oi, Algorithm 13 must leave the inner
while-loop. Outside the inner while-loop Algorithm 13 behaves exactly
like Algorithm 12 and therefore terminates.

The proof that when Algorithm 13 terminates after the n-th iteration
its output

{
l
Pr v Dr | r ∈ {0, . . . , n}}

is a base for the GCIs holding in i can be done in analogy to the proof
of Theorem 7.27. Again, one first proves in analogy to Lemma 7.25 that
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Algorithm 13 ABox Exploration Using Approximated Possible Con-
sequences
1: input O0 := (T0,A0) {ontology O}
2: P̃0 := ∅, M̃0 := NP ∪ {⊥}, k := 0, l := 0,
3: S̃0 := {{⊥} → {A} | A ∈ NP }, L̃0 := ∅
4: while Pk 6= null do
5: Dk := mapcNC

Ol
(
d
P̃k)

6: while Ol∪{
d
P̃k v D} is inconsistent or expert refutes

d
P̃k v D

do
7: Ask the expert for a new ontology Ol+1 that

– extends Ol,
– is a representation of the background model, and
– contains an explicit counterexample for

d
P̃k v D

8: Dk := mapcNC

Ol+1
(
d
P̃k)

9: l := l + 1
10: end while

11: M̃k+1 := M̃k ∪

{
{∃r.

d
P̃k | r ∈ NR} if D` 6≡ Dk for all ` < k

∅ otherwise
12: S̃k+1 := {{A} → {B} | A,B ∈ M̃k+1, A v B} {updating S̃k+1

and L̃k+1}
13: L̃k+1 := {P̃r → prM̃k+1

(Dr) | r ∈ {0, . . . , k}}
14: if P̃k = M̃k = M̃k+1 then
15: P̃k+1 := null
16: else
17: P̃k+1 := lectically smallest set subset of M̃k+1 that is

– lectically greater than P̃k, and
– respects all implications from L̃k+1 ∪ S̃k+1.

18: end if
19: k := k + 1
20: end while
21: return {

d
Pr v Dr | r ∈ {0, . . . , k − 1}}
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when the expert accepts a GCI we have found the correct right-hand
side:

Lemma 7.31. Let O be a representation of i = (∆i, ·i). Let C be
an EL⊥gfp-concept description and D a minimal approximated possible
consequence of C with respect to O for NC . If C v D holds in i then D
satisfies D ≡ Cii.

Proof. Using i as a witness model it follows that Cii is a possible con-
sequence of C. Thus it is also an approximated possible consequence of
C and we obtain D v Cii. On the other hand, since C v D holds in i
we obtain Ci ⊆ Di. Lemma 4.1 yields Cii v D.

Corollary 7.32. If Algorithm 13 terminates after the n-th iteration of
the outer while-loop, then its output

{
l
Pr v Dr | r ∈ {0, . . . , n}}

is a finite base for the EL⊥gfp-GCIs holding in the background model i.

Proof. This can be shown in analogy to Theorem 7.27 by comparing the
behaviour of Algorithm 13 to Algorithm 10.

The advantages of Algorithm 13 over Algorithm 12 are that approxi-
mated minimal possible consequences can be computed more effectively
than minimal possible consequences, and are moreover unique up to
equivalence. A drawback is, that expert interaction may be necessary,
even in some cases where it is already known that a certain GCI is
refuted.
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8 Related Work

This chapter presents several works that relate to this thesis. In the
first section we introduce early attempts that bridge the gap between
FCA and DL, or similar logics: Terminologic Attribute Logic and Logic
Information Systems. Their ideas are related to what we call induced
contexts and model-based most specific concepts in this work. The sec-
ond section deals with the formalisms by Baader and Sertkaya, and by
Rudolph. These have already been introduced in Section 1.3. Here, we
look at them again from a low-level perspective and compare them to
Model-Exploration and ABox-Exploration. Finally, two formalisms are
presented that allow to combine general fixpoint semantics and general
TBoxes. These are hybrid TBoxes, as introduced in [Bra06], and the
logic ELν , as introduced in [LPW10a].

8.1 Bridging the Gap between FCA and
Logics

We present two approaches, Terminological Attribute Logic and Logical
Information Systems, that can be considered as first attempts to provide
a common framework combining FCA and (Description) Logics. There
has been other work at the intersection of FCA and DL, where FCA was
mainly used as a tool for a specific problem in DL, for example to assist
in the computation of the subsumption hierarchy of all conjunctions of
a set of concepts [Baa95, BS04], the subsumption hierarchy of conjunc-
tions and disjunctions [Stu96b] or the subsumption hierarchy of all least
common subsumers [BM00]. Since these approaches are not as closely
related to this work, we do not give a detailed presentation of them.
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Table 8.1: Syntax and Semantics of Relation Terms

Name Syntax Semantics
relation names R ∈ R R̄

identity id {(g, g) | g ∈ GK}
inverse Sd {(h, g) | (g, h) ∈ JSKi}
complement Sc GK ×GK \ JSKi

Table 8.2: Syntax and Semantics of Attribute Terms

Name Syntax Semantics
attribute names m ∈M {g ∈ GK | (g, m̄) ∈ IK}
top concept > GK

bottom concept ⊥ ∅
negation ¬t GK \ JtKi
conjunction s ∧ t JsKi ∩ JtKi
disjunction s ∨ t JsKi ∪ JtKi
existential restriction ∃R.t {g ∈ GK | ∃h ∈ JtKi : (g, h) ∈ JRKi}
value restriction ∀R.t {g ∈ GK | ∀h ∈ GK : (g, h) ∈

JRKi ⇒ h ∈ JtKi}

8.1.1 Logical Scaling and Terminological Attribute
Logic

Serious attempts at combining FCA and logic started in the late 1990s
with the works of Susanne Prediger [Pre97, PS99, Pre00]. Prediger’s pri-
mary interest was logical scaling, a method to transform many-valued
formal contexts (concepts where an object/attribute pair can be assigned
more than two values) into normal (also called two-valued) formal con-
texts. Since many-valued contexts are not relevant to this work, we
only give an intuitive description of the results that have been obtained
in this area. In [Pre00] Prediger presents a logic that is tailored to be
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used with formal contexts. She presents two variants of this logic, one
for two-valued contexts and one for many-valued logics. The logic for
two-valued contexts can be viewed as a syntactic variant of ALCI with
negation of roles and identity. It is introduced as a tool to extend a con-
text by defining new attributes, which yields an induced context. The
intended purpose of the variant for many-valued contexts is logical scal-
ing. Earlier works have used standard ALC and SQL as the language
that is used to describe logical scales [Pre97, PS99]. A similar approach
with a logic that does not use quantifiers exists under the name Contex-
tual Attribute Logic [GW99] and an approach using full first order logic
has been presented in [Zic91].

Two-Valued Contexts

Terminological attribute logic for two-valued contexts, as Prediger calls
her logic, can be viewed as a syntactic variant of the description logic
ALCI¬,id. The most obvious difference is that it uses relational contexts
to encode the information that is normally provided by an interpretation.

Definition 8.1 (Relational Context). A tuple ((GK,RK),MK, IK) where
GK and MK are finite sets, RK is a finite set of relations RK ⊆ GK×GK,
and IK is a relation IK ⊆ GK ×MK is called relational context.

Terminological Attribute Logic starts with an alphabet of attribute
namesM and an alphabet of relation namesR.1 From the two alphabets
one can create new attribute terms and relation terms inductively, using
constructors from Table 8.1 and Table 8.2. The semantics is defined
using a relational context ((GK,RK),MK, IK) and a mapping ·̄ : M∪R→
MK∪RK. The relational context together with ·̄ gives rise to a mapping
J·Ki that maps role terms to binary relations on G and attribute terms
to subsets of G. J·Ki is defined according to Table 8.1 and Table 8.2.
The correspondence to ALCI¬,id is evident.
One of the applications of Terminological Attribute Logic for two-

valued contexts are induced contexts. It allows new attributes to be
1There is a natural correspondence between attribute names and relation names
in Terminological Attribute Logic, and concept names and role names in DL,
respectively. It should be noticed, however, that attribute names and attribute
terms are by convention denoted by lower case letters while relation names and
relation terms are denoted by upper case letters.
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Table 8.3: A Formal Context about Cheeses

softCheese pricePerKG

Roquefort × 19
Morbier 12
Gruyère 10
Emmental 8
Brie × 7
Camembert × 8

Table 8.4: The Logically Scaled Context about Cheeses

softCheese cheap

Roquefort ×
Morbier
Gruyère
Emmental ×
Brie × ×
Camembert × ×

defined using a formal semantics. Apart from the obvious differences
in syntax and expressivity they are the same as the induced contexts
presented in Section 4.2 for EL⊥gfp.

Logical Scaling

A many-valued context is a 4-tuple K = (G,M,W, I) where G is a set of
objects,M is a set of attributes, W is a set of values, and I is a mapping
I : G ×M → W that assigns a value to each pair (g,m) ∈ G ×M (eg.
Table 8.3). A substantial amount of FCA research has been dedicated to
two-valued contexts. In order to benefit from this research transforma-
tions from many-valued contexts into two-valued contexts have emerged.
For example, we might transform the context about cheeses from Ta-
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ble 8.3 to a two-valued context by associating a certain price range with
an attribute cheap. The usual approach is to provide a conceptual scale.
A conceptual scale is a formal context KS = (GS ,MS , IS) that uses a
fresh set of attributes MS ∩ M = ∅ and whose objects are values of
the original context GS ⊆ W . To transform the many-valued context
K = (G,M,W, I) into a two-valued context a scale is associated with
each attribute m ∈ M . In the resulting scaled context an object g ∈ G
has the attribute mS ∈ MS if and only if (g,m)Iw holds and w has
the attribute mS in the scale KS that corresponds to m. Of course, the
transformation to a scaled context is hardly ever lossless.
Providing a formal context as a scale for each attribute can be imprac-

tical or even impossible, when the set of values is large or infinite, as is
often the case with numerical values. Therefore, alternative methods for
providing scales have been examined. Prediger’s contributions include
the method of logical scaling.
The method of logical scaling uses Terminological Attribute Logic

for many-valued contexts. This logic can be used to build attribute
descriptions which are statements such as “A cheap cheese is a cheese that
is either a softCheese and has a pricePerKG of less than 10 or that is not a
softCheese and has a pricePerKG of less than 15.” Attribute descriptions
can then be used to define attributes of a two-valued context, very much
in the sense of induced contexts (c. f. Table 8.4). We are not going
to introduce Terminological Attribute Logic for many-valued contexts
formally. We would only like to point out two interesting facts. First, its
semantics do not use relations on the set of objects, instead relations on
the set of values are used. Second, it is entirely quantifier free. The latter
results mainly from the fact that each object-attribute pair is assigned
exactly one value, which is why there is no need for quantification.

Power Context Families

In [PW99] power context families, which are a generalization of relational
contexts, are presented. A power context family is a family of formal
contexts

{Kk = (Gk,Mk, Ik)}k∈{0,...,n}

where Gk ⊆ Gk0 holds for all k ∈ {0, . . . , n}. Thus, power contexts allow
not only for binary, but for n-ary relations where n can be arbitrarily
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large. A relational context can be viewed as a special case of a power
context family where n = 2. In the field of power context families
Prediger delivers two important contributions. First, she lifts basic FCA
notions such as concept lattices to the level of power context families.
Second, she devises a method for obtaining a power context family from
a many-valued context which is called relational scaling.

8.1.2 Logic Information Systems

The objective of Logic Information Systems is to provide a method for
users to query and navigate through data by using a combination of
DL and FCA [Fer02, FR04]. They are based on a theory called Logical
Concept Analysis [FR00]. Logical Concept Analysis is related to this
thesis as it introduces an operator that behaves similar to model-based
most specific concepts.

Logical Concept Analysis

The idea of logical concept analysis is to avoid FCA attributes entirely,
and to replace them by a single logical description for each object. Log-
ical Concept Analysis requires a DL L that must at least allow for con-
junction u, disjunction t, the top concept > and the bottom concept ⊥.
We denote the set of all L-concept descriptions by L, as well. The set of
concept descriptions L together with subsumption v forms a bounded
lattice (L,v) where u is the meet operator, t is the join operator, and >
and ⊥ are the greatest and least element, respectively. It is remarkable
that the semantics of L are used only to obtain the lattice structure and
not in any of the following technical definitions. The only reason why
a logic and not an arbitrary bounded lattice is used is that logics allow
for more intuitive descriptions in Logical Information Systems. Ferré
describes the logic as being the equivalent to a schema in databases.
As mentioned before, attributes are replaced by a single logical de-

scription for each object. Thus a logical context is a triple K = (G,L, d)
where G is a finite set of objects and d is a function d : G→ L that maps
each object to a concept description that describes it. Furthermore, the
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operators σK and τK are defined as

σK : 2G → L

A 7→
⊔
g∈A

d(g)

τK :L → 2G

C 7→ {g ∈ G | d(g) v C}.

The intuition behind τK is that it maps every concept description C to
the set of objects that belong to the concept C. Clearly, every object
g is an element of τK(d(g)) and there cannot be a concept description
C to which g belongs that is more specific than d(g). Thus the concept
description d(g) has the flavor of a most specific concept. In logics that
provide for disjunction the least common subsumer of two concept de-
scriptions is their disjunction. We can think of σK as a function that
maps a set A ⊆ G to the most specific concept description C to which
all elements of A belong, i. e. which satisfies A ⊆ τK(C). This exposes
the common ideas behind logical contexts and model-based most spe-
cific concepts. The most obvious difference between the two is that
model-based most specific concepts are obtained from a model while the
mapping d of a logical context must be given explicitly.
The basic notions of FCA can be replicated in the setting of logical

contexts. Ferré defines

• logical concepts, which are pairs (A,C) ∈ 2G×L where A = τK(C)
and C = σK(A), and

• contextualized subsumption, where C is said to contextually sub-
sume D if τK(C) ⊆ τK(D) holds.

Furthermore, Ferré defines feature contexts which closely ressemble in-
duced contexts: If K = (G,L, d) is a logical context and F ⊆ L is a
set of concept descriptions, then the formal context KF = (G,F , IF ),
where gIFC if and only if g ∈ τK(C), is called the feature context of F
and K.

Logical Information Systems

Logical Contexts have been designed with Logical Information Systems
as their application in mind. Logical Information Systems are intended
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to facilitate querying and navigation in data. In principle a Logical
Information System is a logical context, together with some reasoning
services of which the two most important ones are querying and naviga-
tion.
Querying is defined in a relatively straightforward way: Given a con-

cept description C ∈ L one looks for all objects that belong to C. It
consists simply of computing τK(C). Navigation on the other hand is
less obvious. The idea is that instead of writing a complex query manu-
ally the user may want to navigate through the data, gradually refining
the search query. To narrow the search space, a set of features F is
given, from which the queries are obtained. In principle, refinement of
a query C means moving down one node in the concept lattice of the
feature context KF . What the navigation reasoning service does is to
suggest so-called links. A link is a feature D, such that the conjunction
of the current query C and D yields a concept description C uD that
satisfies τK(C u D) ( τK(C). Using links the user can gradually move
down the edges of the lattice until she arrives at the desired query.

8.2 Exploration Formalisms in DL

8.2.1 FCA-based Ontology Completion and OntoComp

In [BGSS07, Ser07] an ontology completion formalism is introduced.
Like in this thesis, it is assumed that the expert has complete knowledge
about the domain. Like Abox-Exploration the input of the algorithm is
an ontology O0 = (T0,A0). The difference between the two approaches
is that [BGSS07] uses a weaker notion of completeness. In this formalism
the expert is initially asked to select a set M of concept names that she
deems interesting. The formalism’s objective is to find a set of GCIs B
such that

• all GCIs from B hold in the domain, and

• all GCIs of the form l
L v

l
R,

where L,R ⊆M , that hold in the domain follow from B.
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Hence, the main difference between this formalism and ours is that while
we strive for completeness with respect to all EL⊥-GCIs Baader et al.
only strive for completeness with respect to GCIs of a restricted form.
The main achievement of [BGSS07] is that they find a practical way

of dealing with the open-world knowledge from the ontology in an FCA
context. To this purpose they introduce the notion of a partial context.

Definition 8.2 (Partial Context). A partial object description is a pair
(A,S), where A,S ⊆ M are disjoint subsets of M . A partial context is
a set of partial object descriptions.

As the name says, a partial object description partially describes an
object. Intuitively, if (A,S) is a partial object description then A con-
tains the attributes that the object is known to have, while S contains
the attributes that the object is known not to have. For all other at-
tributes in M \ (A ∪ S) it is not known whether the object has them or
not. Partial contexts can be visualized as cross tables, where each row
represents one partial object description and the columns represent the
attributes. In each cell of the table, there is a cross, an empty space,
or a question mark depending on whether the object has the attribute,
does not have the attribute, or whether it is unknown.
The ontology O together with the set M of concept names gives rise

to the following partial context.

• Every individual a ∈ NI yields the partial object description
(Aa, Sa) where Aa = {C ∈ M | O |= C(a)} and Sa = {C ∈
M | O |= ¬C(a)}.

• The whole ABox induces the partial context

Kp = {(Aa, Sa) | a ∈ NI}. (8.1)

This construction is very similar to the induced contexts from Sec-
tion 4.2. The only difference is that partial contexts instead of con-
ventional formal contexts are required to take care of the open-world
semantics of the ontology O.

In these partial contexts it is not immediately clear how to compute
the right-hand sides of implications, since the FCA derivation operators
do not exist in partial contexts. The following construction is proposed
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Algorithm 14 Ontology Completion According to Baader et al.
input O, M
K0 := partial context obtained from M and O according to (8.1)
L0 := ∅, P0 := ∅, k := 0, l := 0 {Initialization}
while Pk 6= M do
while expert refutes Pk → Kl(Pk) do

ask the expert for a new partial context Kl+1 that
– extends Kl,
– contains a counterexample for Pk → Kl(Pk)
l := l + 1

end while
Lk+1 := Lk ∪ {Pj → Kl(Pj)}
P̄k+1 := lectically smallest subset of M that is
– lectically greater than Pk, and
– respects all implications from Lk.
k := k + 1

end while
return Lk

as a replacement. Let Kp be a partial context and P ⊆ M a set of
attributes. Then Kp(P ) is defined to be the set

Kp(P ) = M \
⋃
{S | (A,S) ∈ Kp, P ⊆ A}.

It can be shown that Kp(P ) is the largest subset of M such that KP
does not contain a counterexample to P → Kp(P ). We would like to
point out that in the special case where

• Kp is obtained from an ontology O = (T ,A) and M according to
(8.1),

• there are no dependencies among the attributes inM , e. g. because
T is empty,

d
Kp(P ) is a minimal possible consequence of

d
P with respect to O

computed in the simple DL that allows only for conjunction and no
other constructors. If there are dependencies among the attributes in

190



8.2 Exploration Formalisms in DL

M then
d
Kp(P ) corresponds to the approximated minimal possible con-

sequence. Algorithm 14 shows the entire ontology completion algorithm,
slightly rearranged to emphasize parallels to our algorithms.

8.2.2 Relational Exploration
Certainly, the theory that is most closely related to this work is the
exploration formalism by Rudolph [Rud04, Rud06, RVH07]. Like in
this work, Rudolph develops a method to obtain a set of GCIs from
a possibly incomplete model. Eventually, the set of GCIs obtained is
shown to be correct and complete (in a certain sense) for the GCIs
holding in what Rudolph calls the “universe”.
As the datastructure in which the counterexamples are provided, Ru-

dolph uses the power context families of order 2, which we have in-
troduced in Section 8.1.1, the section about Prediger’s work. We have
also mentioned that power context families of order 2 contain the same
information as DL models. In order to not confuse the reader with an-
other notation, we present Relational Exploration with DL models as
the underlying datastructure and use the standard notation for concept
descriptions.
In most of his works Rudolph uses the logic FLE which is EL⊥ ex-

tended with value restrictions ∀. Here, we present the method for FLE
based on [Rud04]. In contrast to Model-Exploration Relational Explo-
ration employs a method where role depth is increased step by step.
In order to axiomatize a given model i Relational Exploration starts

with the context K0 that is induced by {⊥}∪NC and i. The Duquenne-
Guigues-Base B0 as well as the set of all concept intents H0 of K0 is
computed in the usual way. No attributes are added during the compu-
tation. Once this has been completed a new context is created.
Assume that Bk and Hk have been computed for the context Kk. The

new set of attributes Mk+1 is defined as

Mk+1 =NC
∪ {∃r.

l
U | U ∈ Hk, r ∈ NR}

∪ {∀r.C | C ∈Mk, r ∈ NR}.

(8.2)

The new context Kk+1 is the context induced by Mk+1 and i. Now,
Next-Closure can be applied again, in order to obtain Bk+1 and Hk+1.
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The algorithm terminates when |Hk| = |Hk+1| holds. Rudolph has
shown that this must be the case after finitely many iterations for every
input model i.

Algorithm 15 Axiomatizing a Finite Model According to Rudolph
k := 0; M0 := {⊥} ∪ NC ;
while |Hk−1| > |Hk−2| do
Kk := context induced by Mk and i
Compute Duquenne-Guigues Base Bk and set of concept intents Hk
of Kk
Obtain new set of attributes Mk+1 from (8.2)
k := k + 1

end while
return {Bk}k∈{0,...,n}

Upon termination the algorithm returns the family {Bk}k∈{0,...,n}.
Rudolph shows that this is complete in the sense that it is possible to
decide for any FLE-GCI C v D whether C v D holds in i using only
{Bk}k∈{0,...,n} and no additional information. The decision procedure
is not straightforward and cannot be performed by a DL reasoner. It
uses a family of mappings {ϕk}k∈{0,...,n} that is defined inductively as
follows. Each mapping ϕk maps arbitrary FLE-concept descriptions of
role depth less than or equal to k to subsets of Mk.

ϕ0(A) = {A}, for all A ∈ {⊥} ∪ NC

and

ϕk+1(A) = {A}, for all A ∈ {⊥} ∪ NC
ϕk+1(∃r.C) = {∃r.

l
(ϕk(C))′′k}

ϕk+1(∀r.C) = {∀r.D | D ∈ ϕk(C)}

ϕk+1(
l
C) =

⋃
{ϕk(C) | C ∈ C}.

Since the closure operator ·′′k can be obtained as the implicational clo-
sure with respect to Bk the function ϕk can be computed without using
any information except {Bk}k∈{0,...,n}. Rudolph shows that if C and D
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are FLE-concept descriptions of role depth at most n then C v D holds
in i if and only if (ϕn(D))′′n ⊆ (ϕn(C))′′n . If C and D have a role depth
that is larger than n then the decision procedure becomes more difficult.
Rudolph presents another function π that is also defined inductively and
whose exact definition we omit here. Like ϕk the function π can be com-
puted using only {Bk}k∈{0,...,n} and no additional information from i.
It maps every FLE-concept description C to a concept description π(C)
such that

• π(C) has at most role depth n, and

• π(C)i = Ci holds.

To verify whether some GCI C v D holds in i it suffices to check whether
π(C) v π(D) holds in i. This can be decided like for concept descriptions
of role depth less than n.

In the fifth chapter of his dissertation Rudolph gives a high-level de-
scription of an exploration formalism that is based on the above pro-
cedure [Rud06]. The algorithm is in principle Algorithm 8.2.2 where
instead of computing the Duquenne-Guigues Base of Kk in Line 4 a
normal FCA Attribute-Exploration is performed on Kk.
There are several issues that can be criticized in Rudolph’s approach.

It does not produce a base of the GCIs holding in i in the sense of Defini-
tion 5.1. The output is a family of implications and a rather complicated
decision procedure. It is not clear whether a base can be obtained easily
from the family {Bk}k∈{1,...,n}, and therefore it cannot be added imme-
diately to a knowledge base. Secondly, the number of attributes in Kk
is of order O(|NR|k) and therefore grows exponentially. However, this
is in part due to attributes that are of the form ∀r.X and comparing
the number of new attributes in Relational Exploration to our approach
would not be fair. There is, however, a computational disadvantage
not only with respect to the number of new attributes, but also with
respect to the amount of expert interaction. By increasing role depth
successively, one loses the property that only one GCI per left-hand side
needs to be added. If the right-hand side is a cyclic model-based most
specific concept in Model-Exploration the same left-hand side occurs
in a question in each iteration of Relational Exploration until termina-
tion. This is likely to result in an increase in expert interaction. A
last criticism is that Rudolph does not go into details of the exploration
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formalism. Especially, the question in what form counterexamples have
to be provided is not addressed. Since it is implicitly assumed that the
induced contexts do not contain counterexamples to GCIs that hold in
the “universe” and the induced contexts have a closed-world semantics,
it stands to reason that the same problems regarding connectedness of
the submodels can occur as in Model-Exploration. However, no details
are found in Rudolph’s work.
Advantages of Relational Exploration over Model-Exploration are that

the questions that are asked do not contain cyclic concept descriptions
and that it additionally allows for value restrictions.

8.3 EL and Fixpoint Semantics

8.3.1 EL with Hybrid TBoxes
EL with hybrid TBoxes is a logic that combines descriptive semantics
and greatest-fixpoint semantics [BM05, Bra06]. It is motivated by the
need for greatest-fixpoint semantics for non-standard reasoning services
such as the least common subsumer or the most specific concept. At
the same time one does not want to lose the usability of GCIs with
descriptive semantics. We introduce EL with hybrid TBoxes. Unfor-
tunately, while the combination of descriptive semantics and greatest-
fixpoint semantics also occurs in EL⊥gfp-GCIs the results from EL with
hybrid TBoxes cannot be used.

Definition 8.3 (Hybrid TBox). Let NP and ND be sets of concept
names and let NR be a set of role names. The pair (F , T ) is called a
hybrid EL-TBox if

• F is a general TBox using NP as the set of concept names and
NR as the set of role names, and

• T is a cyclic TBox using NP as the set of primitive concept names,
ND as the set of defined concept names, and NR as the set of role
names.

Definition 8.4 (Semantics of Hybrid TBoxes). An interpretation i =
(∆i, ·i) is called a model of (F , T ) if there is an interpretation j =
(∆j , ·j) such that
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• j is a model of F , and

• i is the gfp-model of T that corresponds to j, when j is viewed as
a primitive interpretation of T .

Therefore, the idea behind hybrid TBoxes is that the general TBox F
is used to define simple concepts and then more complex concepts are
built on top of these using gfp-semantics. That is why F is called the
foundation of (F , T ). Brandt’s main result is that like in the non-hybrid
versions of EL subsumption reasoning is tractable [BM05]. A polynomial
time reasoning procedure has been implemented in an experimental rea-
soner called Hyp [BNS08]. Furthermore, Brandt provides algorithms for
non-standard reasoning tasks such as least common subsumers [Bra06].
In hybrid TBoxes the defined concepts cannot be used in the descrip-

tive part, i. e. in the foundation F . This contrasts to an EL⊥gfp-GCI
C v D where C = (AC , TC) and D = (AD, TD). The GCI C v D is
essentially a statement about the defined concept names AC and AD
(because the interpretation of C and D is defined to be the interpre-
tation of AC and AD in the corresponding gfp-models). Therefore, in
order to be useful for reasoning in general EL⊥gfp-TBoxes hybrid TBox
would have to allow defined concept names in the foundation F . Such
a logic has not been examined yet.

8.3.2 ELν and ELν+

The description logics ELν and ELν+ make use of the close ties between
modal logics and DL [Sch91]. They have been introduced in [LPW10b,
LPW10a]. The idea behind ELν is to use the greatest fixpoint operator
ν from modal µ-calculus [BS07] explicitly in the concept descriptions.
Thus the syntax of ELν is the same as the syntax of classical EL but
additionally allows the greatest fixpoint construction νX.C, where C is
an ELν concept description and X is a free concept variable. Concept
variables are names from a set NV that can be used within concept
descriptions just like concept names. A variable is free if it occurs outside
the scope of a ν-operator. An ELν concept is closed if it does not contain
any free variables. The semantics of the fixpoint operator is as follows.
Let i be a interpretation and let v be an assignment that maps variables
to subsets of ∆i. By v[X →W ] denote v modified by setting v(X) = W .
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Then
(νX.C)i,v =

⋃
{W ⊆ ∆i |W ⊆ Ci,v[X→W ]}.

While ELν does provide a fixpoint constructor it still differs from
ELgfp in one aspect. The ν-operators in ELν are evaluated successively,
while the fixpoints of an ELgfp-TBox are evaluated simultaneously for
all defined concept names. Lutz et al. consider a second logic ELν+

which allows for simultaneous fixpoint operators. Syntactically, ELν+ is
EL extended by a constructor of the form

νkX1 · · ·Xn.C1, . . . , Cn

where 1 ≤ k ≤ n. Its semantics is defined by

(νkX1 · · ·Xn.C1, . . . , Cn)i,v =

=
⋃{

Wk | ∃W1, . . . ,Wk−1,Wk+1, . . . ,Wn : ∀1 ≤ j ≤ n :

Wj ⊆ Ci,v[X1→W1,...,Xn→Wn]
j

}
.

Lutz et al. compare the expressivity of ELν+ and ELgfp.

Lemma 8.1. ELν+ is strictly more expressive than ELgfp. More pre-
cisely, for every ELgfp-concept description there is an equivalent ELν+-
concept description of polynomial size, but not every ELν+-concept de-
scription is equivalent to an ELgfp-concept description.

Furthermore, a result is obtained stating that ELν and ELν+ have the
same expressivity, but ELν+ is exponentially more succinct. Further
results include the proof of the existence of least common subsumers
and most specific concepts in ELν+. The ideas for these proofs are
adaptations of the techniques used for ELgfp. Most importantly they
prove that standard reasoning problems such as consistency checking,
subsumption with respect to TBoxes and the instance problem remain
tractable within ELν+. Together with Lemma 8.1 this yields, that stan-
dard reasoning is also tractable in ELgfp.
These results and others obtained by Lutz et al. make a strong case

for using ELν+ as the standard when an extension of EL with fixpoints
is required. It is a possible direction of future work to examine whether
the results from this thesis can be adapted to ELν+. We conjecture that
this is not very difficult.
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Model-Based Most Specific Concepts Almost all previous attempts
at combining FCA and DL have used a construction that is similar to
induced contexts. Therefore they have essentially used some variant of
classical FCA in a context whose attributes are DL concept descriptions.
We have provided an alternative approach, where we have introduced
DL reasoning services that have similar properties as the derivation op-
erators from FCA. These reasoning services are on the one hand the
interpretation function of a model as a replacement for the derivation
operator that maps sets of attributes to sets of objects, and on the other
hand the model-based most specific concept as a replacement for the
derivation operator that maps sets of objects to sets of attributes. They
provide a framework that allows us to transfer several basic results from
FCA to the DL world. One such result is that when searching for a base
for the GCIs holding in a given model it suffices to consider right-hand
sides that can be written as model-based most specific concepts.
We have dealt with the question whether model-based most specific

concepts always exist. Unfortunately, this is not true for EL⊥. However,
by extending EL⊥ by cyclic concept description and greatest-fixpoint se-
mantics one can guarantee existence of model-based most specific con-
cepts. They can be computed effectively: For a singleton set the model-
based most specific concept is obtained via a simple linear time transla-
tion from the model to an EL⊥gfp-concept description. For larger sets it
is the least common subsumer of the model-based most specific concepts
of its singleton subsets.

Finding a Finite Base Compared to earlier formalisms we adopt a
stronger notion of completeness. We say that a set B of GCIs is complete
for a model i if all GCIs that hold in i follow from the GCIs in B. In the
previous work [BGSS07] restrictions on the structure of the GCIs were
made, we make no such restrictions.
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9 Conclusions

We have addressed the question whether a finite base for the GCIs
holding in a finite model can exist. Both for the logics EL⊥gfp and EL⊥
a construction for a finite base has been presented. The first step in
this construction is the computation of a set of interesting concept de-
scriptions Mi. This can be achieved using a version of Next-Closure. In
a next step the context induced by Mi and i is constructed. We have
shown that every implicational base of this induced context gives rise to
a base for the EL⊥gfp-GCIs holding in i, and the Duquenne-Guigues base
of this induced context gives rise to a base with minimal cardinality.
This base can then be transformed into an EL⊥ base by unravelling and
pruning the concept descriptions that occur in the GCIs.

Model Exploration Model Exploration can be used to obtain a base
for the GCIs holding in a finite model, the background model, when
only a working model, a connected submodel of the background model,
is available. It is an interactive process, following the pattern of At-
tribute Exploration, where an expert can inspect each GCI after it has
been computed. If a GCI is rejected then the expert is asked to pro-
vide a counterexample which is added to the working model. This has
to happen in such a way that the working model remains a connected
submodel of the background model. Model Exploration uses results
from the previous chapter. During the exploration process an implica-
tional base for the context induced by the background model i and the
set Mi is computed. In order to compute Mi the background model i
needs to be known completely. Since this is not the case, the theory of
FCA has been adapted. We have shown that an implicational base can
be obtained, even if attributes are added during runtime. This implica-
tional base is not necessarily identical with the Duquenne-Guigues Base,
and therefore unfortunately the property of minimal cardinality is lost.
Model Exploration always terminates and returns a finite base for the
EL⊥gfp-GCIs that hold in the background model. It can be modified such
that cyclic concept descriptions only occur on the right-hand sides of the
GCIs. It is not possible to completely avoid cyclic GCIs during runtime.
Upon termination it is possible to transform the obtained base into an
EL⊥-base using the same construction as in the previous chapter.
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ABox Exploration In a classic knowledge base completion setting work-
ing models are not present. Furthermore, the connectedness condition
on the working models can force the expert to add an unnecessarily
large amount of data when providing counterexamples. We have pre-
sented ABox Exploration as an alternative to Model Exploration, where
counterexamples are stored directly in the ontology, or more specifically
in the ABox. In order to describe that an individual a is an (explicit)
counterexample to a GCI one needs to specify that a belongs to the
concept C but does not belong to the concept D. We have shown that,
although EL⊥ does not allow for negation, counterexamples can be de-
scribed in an EL⊥-ontology using disjointness statements.
ABox Exploration differs from Model Exploration mainly in two as-

pects. First, the counterexamples are stored in the ABox. Second, we
have introduced minimal possible consequences, which replace model-
based most specific concepts in ABox Exploration. We have also proved
that minimal possible consequences always exist for acyclic concept de-
scriptions and EL⊥-ontologies. However, we have not been able to
present an efficient method to compute them. We have therefore sug-
gested the use of approximated minimal possible consequences. Their
computational behaviour is superior to minimal possible consequences,
but they can lead to slightly greater expert interaction during the ex-
ploration. It remains to be tested, which method behaves better on
real-world data.
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